## UNIVERSITY COMPUTING CENTER

## ALISP

## INTROIUCTION

ALISF is a timesharing and batch LISF 1.5 sustem oferatins on the CNC Cצber-74 installation at UMASS. It is similiar to the ALISF sustem freviously operating on UMASS timesharins with the CNC 3600/3800. Some of the features of ALISF include: automatic dunamic adjustment of all storase areas up to the user's field lensth limit; uniform defirition of functions usins the value cell of literal atoms; explicit tyfing of all data forms for faster execution and redundancs tests; overlas complier and assembler; filins, editins and pretty-erint packases for time-sharins. Afflications fackases include a full-scale relational dB embedded directly in ALISF, and GFASFER, a srafh lansuase (see sefarate manuals for these fackases).

A few words about the manual. It was written with care and an attempt at precision and clarits, and should be read in the same spirit. There are some unavoidable omissions and ambisuities, but most of the information sou need is findable inside; exercise fatience. Since LISF is found by many to be a difficult lansuase conceptualisy I heartily recommend that you do not try to learn it simfly from this manual, since I have pre-suffosed a modicum of LISF ability. Usins one of the learnins manuals available (such as Weissman's LISE 1.5_Erimer or Ibe._ittle_Liseer), alons with this as a reference manual, is a very fine and fainiless was to learn LISF.

This is more than a dense reference manual, however. Inside you will find lots of soodies and tifs on LISF frosramminsy as well as discussions of some exotic farts of LISF barely touched on by the learnins manuals (such as REAL macros). While it does not read like a novel, it would be most helfful if you could skim throush it and familiarize sourself with its contents befare sittins down for a heavy session at the terminal. Much temmer and rifflins throush fases will be saved

## ON CONUENIIONS

Conventions helf make this manual more readable and less words. Certain fre-defined words are used exterisively throushout; consult the Glossary when in doubt as to their meanins.

Numbers are alwass written usins base 10 (decimal) refresentation" unless the letter "E" affears at the end of the disitsy indicatins an octal number. An oftional exponent can afpear after the "E"; this exponerit is a base 10 iriteser specifsins a left-shift courit for the octal disits ereceedins it.

$$
\begin{aligned}
& 13 \mathrm{~B}=11 \\
& 10821=8 * 2 * * 21
\end{aligned}
$$

in an obvious fortranmbere motation for the expoment.
The bowed notation for refresentins S-ewfression is used several timesy especially in section I. 3 . A sood refererice for this convention is Weissman's Enimer. Usual notation for S-expressions is the Farenthesiaed linear structure used on irifut to FEALI. Note that a comma "," is $\lrcorner s e d$ rather than a dot " " for a serieral S-exfressiony as it usually does rot make aris difference which is usedit when it is imfortant to distimsuish the two, it will be done.

Suritactic variables are used to avoid difficulty with evaluation of arsuments when describiris functions. Ssmactic variables are indicated by use of the lower-casey as opfosed to uffer-casey which is reserved for actual ALISF code. If the arsuments of the function are evaluated (SUAR, SUER*y and LAMELAA furictions), then a suritactic variable ir, the arsument position starids for whatever the arsument evaluates to. If the arsuments of tine function are not evaluated (FSUBFy FSUAR*, LSURRy and FLAMENA functions), then the ssritactic variahle starids for the actual arsument. The differences can be seen bu lookins at QUOTE. (FSUBF) and CONS (SUBF) examfles:
(QUOTE $x$ ) -- $x$ stands for:
(FOO) in (QUOTE (FOO))
BAF ini (QUDTE BAR)

(FOO) in (CONS '(FOO) BAR)
(EAF) in (CONS (LIST 'BAR) 1)
Syntactic variables allow eass descriftion of furictions without resard to their arsument evaluation coriventions. Note that the variable is underlined when used in descriftive text.

SUFFOFT ANI IISTRIBUTION
The Computer Center at UMass at Amherst will be suffortins ALISF starins in Fall 1977. All irisuries on system froblems should be addressed to:

Fichard Hisdson
University Computiris Centery
Grabuate Fesearch Centery
Universits of Massachusetts

## Tel: (413) 545-2690

ALISF ruris under KFODOS or NOS operatiris systems on CIC 6600 series combuters. It. wilj be ristributed to requestors ufori receift of a tafe. Ilistributed materials include the ALISF system in source formi ALISF, Felational IEy and GRASFEF mariuals; and an installation and internal sfecifications manual. The ALISF, Fielational IH, and GFASFEF maruals mas be cofied for non-frofit furfoses with fermission from their resfective authors.

UFdates and mews should be sent feriodicalls from UMass. Aris fives to buss should be sent to UMass so thes can be distributed to other users.
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## I Chaster 1

## Sisnias On and bieezias UE

This section describes the frocedure for callins the ALISF system and exitins from it. (Note: Iristallations other than UMass mas have a different frocedure for starins ALISF.) The ALISF control card is described.

### 1.1 Sisains On and Gettias Off

Get a terminal and sisn on properly (see the uMass Iimesbarins Manual). At UMass, ALISF is a TELEX command which can be invoked from any subsystem (for EATCH operation, see Chafter I.15). To ruri, tupe "ALISF". The ALISF sustem will resfond bs frintins "ALISF UERSION $n$ " and then requestins infut. You are now at the tof level of ALISF, under the EUAL supervisor. The top-level ALISF prompt is a "?".

The interfreter will keef on evaluatins stupf thrown at it uritil it evaluates the EXIT function" a SURR of no arsumerits. The EXIT function sets you out of AL.ISF'y back to the batch subsustem. It, also eririts out the CF time (in thousandins of a second) spent in ALISF, the number of sarbase collects, and the maximum field lensth used, all in base 10 refreseritation. A sample session by a besinnins LISFer is siven in fialosue 1.1 below.

### 1.1.1 ALISF Control Card

ALISF allows control card farameters to be specified on execution. Lesal parameter values and their effects are siven in Affendi\% B . Unless the overlay option is used (Ln farameter), ALISF will attempt to process all control card parameters when it is called. The farameters are processed from left to risht; this order is important if, for instance, a file is to be read irito the system (IF parameter) and the executins field lensth is lensthened (FL Farameter). If the file read farameter occurs before the field lensth parameter, the ALISF sustem mas not have enoush room to perform the read, and will abort. If there are ans illesal control card farameters, or if ans errors occur durins control card processins, an error messase will be printed, and execution aborted.

The control card farameters are available to ansone who wishes to do his own control card processins. To burass sustem processins of the control card, either the LIf or own paramter.

## Mialosue 1.1

Sample Terminal Session

```
Iermicial_mialosue
TEFMINAL.: 110,TELEX
FECOUEF/SYSTEM: BATCH
$FFL,O
/ALISF
ALISF UEFGION 1.1
    ?(CONS 'A 'E)
    (A,B)
?(CAF '(FOD EAF))
FOO
    ?(EXIT)
ENI ALIISF FUNN
    CF: 26 FL: 12400 GC:0
/EYE
NN% LOG OFF rimin
```


## Cammerts

Sishoor, messase from TELEX
In batch subsustem of TELEX

Execute
Now in ALISF
Tof-level sufervisor in effect

Exit from ALISF'
Statistics of the ruri back in batch subsystem of TELEX, sisn off

The user mas then examime the farameters via the PARAMCF Purictiong a SUBF of rio arsuments. This furiction returris a list of the control card Farameters. COMMAS, SLASHES arid equal sishis in the control card are returned as sefarate atoms in the list. Table 1.1 sives some examples.

Table 1.1
The F'AFAMCF Furiction

| Cantral Card | EAEAMCE Kalue |
| :---: | :---: |
| ALISF'IF=MYFNS | (IF=MYFNS) |
| ALISF', FL, $\mathrm{F}^{\prime} \mathrm{F}$ | (FL, FFR ) |
| ALISF, IF=MYFNS/LISFOOO | (IF=MYFNS/LISFOOO) |
| ALISF, IF=MYFNS=YFNS,FL. | (IF=MYFNS=YFNS,FL) |

### 1.2 NEWS

The most recent ALISF news can be frinted on entry to ALISF bs usins the NEWS Farameter. To set the most recent newsy use:

ALISF' NEWS .
To set all the newsy use:

## ALISF: NEWS = T

The riews can also be Fririted bs evaluatins the function NEWSy a SUBF of orie arsmmerit. (NEWS NIL) fririts the most recent riews on SYSOUT, while (NEWS T) fririts all riews.

## ALISE_Hata_Iyees

This section describes all types of ALISF data, and sives information on their internal refresentation. This information is not crucial or even necessars for monims ALISF, except ferhars for the section on number tokens; the incurious user mas skif this section entirely without perialty.

### 2.1 ALISE E'aivters

Ari ALISF pointer (or simply fointer) is the basic data format. It consists of 30 bits (half of a CIC Csber-74 60-bit word) divided into two farts, the address and the indicator. The address is in the lower (risht-half) 18 bits, the indicator in the uffer 12 bits:


The indicator tells what type of data the fointer is, e.s., an indicator of 1400 B specifies an SNUM. The address portion holds either the data (SNUM), or an address in core that has more data. Only the lower 17 bits of the address are used at fresent, sivins an adoressing cafability of $2818-1$, about 121 k decimal words.

Two pointers can be stuffed tosether into an ALISF word ( 60 bits). The left half of the word is the CAK, the risht half the Clif of the word.

The indicator bits allow fast testins of the data type. Indicator bit assisnments are siven in Table 2.1. Future data types, such as a binary tree data type mas use the currentis unused bits. Note that índividual data types can set more than one indicator bit, e.s., SNUM's have an indicator of 1400 B , sfecifsins a number (bit 27) and an SNUM (bit 26).

### 2.2 Data Isees

Here are descriptions of the pointers for the various data tsfes. For more information on atomic datay see the sections on numeric oferations (I.12) and literal atoms (I.5).

```
Table 2. 1
Iridicator Eit Assismmerits
```

| bit | if set | if cat set |
| :---: | :---: | :---: |
| 29 | 1ist | atom |
| 28 | sarbase-collect | irifo |
| 27 | number | riot riumber |
| 26 | SNUM | rot SNUM |
| 25 | ENUM | root ENUM |
| 24 | LNUM | mot LNUM |
| 23 | FNUM | not F'NUM |
| 22 | not used |  |
| 21 | ANUM | riot ANUM |
| 20 | STRING | riot STFiING |
| 19 | riot used |  |
| 18 | not used |  |

2.2.1 Literal Atoms

Am atom which is not a muber tokeri or a strins is a literal atom. Literal atoms are distinsuished as havirıs uriaue frimit-ramesy arid (except for NIL) froferts-list (flist) arid value attributes which are user-defiriable, Literal atoms will ofter be called litats. A literal atom which is rot NIL will be called an口litat, A literal atom which is meither NIL ror a GENSYM atom will be called ar, nslitat.
$\begin{aligned} \text { Indicator: } & 0000 \mathrm{~B} \\ \text { Address: } & \text { Foirits to the first atom data word }\end{aligned}$
NIL has ro flist or value attributesy and conseauently does not use any atom data words. It has an address of OEf it thus has a Fointer of 30 zero bits.

### 2.2.2 Number-Tokens

Aris atom which is riot a litat or strins is a number tokeng often referred to simpls as a rumber. Not all rumbers are amenable to standard arithmetic oferations (FNUM's and ANUM's). Number tokers have bit 27 set in the indicator. There are four types:
i. SNUM (Small NUMber)
$\begin{aligned} & \text { Indicator: } 1400 \mathrm{E} \\ & \text { Address: iriteser value of the SNUM }\end{aligned}$

Note that the SNUM address uses all 18 bits as a sisried
inteser with maximum masnitude 2B17 - 1. This is the cheafest ALISF rumber storasey reauirins oris 30 bits of storase.
ii. HNUM (Eig NUMber)

Iridicator: 1200E
Adiress: Foints to floatins-Ft. number
The ENUM address foints to a core location which holds a 59-bit floatiris-Ft, rumber. This rumber is obiained from the CNC 60-bit floatins-rt. format by clearins the low-order bit (bit zera), arid shiftins left circular bu 58. This futs the cleared bit at bit Fosition 58, where it is reeded by the sarbasemcollect routirie. BNUM's thus have ore bit less frecision than cric floatins-ft. numbers.
iii. LNUM (Losical NUMber)

Indicator: 1100E
Address: Foints to 48-bit octal disit.
The LNUM adoress foints to a core location which has the 48-bit octal inteser risht-justified. The uffer 12 bits are not used except for bit 58, which is used bs the sarbase-collect routirie. Like ENUM's, LNUM's reauire 60 bits of storase.
iv. FNUM (Frosram NUMber)

Indicator: 1040 E
Address: Foints to furiction definition word
A FNUM datum defines a machire-lansuase subroutine. The address foints to core location which has a function definition word. This word is divided as follows:


TyFe assisnment is as follows:

| tyee | function |
| :--- | :--- |
| 1 B |  |
| 2 B | LSUEF |
| 4 B | FSUFR* |
| 10 F | FSURF |
| 20 B | SURF* |
|  | SUBF |

Orily SUBF and FSUBF furictions types use the *_of_arss field to specify the rumber of arsumerits a particular machire furiction takesf the other types can take an indefinite number of arsumentsy and this field is zero
(for more information on machime furiction types, see section I. ).

The adoress fortion of the FiNM definition word holds the absolute address of the machime subroutime which actually ferforms the function.
v. ANUM'S -- (Arrass)

Arrays are also considered to be number tokens; thes are called ANUM's when Fassed arourid as a data tspe.

Iridicator: 1010B
Address: foirits to arras $1 i s t$ word
The arraslist word holds a fointer to the arras in array space. Since the arras itself is relocatabley all arras references via the ANUM so indirectls throush the arraslist word.

## 2.2 .3 5trinss

Strins data refresents a comfromise between compact storase of strinss and ease of manimulation. Characters are stored at most 5 fer word in free spacey with a fointer to the riext word in the strins.

## Indicator: 0004E <br> Address: Foints to the first strins data word

Each striris data word has from ore to five 7-bit ascii charactersy left-justified:


CT is the count of charactersy and Alllf is the free-space address of the rext strins word.

### 2.2.4 Lists

A ronmatomic Foiriter is a list foiriter.
Iridicator: 4000E
Address: Foints to the list word
The address Foints to a core location which holds a full ALISF worde that is, two ALISF poiritersy orie in the laffer or CAF half, the other iri the lower or Caf half of the word. These pointers mas themselves be list fointers. A true linked list is formed by havins the C口F fointer be a list fointer to another

ALISF word, and its CIF be a list fointer to another ALISF wordy and so orif the last CHF fointer must be the NIL Fointer. There is a simfle corresporidence between boxed list diasrams and list poiriters: evers arrow in a howed diasram is a list foiriter. Table 2.2 helow sives an example of internal ALISF rearesentation of 3 list structure.

Two fredicate functions are frovided to distinsuish between lists and atoms. ATOM, $s$ SUBF of one arsument, returns T if its arsument is atomicy NIL if not. LISTF, also a SUER of orie arsument, returns $T$ if its arsument is a rion-atomic s-expressiorir NIL if rot.

Table 2.2
Internal kist Fepresentation

Farenthesized exfression:
(MABEL (LIKES) BIG, FIGS)
bowed diasram:

core refresentation (assume the followins addresses for the atoms: MABEL=1, LIKES=2y EIG=3, FIGS=4), in base 8:
core location conteats

| 10 | 0000000001 | 4000000013 |
| :--- | :--- | :--- |
| 13 | 4000000017 | 4000000022 |
| 17 | 0000000002 | 0000000000 |
| 22 | 0000000003 | 0000000004 |

The list pointer for the whole expression would be:
4000000010 E

## I Chafter 3

Iceut Stream


#### Abstract

ALISF does its own inifut stream handlins, resurrectins the user from some of the deeper fitfalls in the KFONOS/NOS time-sharins sustem. This section describes the ALISF infut stream and read furictions in seneral, and the farticular conventions for terminal infut, For sfecial batch and file characteristics of the infut stream, see sections I. 14 and I. 15 in this manual. One chanse from normal LISF read synitax should be noted: the comma is used in flace of the dot in dotted s-exeressions. The dot is used solels in readins floatinss-mt. numbers.


### 3.1 Ineut Lines

The infut stream is line-oriented, that is, it looks at only one line at a time. Lines are delimited from the terminal by a carriase retarn (CR), which ends the line and sends it to the infut buffers in ALISF. Mawimum line lensth, includins control charactersy is 150. If sou type more tinan this, and then hit CR, the messase *OUL* will be frinted, and the line isnored.

### 3.1.1 INUNIT

The value of INUNIT is used bs the read functions whenever a line must be infut from somewhere. If INUNIT is set to the SNUM zero, a line is requested from the terminal. See sections I. 15 and I. 16 on batch and files for other values of INUNIT. Initial value of INUNIT is 0 .

### 3.1.2 End-of-Line Frocessing

The CF character is normalls apfended to the end of the lime on infut, ALISF sees this character as a sface (see section on STATUS below), but it can also be used to check for end-of-1ine or sfecial infut handiris. A CF character is not tacked on the end of a line if the atom EOLR (End-Of linine on fead) is set to NIL. This is useful for files or special infut procedures where a character strins runs fast the end-of-line onto the next line, and a CF insertion would be undesirable. The orily effect EOLF has on normal FEALI ssnitak is that literal atom, and rumber, and
strins tokens cariot be comtimued gast the erid-of-1ine. Iritial value of EOLEF is $T$.

## 3.1 .3 FFOMFT

The ALTSF ssstem rormalls sismals that it wants infut from the terminal bs tywins "o?" on the terminal and then waitins for the user to tsfe a lime (swecial fromfotharidins is taken for batch arid file inful-wee section I. 15 arid I.16). The frompt character can be chansed bs reset,ing the value of the etom FFOMFT, iritialls NTL. FFOMFT should be set to the iriteser value of the character desiredg $i$.e. (SETG FFOMFT $\sigma 5$ ) causes "A" to be used as the frompt character. For inteser values to all charactersy see AFFendi久 A. Settins FROMFT to aristhinss but an SNUM inteser or NIL. will sive a SYN-EFF on the riext terminal infut reanest, and reset, FFOMFT to NIL.

There are two special cases for values of FFOMFT. As rioted abover NTL causes the characters "\&?" to be used for the frompt, A zero value for FFomFT will have the same effect. If sou wish to use a mull character as a fromft, then set FFOMFT to 32 B rather than OB.

### 3.1.4 Inout Line Enitins

After a CR is thaed at the terminaly the line just typed is transferred to the ALISF infut buffers. Before ans ALISF function sees this lineg control characters within the line are used to edit it. The coritol characters are the same as those used in rormal mode irifut to NOS 1.2 oferatiris ssstem: backspace, line feed. and escafe.

Backsface deletes the most recent nom-backsface character.
Line…feeds are deleted from the irimut stream.

Escare (control-shift-k on TT33, ATTN-ATTN on corresfondence terminals) causes the entire lirie to be deleted, arid a riew line reauested. The messese "*rel.*" is fririted on the terminal, and the frompt is re-issued. (Eecause ALISF uses trarisfarerit mode irifuty deletins a line takes lonser than under normal infut, since ALTSF has to be rolled in). A control-C at the end of a nom-emety line will also canse ari escafei control-c on an emfts line wi.l. 1 camse an interruFt.

Irifut limes are edited before thes are moved to the irifut buffery so that ALISF sees oris the edited irifut line. Liries infutted from files or ALISF batch are never edited.

### 3.1.5 TTYCHAR and Character Sets

ALISF cari suffort a full ASCII character set, because it used a 7 -bit intermal character code There are timesy howevery when usiris the full set is cumbersome because of the sinft reauired for urfermase almabetic characters. This ocours on ASCII and corresforidence terminals which have both usper arid lower case alphabetics. For these termirials, turins "seta", for exampley will rot be the same as turiris "SETQ"y sirice the interrial refresentation of $\quad$ fofer and lower case is different. Most likely, "SETQ" was desiredy simce it corresforids to the iritermal fririt-mame of the commonly-ised atom SETQ户 the user must resort to manis urger-case shifts to infut this atom. The remeds is to tramslate lowermase alohabetic characters directis to brwer case before thes reach the ALISF irifut buffer. This is done automatically if the atom TTYCHAF has a norimil valuey as it does initially.

## 3.1 .6 ECHO Coritrol

The infut line can be echoed on the currerit outfut device (OUTUNTT) bs settins the value of the atom ECHO to the currerit infut device (INUNIT). The echo is immediater that isy roo comtrol character furictions are ferformed, arid the Cficharacter is not tacked onto the end-of-line. ECHO has inital value of NIL in interactive mode: no echoins takes flace. It is mainly useful umder batch and in dealins with files (see the afarofriate sections in this manmal).

### 3.1.7 Froblems with TELEX

Several mssterious behaviorial Froblems of TELEX deserve mention. ALISF oferates usins a TELEX irifut mode called transparent mode. What this means is that ALISF is responsible for handiins all imfut line editins charactersy and for outputtins a Frombt when it requests an infut line. The keyword here is fatience. Sirice ALISF does all of this infut lime processinsy the user must wait at least the TELEX job resfonse time iri order to have thimss like escafe (delete line) frocessed. Since this resporise time is tyfically on the order of 5 secorids, and can srow at times to above 20 secorids on a very busy sustem, a frustrated user misht well worider if his infut line is beins Frocessed at all. To find out if the ssstem is doins aristhinsy the user has two commarids at his disfosal. Typiris a simple CFi will cause TELEX to fririt "JOE ACTIUE" if ALISF is ruririms. Tצ䒑ing "STATUS" will wrint the current TELEX status of the ALISF job. Aris other commands typed at this Foint will cause TELEX to resfond with the messasey "ILLEGAL COMMANI".

Another froblem occurs frekuently on a buss sustem. In this case, ALISF will erint out the irifut prompt. When the user resfonds bu turins in a line and fressins CRy TELEX Erints the refly, "ILLEGAL COMMANI". What has hawfened is that there is a
slight time las between the printing of the prompt and issuins of an infut line command from TELEX; conseauentls the user is talkins to TELEX rather than ALISF for that short las. On vers busy systems this las can be several seconds lons. TELEX will eventually set around to issuins the ALISF irifut request; wait for a Question mark fromft (distinsuishable from ALISF's prompt because it has no freceedins blank. A line can now be entered to ALISF. This line is not entered in transparent mode, howevery but normal TELEX mode, so that onily a restricted character set can be received by ALISF, no matter what the value of TTYCHAF. Note firialls that this problem will not occur with corresponderice terminals, since the kesboard will not unilock until the ALISF infut request is actually issued.

A final froblem occurs with the trapinis of interrupts. There is a short time span immediatels after a CR is tuped to end an infut line, when the interruft (control-C or ATTN-S-ATTN) will not be traffed bs ALISF. If an interruft is siven durins this time, TELEX will abort the ALISF run with the *TERMINATEII* messase. Asaing the froblem is worse on vers buss systems.'

### 3.2 EE日ll Structure

REALI, a SUBR of no arsuments, is the primars function used in formins the ALISF infut suntax. This function reads characters from the imfut buffer, formins them into internal ALISF S-expressions. Associated with the infut buffer are character fositions pointers (see section 3.3 below). REAII takes characters from the infut buffer unitil it forms a complete S-exaressiong if end-of-line is reached before the s-expression is comfleted, another line is reauested from the current INUNIT. It also advances the buffer pointers fast this S-expression, so that subseauent REAI's will return successive s-expressions from the infut buffer. Thus, more than one s-ewpression can be REAlI from a sinsle infut line, Note, however, that the top-level loop of the sufervisor uses FEALIENT rather than FEALI, and REALIENT returns at most one s-expression fer infut line (see section 3.2.4).

Ari sㅃexpression mas also extend over several infut lines. FEALI automatically reauests new limes until the 5 -expression is completed. This has caused some users heartache because they think thes are in an infirite infut reauest loof. Thes keef settins infut reauests on the terminal, and tupe in S-expressions, and set more infut requests, without anythins else hafpering. What has happened is that the user forsot to close a left-farenthesis in his first s-expression, and REAI keeps askiris for lines uritil he closes it. The remeds is to type many risht-marentheses if you thirk you are in this type of loop.
3.2.1 STATUS

Assocjated with each character is a 3-bit inteser called its STATUS, used bs the FEAII fumction to decide suritax. The initial STATUS of all characters is siven below in Table 3.1.

Table 3.1
GTATUS of Characters

| tree | STATUS | Characters |
| :---: | :---: | :---: |
| alfinatic | 0 | A to $Z$ arid all chars exceft those below. |
| rumeric | 1 | 0 to 9 anid -. \# |
| sefarator | 2 | $凶$ arid CFi |
| 1par | 3 | ( |
| rear | 4 | ) |
| dot | 5 | * |
| slash | 6 | 1 |
| macro | 7 | "'\$产 |

The status of characters cari be fetched or chansed usins the fumction STATUS, a SUEF* of one or two arsuments. The first aromment should be arimisitat (rion-NIL, rion-GENSYM literal atom) ; the first character of this atom's prame is used by sTATUS. If there is orils one arsument, sTATUS returns bs character's status as an SNUM from 0 to 7. If the second arsument is presenty it must be ari SNUM; the lowest three bits of this SNUM iriteser are used to set the riew status of the character and STATUS returris ari SNUM sivins the erevious status of the character. Several examfles of the STATUS furiction are siven in mialosue $3+1$ below. The STATUS function should be used with careg as it can drastically redefirie the action of the FEAII ssritan.

### 3.2.2 FEAIM Sunta\%

This is the staridard ALISF syntax for irifuthiris stririss of characters and assemblins them as LISF data types. To some extent this stamdard syntax can be marifalated with user-defiried FEAAI macros (section 3.2.3) amd the STATUS furictiont The altermative to $\mathfrak{F E A N}$ suntax is sinsle-character marifulation (see section 3.3).

If an incorrectis formatted character strins is siveri to REAR (e,s., an alfhabetic character in a mumeric strims), then FEAM will complain by issuins a SYN-EFF, which is a fatal error. If sou are at the tof level of ALISF, this simfly means you will Mave to retsfe the entire S-expression sou were infuttins. The SYN-EFF also frints a messase tellins what caused the errorg and the character Fosition in the irifut buffer at which the error

```
?(STATUS 'z) Feteh the current sTATUS of
0
?(STATUS % 2)
O
?'FOOZBAF
FOO
?(STATUS //y 0)
?(CDF' (FOO y EAR')
(y BAK)
occurred. Ssrtax errors for farticular data tupes are noted below.
Almost all Allsf data tupes can be read in using REAM. REALI wane the imfut lime for the first non-sefarator (STATUS not 2) cherecter, and uses this character to determine the sunta\% of the rest of the strins. If the first monseparator character is:
a. Alfhabetic … assemble literal atom.
Charecters are petched from the infut stream to form en wint mame (pame) until a character which is meither alphabetie or mmeric (STATUS sreater than 2) is encountered. The whame is then intermalized on the OFLIST and the fointer is returned. Frames of more than 32 characters canot be assembled but cause a SYN EFFF.
Atoms havins erames besinmins with numeric chareatersy or containins characters with STATUS other
```

than alfhabetic or momerice are called exotic atoms. E×otic: atoms can be read in with the helf of a slash coriverition. Aris character with a 51 s an status (6) is skiffed in formins the promeg but the character immeriatelu followimg, ro matter what its statusy is interfreted as alfinabtic, A slash can be fut in the Frame by usiris two corisecutive slashes. All termirial characters exceft LF (line-feed) arid backsface can be infutted into wrames in this was.

Note that atom prinitmames cariot riormally be continued fast the erid of a line when EOLF is rom-NIL, sirice the CF character tacked orito the erid of the lire is interfreted as asface (STATUS $=2$ ). Howevery if a slash is the last character tured before the CFi, the CF character will be assembled irito the friamey arid the Friame strins will contirue onto the riext line. Examples of frame formation are siven in lialoste 3.2 below.

Mialosue 3.2
Frame Formation

b. Numeric - assemble rumeric atom

There are three tyfes of rumbers which can be assembled bs FEALI:

```
            i. LNUM - Losical NUMber.
                        16-disit octal intesers
ii. SNUM .-- Small NUMber.
                        intesers in the ranse -2Ei7 + 1
                        to 2B17 - 1
iii, ENUM - Bis NUMber.
    floatirismpoint numbers in the ranse
    \pm10E-298 to \pm10E31?
```

SNUM's arid ENUM's (but mat LNUM's, which always use ari octal base) are assembled with reference to the base contained as the value of the atom INBASE. The value of INBASE must be an LNUM (thus makins it iridewendent
of INBASE or OUTEASE）it is iritially set to 12B（base 10）but can be reset by the user to aris value from 2E to 20E（base 2 to base 16）．A SYN－EFF is issued on the rext rumber assembly if INEASE is set to ari illesal value，arid INBASE is reset to 12 E.
i．L．NUM＇s
Thes aresismalled bs an initial rumber－sisn （＂＊＂）．Format is：
\＃sdodd．．．．
where
$s$ is antoptional minus sisn（＂－＊）which complements the assembled octal inteser d are octal disitsy uf to 16 of them．

The assembled number is：
Addd．．．E

SYN－EFF caused bs：
1．8，9y or A－Z BFFearirıs in the strins 2．More than 16 disits in the strins

Eœamples：

| iロEut stream | number assembled |
| :---: | :---: |
| K6\＃222xk． | 0000000000000222 F |
|  | $7777777777777555 B$ |
| あ粏め．．． | 0000000000000000E |
| め\＃－Oめめ．．． | 7777777777777777 E |
| あ\＃82384．． | SYN－ERF， 9 is rot |

ii．$\quad$ SNUM＇s

Inmist format is：
sdodd．．．．
where

5 is an optional mirus sisn（＂－－＂）
$\alpha$ are disits from o to INBASE－1
The disits are assembled into an inteser usins the INEASE base refresentation．

SYN－EFF caused bs：Alfhabetic character in the striris

Examfles（assume INEASE set to 12E）：
iceut streaw

凶184世．．．
－-18 в 6.

\＄000以E．．
め186363022226K．．．
rumber assembled
18
$-18$
0
0
coriverted to floatiris－st

Note that nesative zero is read in as fositive zeroy and that intesers out of SNUM ranse are automatically converted by FEAN to BNUM＇s． Larsest masnitude for an SNUM is 2B17－1．
iii．BNUM＇s
ENUM＇s are sismalled by the freserise of the decimal Foirit＂．＂or the exponent marker＂E＂，or if an SNUM formatted rumber is too larse iri masniture to be an SNUM．BNUM＇s are assembled using the INBASE infut base．Format is：

```
sdd.dd...Eseee...
```

where
5 is an optional miruss sisn（＂－＂）
dis a disitg from 0 to INEASE－1
E is an oftional exponent marker
e are oftional exponent disits，from o to INEASE－
－is arn oftiomal＂decimal＂foint
The assembled rumber is formed bu assemblins the coefficient disits d into a floatins－ft． rumber usins the base INEASE，then multiflyins this coefficient bs INEASE raised to the assembled exworient fower．The exrorerit disits e are also assembled irito an inteser usins INEASE refresentation．

SYN－EFFi caused bs：
1．Alfhabetic character（exceft＂E＂）in the strins
2．More than orie decimal Foint or＂E＂
3．A decimal foint in the exporent
4．Exporierit too larse or small
E※amples（assume INEASE set to 12E）：
i以Eした stneam
rumber assembled
W18． $46 \ldots \quad 18$
๕．18E2め4．．． 18
ห－．18EOKム．．．-.18
๕O．0め氏．．． 0

Note that the eresence of an＂E＂or＂． distinsuishes ENUM＇s from SNLM＇st even in the case of 0.0 a $a$ BNUM is assembled．Iriterrial accuracs for ENUM＇s is 47 bits in the coefficient，or ahout 14 decimal disits．
d．l．乡阝日－assemble ron－atomic 5－ewfression
When the FEAM furnotion encouriters ari iritial left－rarerithesis（STATUS of 4），it assembles a complex LTSF structure．Format is：
（strinsi strins2．．．．strinsrıstrinsm）
Each strimsi is ans character strins which assembles into a valid ALISF expressiony even amother list strins．The comma is ari optional dotted－fair iridicatori if it is freserit，strinsm rather than NIL will be stuffed irito the cuf of the last word beins assembled， 50 that a serieral nori－atomic s－expressiony rather than a list，will be assembled．The comma character must alwass affear just before the last strins，sirice its stuffs the last assembled strins into the CIF of the last assembled S－exfression word．If the lfar is immediately followed bs an raary NIL（ari emfts list）is assembled．

Examfles of FEAI list assembly are siven in 3．3．

Itialosue 3.3
List Assembly
ingut stream
\＆（FOOKEAFMMOO）K．．．

K（FOOMBAF゙ッMOO）\＆．．．
assembles ta


甘（（FOD，BAF ）KMOO（MAFWLOO））K．．．


The use of FEAR macros is explained more fully in section 3.2 .3 . The imitialls defined ALTSF macro

 them as sinesmomarocter atom rnamesy as it will conflict witin their macro usasse (for iristaricey do not use the atom with ariame as a lambda-expression variable). Their effects are:

```
i. Wuotims -- ,
```

The , character is msed when a auoted expression must be assembled from the irifut stream. The effect of the cuote charactery when encountered bs FEALI, is to cause the rext strins in the irifut stream to be assembled (bs a recursive call to FEAII), arid then used as fart of a RUOTE expression. The followins examples should make this elear:

| ineut stream | assembles inta |
| :---: | :---: |
| W'FOOEK. | (QUOTE FOO) |
|  | (QUOTE (FOO RAF)) |
|  | (FOO(QUDTE BAR)MOD) |
| 凶(FOO' EAFEMOO) 女 $k$ | (FOO(QUOTE EAF) MOO) |

ii. Commerıtirns --

The ; character is used to adod comments to the infut stream. Whern the ; character is encountered by FEALI, it causes the rest of the line to be isnored. Note that eriame or rimeric strinss cannot be contimued besond the commerit character onto the rient line. Examples:
ingut stream assembles into
(FOO $\underset{\text { EAF }}{\text { THIS }}$ IS A COMMENT (FOO BAR)
(FOO $\hat{y}$ 2NII COMMENT
$\hat{y}$ 3FII COMMENT EAFi) (FOO EAF)
FOO\%
(FOO BAF) BAF:
i.i.i. Immediate evaluation - - $\$$

The $\$$ character is used to evaluate expression assembled from the irifut stream before addiris them to the FEALI result. When the $\$$ character is emcountered bs REARY it causes the strins
immediatels followins to be assembled arid evaluated (usins EUAL) before insertins it into the result, Ewamfles:
ineut stream
(FOO\$ (LIST 'MOD 'MAF) EAFi) (FOO (MOD MAFi) BAR)和 FOO \$'/FOO
assembles inta F00 (QUOTE FOO)

The $\$$ macro can be used very haridily to add lonser S-expression to the infut stream without havins to re-tsfe them each time. For examfley sufoose the atom FOO is set to a lons list. To insert that list inito the infut stream at ans siven point, $\$ F O O$ is all that's needed.
iv. Fiead strinas …"

The " character is used to assemble striris data from the infut stream. Characters are read from the irifut buffer and assembled irito a strins unitil another " character is encouritered. A double cuote mas be iricluded in the strins bus usins two successive double quotes.

Examples:
ineut stream assembles inta strins
"ABCI" AECI
"AB" "CII"
AE"CII
"AEC)II[CF]
ABC)II([CR]EFG
$E F G^{\prime \prime}$
V. Fiead array --... a

Arrass are assembled when the a character is encountered in the irifut stream. See the chafter on arrass for the exact format.

### 3.2.3 FEALI Macros Ewflained

The macro facilits on imfut is a most valuable method for custom-tailorins infut sunta\% within the FEAL ssritax structure. This section explains the action of FEALl macrosg and how to imslemert, them.

Two froferties defire a valid macro character -- a character STATUS of 7 , and a valid function definition stored in the value cell of an atom with that sirisle macro character as its pname. The five fre-defined macro charactersy, " $\%$ ( $\quad$, are all defiried
as FSUAF's. User defined macros must be lambda expressions of no variables (either Flambili or lamella will do). When the macro character is encountered by FEAD in the input stream, its function definition is fetched and evaluated, and the result placed in the affrofriate part of the result being assembled bu FIEAII. Since the macro function itself can call REAI, some very clever thins can be done. For example, try to redefine the macro using a lambia-exmesesion. One was would be:
(I IE /' NIL (LIST (QUOTE QUOTE) (REALS))
Now the atom with frame , has the above function definition. Take a sample input stream:

$$
\ldots \text {. . BE (FOOK'BAREMOO) WK. . }
$$

FEAM starts to assemble a list when it hits the left parenthesis. It assembles the atom FOO as the first element of the list, READ is now at this point:

```
insect stream
```



```个
input buffer pointer
``` assembled result.

The macro character , is next encountered and REAI looks up its function definition and evaluates it as a function of no arsuments. It evaluates:
(LIST (QUOTE QUOTE) (REAL))
The FEAR call returns the next s-expression in the input streamy namelug the atom BAF, Then the LIST function gives (QUOTE BAR) as its result, and this is the result which the macro function returns. REAII takes this result and inserts it as the newt element on the list it is assembling. FEAII is now at this point:
neut stream

input buffer pointer
assembled result


QUOTE \(\rightarrow\) RAF \(\rightarrow\)

Finally, MOO is read as the last element and the list is completed. The final result is:


This is same as if the input stream had been:

REALI macros are a vers powerful tool for manifulating the infut stream; the inventive ALISFer will find mans uses for them in front--end translators for his prosrams. Unfortunately makins read macros work as intended is tricks and most LISF'ers renuire some time before thes become froficient.

\subsection*{3.2.4 TEREAD and FEALIENT}

The infut line can be flushed usins the function TEREAIn, a SUBF of no arsuments. Evaluatins (TEREALI) causes the infut buffer (see 3.3) to be blanked, and a new line reauested from the current infut device. The value of TEREAL is NIL.

The function FEADENT is a SUBR of no arsuments. It does a TEREAL and then a FEAM, returnins the result of the REAN as its value. FEADENT is used when it is desirable to READ at most one S-Ewpression fer input line.

\subsection*{3.3 Ireut Buffer Eainters}

The infut buffer is directly accessible from ALISF at the sinsle-character level. The buffer pointers are the values of the atoms REAMBEGy FEADLEEN, and FEALENII. The values of these atoms are SNUM intesers desisnatins character fositions in the infut buffer. (The first character fosition in the infut buffer is at fosition zero.) Whenever a new infut line is read in, the buffer fointers are reset as follows:


REALIENI is set to the number of characters in the line when it is read in includins the CR character, if there is one. If EOLR is non-NIL, this will be \(1+\) the number of characters tuped int. Irfouttins a mull line bs hittins just a CR will thus set. FEAIEND to 1 (if EOLF is NIL, FEADENI is set to zero).

FEALILEN is set to the value of REALBEG when a new line is read into the infut buffer. FEAILEN is the current character position used bs all the read furtetions. If REAMBEG is zero, FEADLEN is initially set to the besimins of the infut line. Readins a character causes REAILEN to be incremented to the next character. When REALLEN=FEALIENH, the last character
has been read from the liney arid subsequent read requests will cause ari automatic TEFEALI to be Ferformedy resettins the infolt line.

The jrmat lime wointers allow sinslemonaracter coritrol over tine infut stream. The leristh of the current irifut line as well as the currerit character fosition within the lire cari be entracted from them and thes can be reset with SETQ to skif or back uF over characters in the inful line. In corijuriction with the formetons rescribed in the followins sectiong explicit sinsle-character control over the irfout stream is fossible.

\subsection*{3.3.1 Sinsle-character Fead Furictions}

The furictions described below read and return sinsle characters from the infut line. Thes are all furictions of rio arsuments. The character is read from the current fosition of FEALILENy arid FEALILEN is iricremerited to Foint to the character after the one read (except for FEALIFK). If FEAILLEN=REALIENI when the furiction is calledg an automatic TEFEALI is first executedy ano the function reads from the next infut line.

FEAIICH reads the rext character from the irifut streamy and returns an atom whose friame comsists of that sirisle character.

FEALINM read the rext character from the infut streamy arid returns its iriternal iriteser representation 35 an SNUM. "A" would be 101 E " " B " would he 102 By etc. See Apferidix A for interrial character codes.

FEALINB keefs readins single characters from the irıut 1 ire until a rommbarm (STATUS \(\neq 2\) ) character is found or uritil the end-of-1ire is ericouritered. It returns ani atom whose fhame is that sirisle non-blank. character or NIL if the end-of-lime was fourid first.

FEAMFK reads the riext character from the infut streamy but does rot advarice the FEALLEN Fointer. It returns an atom whose frame is the sinsle character read. If FEALILEN=FEALENI NO TEFEAII is called, and FEALIFK returns NIL.

\section*{I Chapter 4}

Quteut Stream
This section describes the seneral
characteristics of the ALISF outfut streamy
as well as sfecific time-sharing
characteristics (for special batch and file
considerationsy see sections I. 14 and I. 15 ).

\subsection*{4.1 Outeut Lines}

The output stream, like the infut streamg is line oriented, that is, it looks at orils a sinsle line at a time. Lines a山tomaticalls have an end-of-1ine bute tacked onto the end when thes are written to an output device. Maximun line lensth is 150 characters the actual printed line lensth (before ari end of line is automatically transmitted) is siven bu the current value of the atom FRINENI (initially, FRINEND is set, to the SNUM 72).

\subsection*{4.1.1. OUTUNIT}

The current value of OUTUNIT is used bs the pririt functions whenever a lime must be outwut somewhere. If OUTUNIT is set to the SNUM zerog lines are frinted on the terminal. See the sections on batch and files for other values of OUTUNIT.

\subsection*{4.1.2 Character Sets}

If sou have sismed on to the terminal correctly, then all characters which are available on the terminal tupe element will print correctis (even the AFL thpeball is compatible). See Appendi\% A for characters available from different terminals.

ALISF uses full ASCIT mode wher commuricatins with the terminal., so that problems caused ba the 64 character set iri KRONOS or NOS are minimized.

\subsection*{4.1.3 End-0f-nime Frocessins and TERFRI}

The atom FFINENM contains the line lensth for the outsut line (maximum is 150 characters) When the outrut buffer is full, i.t is dumped to the current outfut device. An erid-of-line bste is tacked onto the end of each line as a line delimiter. There are ectully two tupes of end-of-line butes; which one is used is
controlled by the atom EOLW (End Of Lirie ori Write). If EOLW is morionIL, the ericof-line bste causes a carriase-return line-feed (CF… to line besinuins of the rext lire. If EOLW is NIL, the
 the corriase is left where it stopaed after printirs the last character. Normalls, the CF-LF eriomo-lirie bste is the orie that's warited, aris thus the iritial value of EOLW is T. For some sFecial aFFlicationsy such as outfut formattiris or control of srafhic devices, it is recessary that an erid-of-line rot print the CF-LF, and for this furfose EOLW should he set to NIL.

The function TEFFFI, a SUBF of ro arsumentsy is frovided to enig ariontriat line arid dump it before the FiFINENI limit is reached. Evaluatins (TEFFFI) terminates,the outfut line arid dumfs the outfut buffer. If there was rothins in the bufferg ari empty line is outfutted. For further considerations on outfut line formattinsy see section 4. 3 below.

\subsection*{4.2 EEINI Stricture}

The function FFiNT, a SUEF of one arsumenty frovides commanication between intermal ALISF structures and the outfut line. In seneraly ans ALISF expression that can be read with FEALI (and a few that can't, also) can be frinted by FifiNT, in a format combatible with the orisinal FEAII syntax. When FRINT finishes outfuttirus its arsumerit, it issues a TERFRI to dumf the firal outfut line.

\subsection*{4.2.1. FFINT Syntax}

Tritimate knowledse of FFINT syritax is really not very important, unless one is concerned with outfut formattins or files. Still, a kriowledse of the FRINT syritax eriables the iriformed user to krow exactly what internal ALISF structures are refresented by the outfut.
a. I ist Structures

A list (or rion-atomic S-enfression in seneral) is Frinted as a series of elements between farentheses. This format is recursiveg that isy if an element of a list is itself a list, it too is frinted as a set of elements between rarentheses. Eetween evers element of a list asface is inserted. If the final CIf of the S-expression is ron-NIL, a comma is frinted, and then the firal CNF elemerit. Note that the orisu flace a comma will affear is just before the last element of an S-expression.* Examfles of 1 ist structure frint format
* The comma is used instead of a dot in dotted S-e\%pressions.

List Structure FRINT Format

S-wexression

FOO
EAF

MOO
EOO
MAF
( (FOO, BAF ) MOO EOO,MAF)

FOO
EAF
b. Literal atoms
i. The atom NIL frints as "NIL".
i.i. Genssm atoms frint as "Xdddd...."" where \(X\) is the senssm character (see GENCHAF) and the d are genssm disitsy uninue to each senssm atom. Gensum atoms canaot be read back into the sustem; their fririt characters are orily to eriable the user to inentify them on outfut.
iii. All other literal atoms use their frint-mames (戶riames) to form a frintable character strins. This strins is mormalls exactily that used to irifult the atom with FEAN, e.s." "FOO" read in will Frint as FOO". A Froblem arises with exotic atomsy however (exotic atoms contain prame characters with STATUS 2 2). Since exotic atoms are irifutted usiris slash converitiong thes will not look the same or outfuty when ro slashes are Fresent. This is usually what is desired, thoushg since terminal outfut canrot be re-irifutted directls arishow. For files which cari be read back. irig howevery it would be rice if exotic atoms could bs outfut and read back in properls. To this endy the switch SLASHES is provided. If it is set to NIL, no slashes will be inserted in exotic atom friames when thes are

Beciamse there is no corifision with the dot as used in floatins-woint numbers, there is ro meed to fot spaces arourid the comma.

Frintedit if ron-NJL, slashes will be inserted at the correct positions to enable the atom to be read back. in (this does not solve all problems with exotic atoms - see the section on files). Initial value of SLASHES is NIL. Examples of literal atom printing are seven in lialosue 4.2

c. Numeric e atoms

Numeric output format is completely compatible with irifut format for LNUM's, ENUM's, and SNUM's. Thus if hes are written to a file, they will be read back in correctly. The type of numeric atom represented is afferent from the format.

Both SNUM's and ENUM's use a variable base refresentation on outmut. The value of the atom OUTBASE must be an LNIMy this LNUM is the base representation on outmut. Initialls, OUTEASE is set to \#12 (base 10). Lesal values for OUTBASE are from \(\$ 2\) (base 2) to \(\$ 20\) (base 16).
i. L..NUM \({ }^{\prime}\) s

Outwint format is:

where

5 is an omtional mirus sish ("-") which is used if the left-most bit of the LNUM is set.
d are the the octal disits refresentins the 48-bit LNUM (uF to 16 digits). If the minus sisn is eresent, these disits refreserit the orie's comflement of the LNUM bits. Left zeros are suffressedg if all bits are zero or orie, "\#0" arid "\#-0" are outfut resfectivels.
ii. \(\quad\) SNUM's

Outrut format is:
scidna + +
where
s.is an oftional minus sisn ("-").
d are disits refreseritins the SNUM inteser. The inteser frimited uses ouTbAsE for its base refresentation. Leadins left zeros are sumpressed; zero alwass fririts as "O".
ii.i. ENUM's

Outwint format is:
5. Iddd. . . Eseee. . .
where
s is oftiomal minus sisn ("-").
d are disits of the coefficient. Thes are output usiris OUTBASE refresentation.
e are exporient disits, Thes are also outfut usims tine OUTEASE base refreseritation.

The mumber of disits d in the coefficient of a Frinited ENUM can be controlled bs the atom UIGITS. The value of IIGTTS should be an SNUM Fositive inteser irodicatins the rumber of disits resired. All disits asked for are frintedy so that risht trailiris zeros are not suffressed. Fionnoins is done on the [IIGITS + 1 disit to make the result more readable. If IIGITS is set to o all sisnificant disits will be frinted (14 or 15 for base 10), and rio rounding will take folace. IIGTTS is initially set to 13. Note that disits does rot control the total lensth of the ENUM outputy just the rumber of sismificarit disits in the coefficient. Neat formatters must resort to other tricks.
iv. FNUM's

This rumber type is used interrially bs the interfretery arid carinot be read irito the system. Neverthelessy there are times when a FNUM will srieak into an S-expression beins outputy so the user mas as well kriow what he's sot. A FNUM is the value of an atom which has a machirie-larisuase furiction definition (SUBFi, LSUBFi, etc.) such as SETQ or CONS (for more sfecific irformationg see the section on ALISF data tsaes). Format is:

\section*{F:\#dod. . +}
where
F: is the FiNUM indicator.
d are octal disits rearesentins the furiction type and its machine address.
v. ANUM's

This is a rumber ture which caririot be read back in bus FEAII. An ANUM is an iriterrial arras Fointery and can onils be created by the furiction AFiFiAY (or the (a real macro). Format on outeut is:

A\#niminn
where wana is the octal address of the arraslist word for the arras, The file fackase will erint. arrass sfecially so that thes can be read back iriy rather thari firintins ANUM's. The furictions FFINAFFAY aris REALIAFRAY are available to the user for storins his own file I/O with arrass (see section I-12 on arrass).

\subsection*{4.2.2 FFTNT Suntax Furictions}

FFINT is the most commonly used printins function. It is a SUBF of one arsument; it frints its arsument accordins to the FFINT sumba\% just describedy then issues a TERFRI to flush the outwut buffer. The value of FFINT is its arsument.

FFINL is just like rrint exceft it issues no TERFRI. The difference between FFINT arid FFIN1 can be seen in Hialosue 4. 3 below. The value of the function FRINI is its arsument.

The furiction HALFFFIs is used to fririt out fart of a lons list. It, is a SUEF of one arsument which acts just like FRIN1y exceft it will onls outmut a limited rumber of atoms in a lons list, The limit is fixed bs the atom HFFNUM, which should be set to an SNUM. If HFFNUM is not an SNUM, the default value 4 is used (this is the initial value of HFFNUM). If a list with more than HFFNUM atoms in it is siven to HALFFRI, it will correctls Frint the list uF to the first HFFNUM atoms, therifrint an elifsis ".."", and close all Farentheses in the list. Exammles of HALFFFI calls are siven in nialosue 4.3.


\subsection*{4.3 Uaified Duteut Buffer}
l.. i.ke the jrifut buffery the outwot buffer is directis accessible from ALISF on the sinsle-character level. Three buffer fointers control the buffer flow: FFINBEG, PFINLEN, and FFINENM多 thes must all have SNUM values.

FFINBEG is the first Fosition to besin stuffiris characters into the outwut cuffer. Initialls, FRINEEG is set to \(0, i+e, g\) the leftmost character fosition in the buffer. If FRINBEG is set nesative or sreater than FFINENI, a SYN-EFFi will be issued at the riext outfut buffer flushy and FRINEEG will be reset to 0.

FFINLEN is the current Fosition to stuff a character irito the outfut buffer. Wher, the buffer is

Inialossum 4.3
Friant Furictions
```

    ?(FFOGN (FFTNT /FOOC)(FFINT 'EAFK) NIL.)
    FOO
BAF
NIL.. FFiINT termiriates the outgut
lirie ori each call.
?(FFOGN (FFINI 'FOO)(FFIIN1 'EAF) NIL)
FOOBAFINIL
FFIN1 does not terminate the
outfut line, so successive
calls are struns tosether.
Note that the result FROGN,
NIL., was tacked onito the ends
of FRIN1's outrut. If the
mumber of characters in the
outfut buffer exceeds FFFINENII,
the outfut buffer is dumfed,
even if FRINI is doinss the
friritir!s.
?HFFNUM
NIL
T(HALFFRI '(A E C IIE F))
(ABCIIM)(ABCHEF)
?(SETQ HFFRNUM 10)
10
?(FFOGN (HALFFFI '(A E C II E F))
? (TEFFFT))
(AEC IIEF)
NIL.
?

```

Since HFRNUM was 10 , all of the atoms in the arsument of HALFFFI was frinted.
emftied, FRINLEN is set to FFINEEGy the first availahle Fosition. Stuffins a character into the buffer causes a FFINLEN to anvance by oriey uritill it reaches FRINENI. If a character is to be stuffed when FRINLEN=FRINENI, the outfout buffer is first flushed to the currerit output devicey FFINLEN reset to FFINEEG, arid then the
character is inserted irito the buffer. Exflicitly settiris FRINLEN sreater thari FRINENH sives a SYN-EFF ori the rext buffer oferationg arod resets FRINLEN to FFTNEEG.

FRINENL is the last Fosition of the outfout bufferg it should not he set larser than 150, or a SYN-EFF will be issuedy arm FFTNENL reset to 72 . Iritial value for FFTNENLI is 72.

The outfut buffer fointers are all used arid ufdated bu the Frintins functionst the user can chanse their values exflicitly bs usiris SETQ (or SET or QSETQ).

Three hirits on the use of these fointers. If FRINEEG is sreater than \(O\), then the character fositions before FRINEEG are filled with blanks. Thus if FFiTNBEG is set to \(2, ~ a l l\) outputted will start with 2 blarms.

When the outwut buffer is flushedy all character fositions are filled with blariks. Thus advancins FFINLEN as a character position (usiris SETG) without stuffiris ansthins into that Fositiong will canse it to print as a blark. Alsoy if FFINLEN is set back to a buffer fositiori that already has a character stuffed into it, a new stuff will reflace the old character with the new.

Finallsy mote that a buffer flush (usins TERFRI) takes the value of FRINLEN as the end of line Fosition, so that only the first FRINLEN characters iri the whole buffer are outfutted. This is cool unless you reset FFINLEN to a frevious character position (in order to replace a charactery sas), arid theri do a TEFFFI. Onis the characters uF to the FRINLEN Fosition will be outpist, everuthins fast that is lost.

\subsection*{4.3.1. Character Frintims Fumetions}

These furmeions wrovide the abilits to send individal characters to the outfot buffer. All of them use and ufdate the buffer Fointers.

FFINB is a SUBF of orie arsument. (FFINE \(x\) ), where \(x\) is an SNUM, Facks \(x\) blanks into the outfut buffer. If \(x\) is zero or


FACK゙l is a SUBF of one arsument. (FACK1 \(x\) ), where \(x\) is an SNUM, sends the sirisle ASCII character refresented bs the inteser \(\therefore\) to the outfut buffer. See Afferidix A for inteser refresentations of eharacters. If \(x\) is larser thari 177B, it is trumated to Frovide a 7 -bit iriteser. Some caution should be used for odd values of \(x \hat{y}\) for iristariceg certairi intesers do not rearesent ams characters, and will riot frimit.

\section*{Literal \(\operatorname{\theta }\) (om Struc:ture}

\begin{abstract}
This section describes the attributes and internal representations of literal atoms as well as the methods used to internalize and urdate the literal atom object list (OELIST).
\end{abstract}

\section*{5.t ablis.}

The OBLTST is an internal hash arras of 128 buckets holdins all non-NIL, non-sensym literal atoms in the sustem (except for literal atoms which have been WIFE'd, see section 5.1 .2 below). Each bucket is a list of atoms correspondins to its farticular hash. Whenever a literal atom is read in (usins a FEALl suntax function) its friame is hashed and the affrofriate bucket searched to find a match. If none is foundy a new entry is created on the bucket.

The oklist can be explicitis retrieved usins the furiction OBLTST, a SUBF of no arsuments. It returns a list of all 128 stom buckets. QELIST actually returns a cofs of the internal hash buckets, so that its result can be manifulated with impunity by FFLACA, FFLACIM NCONC or ans other fermanent list-alterins functiong without fear that the OBLIST will be wrecked and bomb out at the next sarbase-collect.

An atom's fosition on the OBLIST can be obtained with the furiction ATMHASH, a SUBF of one arsument. ATMHASH returns the bucket mumber of its arsument as an SNUM from 1 to 128 ; the first bucket on the OBLIST is bucket 1 , the last is 128 . If ATMHASH is siven ansthins but an nslitat arsument, it will complain with an ARGEFR . If it canmot firid its arsument on the OBLIST, it returns NIL. An examele of the ATMHASH function is siven in rialosue 5. 1 below.

\subsection*{5.1.1 Truly Worthless Atoms}

Also called TWA's for short, these are non-NIL literal atoms which have no other attribute than a ename, and are not referenced bs ans other dat structure iri the ALISF sustem. TWA's are pursed from the OELTST at the next sarbase collect, unless thes have been set with the functign SFECIAL (see below). Clearins out TWA's has the effect of freeiris up free storase and
miclossimes the OEnTST, esfecially wheri larse mumers of riew hiteral atoms are created arid ther abandomed durima the course of rrosram executjom。

If for somestramse reasom (such as freeins mf more storase) sou desire to turn a worths atom into a TWA, then sou must remove its value attiribute with FEMOE ariol set its flist to NIL with the fumetion Fil. TGT. If there are no referemoes to this atom in 1 ist structures or other atom values, them you have created a TWA.

There are dimes when it is desirable to keef a literal atom eround even whem it is mot beins activels referencedy or has rio value or whist attributes. The fumction SFECIAL is used to mark. an rilitat so that it will mot be sarbase-collected even if it is a TWA This function is a SUBF* of one or two arsuments. The first arsument is the nilitat to be set or aueried for SFECIAL. stiatus. The secoma arament is oftiomal; if absent, the SFECIAL. status of the atom is returred as T or NIL. If feresenty the SFECIAL status of the atom is set if it is morimIL, cleared if NTL. Value is the atom. E×amfles of the SFECIAL function are siven in In alosue 5. . 1 below.

A11 GBstem atoms sumh as SETR, CONS, etc, have their SFECIAL. stiatus set so thes wom't set clobbered even if sou turn them into TWA's. You ©arig if sou wishy iriteritiorially destrou the sustem by en overt act of un-SFECIAL'ins arid cloberrins a vital atom such as FFINLEN. The atom NIL oannot he SFECIAL'ed.

\section*{\(5.1+2\) WTFE}

In some cases it is desirable to make a literal atom invisible to the FEAM furictiors. This is truey for exampley if sou have a larse prosram which uses local variablesy and does some FEAR collsi if rothins in the FEALI should conflict with the local variables, the locals car first be WIFE'd. WIPE'ins a literal atom removes it from the oblaIST arid fiaces it on the WFFElGTy where it will be sarbase-collected correctly but rot looked uF bu FiEAM when ary atom with a similar frame is infutted. Al. other attributes of the atom remain as thes were. In this was it is possible to ereate two differerit rislitats with the same frame.

Literal atoms on the WTFELTST are rot umiaue, If the atom Fooy for exammey is WIFE' A orito the WIFELIST, theri another atom with the same wrame FOO is fut onto the OBLIST, WIFE'ins the OBLTST atom FOO will Fut this riew atom ori the WIFELIST, There will then be two atoms with the same friame on the WIFELIST. By successive afeliostions of WIFEy an indefinjte mumer of atoms with the same wrame can be fut onto the WIFELIST多 thes will all be different interrial atomsy arion mot \(E Q\) to each other.

Once an atom is WIFE' d it camrot be Fut back on the ORLIST. If an atom on the WIFELIST is a TWA (section 5. 1.1 above), then
```

    ?(LIST 'FOO 'BAF)
    (FOO BAK゙)
    ?(ATMHASH 'FOO)
    6%
?(ATMHASH 'EAF)
120
?(AFGN (OKLIST) 62)
(" FOO)
?(ARGN (OBIIST) 120)
(SUBF** FETUNN EAF)

```
    ? (SFECTAL 'FOO)
NTL.
    ? (SFECTAL 'BAF)
NIL...
    ? (GFFCTAL 'FOOT)
FOO
    ? (GC)
NIL.
    ? (ARGN (OBLIST) 62)
(* FOO)
    ? (AFGN (OBLIST) 120)
(SUFFF FEETUFN)

it is removed from the WIFELIST at the mext sarbase collection.
The function WIFE is a SUBF of one arsument. This arsument should be an rislitat to be removed from the oELIST. If the atom
is mot om the OBIEST or is a GENSYM atom or NTL, no action is token WhFE returns its arsumerit if it was successful in WFFE'ins ity or NTL if it wes mot. Exambles of the WIFE function


\section*{Mis 10sue}

The Fumbtioms WHFE amd WIFELIST
```

    ?(SETO FOO (FAF BOO MOO))
    (BAF BOO MOO)
?(EQ (CAF FOO) 'BAF)
T
?(WTFF:CAF FOO) (C)
BAE:
?(WTFELTGT)
(BAB)
T(FQ (CAFFOO) (BAF)
NTL.

```

The value of the atom FOO is the 1ist (EAF EOO MOO).

The first element of the 1 in at bhe atom BARy is on the ORLIST and EQ to the etom EAF winst read in.

This WIFE's the atom EAF from the OELIST and wlisces ith on the wTFFITST.

The atom EAR Flacen or the WFELIST is mow no lonser the smme \(B\) the atom BAF read in and wasced on the OELTST。

The punction whFEISTy a SubF of mo arsumentsg retarms the cofe of the WIFFLSE This cofs cam be manifulated bs
 of wreckins the internel WTFWingT and sorewing the sustem.

ㅍ.. Litexal vtom Twee
There are three twese of literel atoms: NJLy Gersum atomsy
 mostle arberchemseable when used in Alusp frosemms but the user should be awere of their sfecific pecularities.

There is mo wimele wredicate to determime if an s-eweression is a literal atom or rot. LITF will return \(T\) for mon- NIL literal etoms: The followins exwressiom will return T if an Sowpression \(\therefore \mathrm{i}=\) ems literal etom:
\[
(O F(N U 1) x \text { (LITHE) }
\]
5.2 .1 NTL

NTL is dear to the heart of evers LISF user. It is wbicuitous and fills a multitude of needs in its dual role as empty list and literal atom.

The test for NIL is the function NULL, a SUBF of one arsument, which returns \(T\) if its arsument is NIL, and NIL if it is non-NIL. The NULL function is eauivalent to the losical NOT function found on some LISF ssstemsy since in ALISF losical truth is sisnalled bs ans nom-NTL valueg losical falsits bs NIL.

NTL is rewresented in core bs an ALISF wointer of all zeros. Gince this foints to the first word in free sface, which is a word of all zerosy the CAF and CuF of NIL are also both NIL. NIL is the only atom which CAF and CDF will accert as an arsument.

The prame of NIL isy of course "NIL", althoush NIL can also be jrifut as "()", NIL is not on the OBLIST, and camot be WIFE'd or SFECIAL'ed or sarbase-collected.

The value of NIL is alwass NIL, and canrot be chansed with ans of the functions SETQy SET, or QSETQ. Nor can its value be REMOB'ed (see 5.3.2 below). The flist of NIL does not exist; ans of the plist functions will complain on beins siven NIL as an atom which is suffosed to have a flist.

\section*{5.2 .2 Gensum Atoms}

Gensum atoms are vers much like other non-NIL literal atoms, exceft that thes are not on the OBLTST and have furins (but uriiaue) promes. Because thes are not on the OBLIST, Gensym's can never be recosnized by FEALI.

Genssm atoms are useful in LTSF frosrams which must senerate sumbolsy usualls as tass to list structures. Tree-buildiras Frosrams will ofter use Genssm atoms as node names. The MILISY (MIni-LInsuistics SYstem) prosram uses Genssm atoms as internal names for objects in its datambase. Genssm atoms can be created on the fly bs ALIGF frosrams, and each new Genisum is suaranteed urique.

Genssm atoms are created using the function Genssm (GENerate SYMbol), a SURF of no arsuments. It returns as its value, each time it is called, a newly-minted Genssm with friame Xrimi... The ra are disits for an inteser (in OUTBASE refresentation) uniaue to that Gemssm; the \(X\) is the Gensum prefi\% character. Each time Genssm is calledy the Gensum disfit is advanced by oney so that subseduent Genssm calls will return pnames with an incremented inteser.

The atom GENCHAR controls the Gensum prame character prefic. If GENCHAR has value NII.. the defant character "G" is used.
 The first eharacter of the mame of this atom is used as the Genssm whame wrefix. Genssm will comblain when called if GENCHAF is mot NIL or an mslitet. fintial velue for GENCHAF is NIL. Framses of the genswm fumbtion are siven in mialosue 5.3 below.

\author{
Mialosue -3 \\ The Fumotion Gerss:m
}
```

    TGINCHAF
    NTL.
"(Gem%%m)
60
? (GETQ GENCHAR 'ANOTHER'
ANOTHE
?(Ger,\mp@code{smin})
Al
?(GETQ FOO (Gemssm))
A2
?(EGG 'A2 FOO)
NTL
PGWNCHAR
NTL.

```

```

60
PGETQ GENCHAR'ANOTHER ANOTHEF
? (Genssm)
A!
? (SETQ FOO (Gens:m) )
A"
? (EGB A A FOO)
NTL.

```

Twitial value for GENCHAF is NII. so "G" is used as the Genssm character.

This sets the Genssm character to "A".

Note thet the Genssm counter has been incremented for each mew Genssm rall.

The alom with Friame "A2" is
different from the Genssm atom "A2".

都

The wham mamiwniat mas fumbioms FACK amd UNFACK do not work on Bersemsy and will comslain if siven such.

To find out whether ar S-wewression is a Genssm atomy the fumbtion Gemssmfy a Subfiof ome arsumenty can be used. Genssmp returre \(r\) jf its arsumert is a Gemsem atomy NIL if it is rot.
w.2. \(3 \quad\) is. intats

These are momnNay monnomsem literal atoms. All of the wrowerties dewcribed in wection 5,3 efoly to nulitats. The wrowerty which distimsusshes melitets from the other two tspes of literal etoms whove is a wrimtwnmeconsistims of an arbitrars strine of wharacters (but less than 3on) used be the Alusf sumtem when imsuttime amo outwhtims the atomy ama intermatizatiom of the etom om either the ombIST or the WFFLIST see section 5.1 eboves. The mame fumotions FACK amo UNFACK will orly wort. on residates and NIL.
5.3 Literai Atom Eromerties
 atomsy with the exceftions moted.

\section*{\(5 \cdot 3.1\) Frime}

The whame or primt mame is a character strins associated with an rilitaty arid used for commaination between the ALISF sustem arid the user. Wheriever the atom most be friritedy the mame character strins is outwottedy if the atom can be infut, it, is be means of the mame rinaracter strins.

Gensum atoms will print as a sinsle character followed bu ari inteser minaue to that atom (see section 5.2.2). The slash comvention for wrimtiris exotic atom characters is rot used, even if the switch SLASHES is set. Genssminatoms caririot be infut.

Nslitats can have frames of me to 322 characters. Ari rislitat is ontfat, hy frintins its character strins, usins the exotic atom slash corverition if the switch SLASHES is set. Nalinats ean be infut bu turins in their character strinsy usins the slash converition on irifut to FEALI for exotic atoms (see section 3.2 . 2 \()\).

The furnctions FACK arig UNFACK enable the user to explicitly manimulate literal atom Fnames. These furictions will rot work with Genssm atomst howevery thes do work with NIL.

UNFACK゙, a SUBF of ome arsumenty returns a list of atoms whose manmes comsist of the imdividual characters in the prame of its arsmment. The atom NIL UNFACK's as the list (N I L).

FACK, a SUBF of one arsument, Facks the first characters of the ruame of each element in its arsumemt into a mew rabmeg which it then interralizes amd returns as a literal atom. Its arsument must therefore be a nommempts list of nalitats.

Exambles of the FACK ama UNFACK functions are siven in mialosue 5.4 below.

Jt is sometimes valmale to kriow just how mans characters are iri a prime. The furiction ATLENGTHy a SUEFi of one arsumerit, does just that. If its arsument is a literal atomy it courits the rumber of characters in its frame arid returns that courit as an SNUM. ATLENGTH will actually take ary atomic S-expression as its arsument. It returns the followirs values:

> NTL.
> Genssm
> : 3
> : 6
> Number : wrint lemsth of mumbery includins decimal Foint and mirus siarı.
> nositat : lensth of priame
［1is10ssue 5． 4
The Furnctions FACK゙ and UNFACK
```

    ?(UNFACK NTL)
    <N ] L.)
?(UNF'ACK゙ 'FOO)
(FO O)
?(UNF'ACK 'HI/GTHEFEE)
(H I \& Y HEFE)

```

The atom＂HT\＆THEFE＂has a wlame oharacter in its frame． UNFACK handiles this character just as it would aris othery bus formins an atom with the blarik． character as its prome．
```

    ?(F'ACK゙ '(FOOO))
    ```
FOO
    ?(EQ (FACK ' (F O O) ) \(F=O O\) )
T
    ? (FACK ( \(F\) OO BAF ) )
Fes
？（FACK（UNF－ACK（FOO））
FOO
Note that the atom formed bs FACK is the same as that infutted by the FEAAI furiction．

Note that oriss the first character in the atoms \(F O O\) arna EAF is used bs FACK．

FACK and UNFACK are iriverse furictions．

\section*{5．3．2 Value}

A1．1．mitats have a value oell which holds the current value of tine atom．The value can be ans valid ALISF S－expression．

When an rilitat is initialls created or read in for the first， time，it is siven the atom TLLEGAL as a value．This special atom is checked for bu the interfretery which considers an rilitat to have ro value if it firins IILEEGAL．in the value cell．

The value of an nilitat can be chansed at aris time by orie of the fumctions SETQ，SET，or QSETR．SET is a SUBR of two arsumentst it，sets the value cell of the first arsument to the second arsument．SETQ arid QSETQ are both FSUAF＊＇s of an incefinite rumber of arsuments．The first of each fair of arsuments is an militat whose value cell is to be set，the seconid is the value to set it to SETQ differs from QSETQ in that it evaluates the second of each Fair of arsuments．All of these functions returi the value of the last set made as their result．

Mialostue 5.5
The Functions SET, SETQ, and QSETQ
```

    ?(SET 'FOO 'BAF)
    mAR:
?FOO
bAF

```
This sets the value of FOO to
the atom EAF, Note that SET
evaluates its first arsumerit.
? (SETG FOO 'MOO EAK 'MAF)
MAF
    ?FOO
MOO
    PBAF
MAF:
SETG takes aris number of pairs
of arsumentsy and only
evaluates the second of each
Fajrit returis the value of
the last set.
SETG takes aris number of pairs
of arsumentsy and only
evaluates the second of each
Fajrit returis the value of
the last set.
SETG takes aris number of pairs
of arsumentsy and only
evaluates the second of each
Fai. It returns the value of
the last set.
SETG takes aris number of pairs
of arsumentsy and only
evaluates the second of each
Fajrit returis the value of
the last set.
SETG takes aris number of pairs
of arsumentsy and only
evaluates the second of each
Fajrit returis the value of
the last set.
    ? (QSETR FOO MOM BAF IAAL MOO COW)
COW
    ?(LIST FOO EAF MOO)
(MOM MALI COW)
QSETQ has the same format as
SETQ, but evaluates none of
its arsumerits.

It is impossible to set the value cell of an atom to the atom ILIEGAL usins the ahove functions, since ILLEGAL can neither be read in nor fassed from one expression to another with any Al TSF function (EVAL alwass intercepts it and complains with a UAL-EFFi). The function REMOB, a SUBF of one arsument, is Frovided to stuff ILLEEGAL into the value cell of its arsumerit. The reason sou misht want this to be done is to remove the atom from the Al. TSF sustem. If an milat, has value ILLEGAL, a flist, of NIL, is not SFECTAL'. edy and is not fointed to bs any reachable Al ISF data structureg then it is a TWA and will be collected on the newt sarbase collect (see section 5.1.1). The furiction REMOR this does not immediately remove its nilitat arsument from the Al TSF sustem, but sets one of the conditions that will allow it to be removed on a sarbasemcollect. NIL camot be REMOE'ed, REMOB returns NIL as its result.

The value cell of a literal atom is automatically accessed bs EVAL. whenever the interfreter evaluates that atom durins grosram execution. The function EUAL, a SUBF of one arsumerit, will thus return the value of a litat if it is siven one as an


 js a litat which hes a leses velueg it returns Tif if moty it retrmウe dTl...

GETVAL.. is a Sumf of one aremment which returns the value of its arstmemt if jt is a intat with a lesel valueg if moty it returns the atom NOUAl...

Fwamses of these two phrotioms ere aiven in mialosue 5.
w. 3 FIS

All जlitets have a wist (wrowerts-1ist) cell which holds the wiset for that atom Nab hes mowlist, The rinst is a true dist of jnoicotor and value weire of the form:
(imol vall inco val2 \& amon valri)
Whem an mintet is created or read in for the first timeg it is


The whist of an etom can befetched and set using the Pumebion Flusty a SuBf of one or two arsuments. The first arsument should be an miltat the secorid arsument is oftionely jf vresemty the wiset of the mijtet is set to ito if rot presenty the whist of mijtat is just returned as the value of FLTST. Examwles of the FInGT fumetion are siven below in nialosue 5.7.

Ftost is mot the usuel access fumction for fissts, howeverg wisets are vers hemas mecouse of the function primitives which are srovided to work. with them see section 10.1. The imberwreter does mot use the wisets of ans wser-oreated atomsy and wo the mser has full combrol over their conterts.

```

B%
TGUOL.FOO)
Bafe
T(G%TVAL 'FOO)
BAに
?(VALUEF FOO)
T
T(VALUNFF 'GAR)
NTL
?(GETWAL. 'BAF')
NOWAL.
T(EVVAL..'\&AK゙)
*** UAL..FERFR FFOM EUAL

```

```

GETUAL.. returns the same result
3@ EUAL.. jf FOO has a value.
UALUEF returns T if FOO hass a
value.
\&AF has mo vallue.
GETUAL. returris NOUAL. E EVAL,
on the other handy issues a
UAL...EFFK' Note that there is
mo was to distimsuish between
am atom havimse the value NOUAL.
and havines the value ILLEGAL,
if'sou are just usins GETVAL.
The function VALUEF cam alwass
he used to check this caseg
howeverg since it returns NTL
onls if jts arsument has the
value ILLEGAL, or is not a
literal atom.

```
```

    T(FITST 'FOO)
    N! Tritiomisy the maist of am
ryitat, is NTL.
T:FLST FOO (FOO BAR MOM MAO))
(FOO \#AF MOM MAM) This sets the wlist of FOO to
the fourmelement list (FOO EAF:
MOM IIADI.
F(Fl.gT 'FOO)
(FOO BAF MOM MAM)

```

The Guwervisor and EUAL

This chafter fescribes the action of the tof level sufervisor and the modified EVAL funtion used bs ALISF. The sections on EVAL and Lamberaewressions are esfecially important,

\subsection*{6.1. Toe Level}

When the ALTSF sustem is called, it enters the tor-level loof of the sumervisor. Initiallsy this is a FEADENT-EVAL-FFINT loow that eats us sownessions tufed at it (at most one S-exaression fer lime), evaluates them with EVAL, and outfuts the results to the terminal. The basic structure of this loof can be modified in several wass as the following sections show.

\subsection*{6.1.1.5YS}

The value of the atom SYS controls the ture of evaluation bone by the surervisor. If SYS is NTL., EVAL is used. If SYS is \(T\), an EVALOUOTE function is used. In EVALQUOTE modey two reads are performed. The EVALQUOTE sumervisor takes this pair of s-expressionsy uses the first of the pair as a furictiong the second as a list of arsuments which will be fassed to the functiong alwass without evaluation. EVALQUOTE frints the result and asks for more infut. In mialosue 6.t a simple example of the use of EVAL and EVAL RUOTE sumervisors is siven.

Botin EVAL and EVAL QuOTE modes can be discarded in favor of a user-mefined evalustion fumetion. To use this mode, SYS should be defined as a function of no arsmments (either flambua or (IAMBLA). This function is then used in fibace of the FEADENT-EVAL Fart of the READENT EVAL - FFINT loof. The user defined function must do all of its own readinst it is called uritil SYS is set to \(T\) or NII. As an ewample, Hialosue 6.2 defines a tof-level supervisor which allows more than one s-expression fer line to be evaluated.

It is important that SYS be defined correctly when it is a user-wefined sumervisory simee errors will just be traffed and start the evaluation of the fauty sumervisor all over. Art infinite, umbeakble error loor is thus established. There seems to be no neet was out of this problem if user control over

TSYS NTI.

\author{
? (CONG FOO ' BAF \()\) (FOOyBAF) \\ ? (QUOTE FOO) \\ FOO \\ ? (SETG SiST) \\ \(r\)
}
?CONS (FOO EAF ) (FOOYBAR)

Initial value of SYS is NTl... callins the EUAL sumervisor.


This sets the sumervisor to EVAl RUOTE mode.

In EUAL..NUOTE: modeg the first S-extression read is used as the functiong the secorn as a liset of arsmments. Note that the arsuments to furictions which roomally evaluate their arsumerts, such as CONS, remain unevaluated at tof level.

This sets the sufervisor back to EUAL mone.
bhe surervisor is desired.
Note also that mser…serined surervisors do mot have to call the EUAL fumotiomy but cam do ams bswe of interwretation that it is wossible to do with Al ISF furctions. It is a sood idea to be able to set back to the mormal smeervisory howeverg busettims SYS to NTL or T from the user-mefired starervisor.

Orice the value of GYS is reset from a user-adefined surervisory the subervisor is lost (miness it is stored somewhere besides bhe value cell of SYS) s sime ity like all hamed furmotion definitionsy is comtained in the value cell of a literal atom.

The switches SYSTN, SYSOUT, SYSFFTN arid * are all active mider a msermafimed smpervisor (see below, 6.1.2 ard 6.t.3).

One sood feature of the SYS=NIL sufervisory as offosed to the usermofined sumervisor aiven in the examfle of mialosue 6. 2, is that it will read onls ome S-exfression from ari infut line.

```

    ?(CONS 'FOO'EAK') (LIST 'FOO)
    (FOO,BAR)
(FOO)

```
    ?'A ' \({ }^{\prime}\) 'C' C (SETQ SYS NIL)
A
B
C
II
NI...
?'A'B'C
\(A ?\)
?
Eoth the CONS arid LIST
expressions are evaluated.
Their results are frimted in
suceessiorn.

Five S-exfressions are read and evaluated from this line; the last one sets the supervisor back to EVAL mode.

Now onily one S-expression fer line is evaluated.

S-woressions can be closed with excess risht rarentheses if REALENT is used. This emables the userg at the end of a lons S-evpression that ferhafs extends over several linesy to forset about matchins farentheses exactlsy and just type 10 or sog certain that the S-ewfression will be closed arid ro SYN-EFF will be siven. FEAMENT starts a mew lime and flushes all the excess borentheses when it asks for the riext s-mexpression.

\section*{\(6+1+2\) GYGIN and SYSOUT}

These atoms control where the sumervisor reads s-exfressions from and where it wrints them out. Initiallsg both SYSIN arid SYSOUT are set to zeroy so readins and frintiris take flace on the terminal (for swecial batch considerationsy see the section I.16). These switches work in the followins was: before an

S-enfression is read at the tom-level loof of the sufervisor INUNIT is set to SYSIN; before the result of evaluation is printedy OUTUNIT is set to SYSOUT, Chansins values of INUNIT and OUTUNTT Gurins an evaluation will rot therefore affect the tof-level supervisor read and fririt device assisnmerits. Chansins either SYSIN or SYSOUT will, however. Suffose, for example, that you have a fermanent file containing S-expressions you would like to have evaluated by the supervisor. Simply ofen the file as a
 The sufervisor will then read throush the file and evaluate each S-exeressiony printins them on the SYSOUT device. If the last statement in the file is (SETQ SYSIN O), reading will continue from the terminal when the file is exhausted. For more informations see the section on file arimitives.

SYSIN and SYSOUT work for a user-defined sufervisor as well as the SYS=T or NIL sumervisors.

\section*{6.1 .3 SYSFRTN and \(*\)}

At times it is desirable to turn off frintins bs the tof-level supervisor. The switch SYSFRIN is provided for this Furpose Settins SYSFFIN to NIL shuts off the printins of results bs the sufervisorf if SYSFRIN is nor-NIL results will be printed on the SYSOUT device. SYSFFIN is initially set to T.

At other times it is mice to be able to reference the value printed by the sufervisor as the result of an evaluation, durins the next evaluation. The atom \(*\) is frovided to alwass hold the resilt of the last sufervisor oferation in its value cell, and can be used to access this value. Ewamples of the use of the atom * are giver below in lialosue 6.3.

Alalosue 6.3
The Atom * at Tof Level

(AECHEFG)
? (SETQ FOO (CONS ' BAF *))
(bAFABCIEFG)
?FOO
(BAR ABC HEFG) Now \(*\) is set to the value of FOO.
? (CAF *)
BAF
() At, ans point in an evaluations the tom-level supervisor and - che ALISF sustem can be abandoned by evaluating the function EXIT, a SUEF of no arsumerits. A sissmoff messase siviris execution statistics will be frinted (see section 1.1), and control retarnis to kikONOS.

\subsection*{6.2 EVAL}

The workhorse of the interfreter. I have used a modified version of the McCarthy EVAL, which lends itself well to a speeds imflementationg less ambisious ssntax for function evaluation, and better conventions for compilation of functional arsuments. For most common cases of evaluation, howeverg the McCarths EVAL works just the same as a standard EVAL. The onis sreat difference armears with functional arshments (see below and section I.7).

A compressed definition of the EUAL and AFFLY functions can be found in Affendi\% \(E\). The following sections are more descrift, ive of the action of these two functions, and much more readable than the AFFendix. All ALISF data types can currentis be EUAL'edi these sections describe the results.

\subsection*{6.2.1 Atomic Evaluation}
i. Number Tokens

EVAL simply returns the number, without doins ansthins. This afflies to all number tokens: SNUM, ENUM, LNUM, ANUM, and FNUM tyres.
ii. Literal Atoms

If the atom is NIL, NIL is returned. If not, EUAL sets the value cell of the atom and returns that. Note that an atom mas have no value, in which case EVAL complairis with a VAL-EFR. The atom ILLEGAL is used to indicate that a litat has no value, that is, the value cell of the litat contains the atom ILLEGAL (see section I.5.3.2). Examples of atomic evaluations Ere siven in mialosue 6.4 below.

The values of litats are alwass contained in the value cell: there is no association-list which EVAL searches to find litat bindinss. As a consequence, a litat can have only one binding at a time. This bindins is alwass in the value cell, and can always be chansed usins SET, SETQ, or QSETR. If a litat is used as a variable in a Ffog or LAMBLAA ewfression, then its oristimal value is freserved on a stack (the SFILL or
\(? 123\)
123
?-5. 6 EA
\(\cdots\) -
? \({ }^{\text {? }} 77\)
*77
?NT.L.
NTI.
? (SETQ FOO 'BAF')
BAF
?'FOO
BAR Lixteral atoms evaluate to
? FAR
*** UAL EEFF FROM EAF ?
their valnes.
Number tokeris evaluate to themselves.

NIL evaluates to NIL.

If a literal atom has no value (i+e., is set to the atom ILLEEAL. ) , ther EUAL comflairis with a UAL-EFFR.

SFecial Fush-mown List) uritil the furiction has finished executiony at which foint the orisinal value of the litat is fopfed from the SFIL and flaced back. in the value cell. Such a biridins scheme is called shallow-bindins. It sacrifices the ability to save bindins environments for better exectuiom sfeed.

\subsection*{6.2.2 List Evaluation}

When EUAL is siven a monmatomic S-wexfression, it evaluates it as a fumction form (the Swewwression should be a true listy if it is mot, the last monmil. CMF is treated as if it were NIL. . A tumical fumotion form is:
```

(fM ars| ars% . . arsm)

```

As the mmemomic suesestsy the first elemerit of the list is treated as a fumctiong the rest of the elements of the list as arsuments to the fumetion.

The first thins EVAL does is try to decide what tsfe of furiction \(\mathrm{fa}_{\mathrm{m}} \mathrm{i} s\). It eventually warits to find either a
```

lambda-ewression or a FNUM, which are the only valid function
types (see section 6.3 below).
If fu is a listy ther it must be a lamoda-e\%pressions if it is a list and not a lambon-expressiony EUAL comelains with a FUN-..EFF, A lambda-engeression is a list besinming with the atom LAMBDA, FLAMBTAA, or LABEL see b.3 below. Ewamples of En as a list are siven in Iialosue 6.5.

```

\author{
Mialosue 6.5 \\ Lambda.-E»Fression Evaluation
}
\begin{tabular}{|c|c|}
\hline FOO & In is the lambda-enpression: (LAMBIIA (X) X). \\
\hline ? ( \((\) LLAMBLIA ( X ) X ) 'FOD) & \\
\hline (QUOTE FOO) & fa is the lambda-expression: \\
\hline &  \\
\hline & FLAMEIA's do not evaluate \\
\hline & their arsuments, so that 'FOO \\
\hline & is returned as (QUOTE FOO). \\
\hline  & f.c is not a lambda-e\%pressio \\
\hline & even thoush it would evaluate \\
\hline & to one. \\
\hline
\end{tabular}
*** FUN-EFiFi
OFFENIING VAL = (LIST (QUOTE LAMEIA)
(DUOTE (X)) (RUOTE X))

Tf fra is an atom, it must be a nonw NL literal atom. A number or NIL for fo causes EUAL to issue a FUN-ERF**

If fa is a non-NIL literal atom, then EVAL looks at its value cell. The value cell must contain a valio function ture, either a lambda-ewaression or a FNUM, or EVAL. will complairi. All sustem functionsy such as SETG and CONS, are defined ir this was: thes have a FNUM in their value cells, indicatins a machine subroutine. Ewamples of atomic fa are siver below in Ilialosue 6.6.

The search order for fa is summarized in Table 6.1. This search order works extremels well with functional arsuments (see section \(T+7\) ).
* The exception to this is if fa is a F'NUM; however, since FNUM's canot be inout by FEAMy it is unlikels that one will end up as the first element of a list. If it does, then it is treated as a machine subroutine furiction.

\section*{Miatosue 6.6}

Atomio Fumetion Evaluation
```

P(NIL FOO) NIL is riot a lesal value for
fロ.

```
*** FUN…EFFi FFOM EUAL.
OFFENIING UAI = NIL
\begin{tabular}{|c|c|}
\hline ? (123 'FO0) & Ans rumber tbfe exceft FNUM is also an illesal value for fa. \\
\hline \multicolumn{2}{|l|}{*** FUN-EFFF} \\
\hline \multicolumn{2}{|l|}{OFFENIING VAL \(=123\)} \\
\hline ?CAF & CAF mas a FNUM value. \\
\hline \multicolumn{2}{|l|}{F*20000001006023} \\
\hline \multicolumn{2}{|l|}{? \({ }^{(S E T G ~ A ~(L I S T ~ C A F i ~ ' ~(F O O ~ E A F ' ~) ~) ~) ~}\)} \\
\hline \multicolumn{2}{|l|}{(F.20000001006023 (QUOTE (FOD EAF)) )} \\
\hline & A riow has a FiNuM in the fa \\
\hline & Fositiort. \\
\hline \multicolumn{2}{|l|}{? (EVAL A)} \\
\hline F00 & The value of \(A\) was evaluated correctis bu EVAL because fa has a FNUM value. \\
\hline \multicolumn{2}{|l|}{? (CONS 'BAF' EOO )} \\
\hline ( \(\mathrm{BAF}, \mathrm{BOO}\) ) & CONS has a FiNuM definition. \\
\hline \multicolumn{2}{|l|}{? (SETR FOO CONS)} \\
\hline \multicolumn{2}{|l|}{- 20000002006166} \\
\hline \multirow[t]{4}{*}{?(FOO 'BAF' EOO)} & Sirice FOO was set to the FNuM \\
\hline & . value of CONS, it too had a \\
\hline & valid furiction ciefirition as \\
\hline & its value. \\
\hline \multicolumn{2}{|l|}{} \\
\hline \multicolumn{2}{|l|}{(LAMEIAA ( \(X Y\) ) (CONS \(X Y\) ) )} \\
\hline \multicolumn{2}{|l|}{? (FOO 'EAF ' BOO)} \\
\hline \multirow[t]{4}{*}{(EAK, EOO)} & FOO now has a valid furiction \\
\hline & tuper namely a \\
\hline & lambida-expressiony as its \\
\hline & value. \\
\hline ? (BAF 'FOO: & EAFi has rio value. \\
\hline
\end{tabular}
出* FUN-EFFF FROM EAFB
DFFENOTNG UAL = ILIEEGAL

Once a valid furiction has been foundy EVAL makes a decision as to whether or not the arsuments are to be evaluated. If the function is a LAMBMA, SUBF, or SUBF*, then the arsuments are
evaluated before thes are fassed to the furictiony if the furiction is a FLAMEMAy FSUEFiy FSUBFF* or L..SUEFFy then the arsumerits are rot evaluated. Arsuments are evaluated from left to risht. Several examples of ambdarexpression arsument evaluatiom are siven below in Inalosue b. 7 . For machine subroutimesy ore car look mp their
nialoste 6.7
Lambda-Ewfression Arsumerit Evaluation

tsfe in Ampendi\% \(C\) to see if thes evaluate their arsuments or not (see section 6.3 3.150).

After decidins whether or not to evaluate the arsuments, EVAL Fasses them to the furiction and evaluates the function accordins to its type. For machine furictions such as CAR arid CONS, this simfls involves bramchins to the routine address in core, lambda-expressions must bind their variables arid have their forms evaluatedi see section b.3 below for more information.
6.2 .3 The Fumotion EVAL

EUAL is available as a SUBF of orie arsumerit, as well as throush the tof-level sumervisor. The furiction EVAL evaluates its arsument accordins to the rules siven above arid returns the result. Note that, because EVAL. is a SUBFig its arsumerit is first evaluated before it is fassed to the furiction EUAL; arid the furıction EVAL. does anotber evaluation.

Table 6.1
Search Order for fu
```

FNIMM or

```

```

    (mo)
    Moniontu.
Literal atom - - $\cdots$ (ros) $-\cdots$ FUN-EFFF
(ses)
value cell is
FNUM or

1. ambda-ex
,
(ses)
gone
```

The function EVLTST, a SUBF of one arsument, afolies EVAL to each element of its arsument, and returns the result of the last evaluation. Examfles of EVAL and EVLIST furictions are sivern below in Tialosue 6.8. If EVLIST is siven in atomic arsument, it does no evaluationsy and returns NIL.

\subsection*{6.2.4 AFFI.Y}

It is sometimes desirable to apply a function without having its arsumerts evaluated. The furiction AFFL. AFFLY is a SUBF of two arsumerits the first arsument must be a valid function turey the second is an arsument list. AFFLY aprlies the furction directls to the arsuments wihout evaluatins them. The first arsument must be a valid function tsfe, either a FNum or a lambra-mexpression. Usually the unguoted name of a function is used as the first arsument to AFFLY, as in the examples in pialosue 6.9 below.

AFFLY* is like AFFlly except that it is a SUBF* and takes an indefinite rumber of arsuments. The first arsument must asain be a valid furition tureg the remainins arsuments to AFFLY* are used as arsuments of this function.

AFFL. and AFFLY* work with all furiction types. Examples of these furntions are siven in rialosue 6.9 below.

The AFFLY furctions initiallw evolved as partmers to EVAL in the evaluation frocess of LISF. Modern systems have streamined
```

    ?(EUAL.. 1.)
    1
?(EVAL. , 'FOO)

```
FOO
1 evaluates to itself.
    ? (SETQ FOO 'EAF)
BAF
    ?(EUAL (LIST 'CAF ' (FOO EAF ) ))
FOO
    ?'(EUAL (I. TST 'LIST 'FOO))
(BAF)
    ?
These two examfles show the
effects of tine double
evaluation irinerent iri the
EVAL furiction. In the first,
the arsument of EVAL is
evaluated to (CAF (QUOTE (FOD
EAF ) ) before beiris fassed to
EVAL. Then EVAL evaluates
that to FOD. Iri the secoridy
the arsumerit is evaluated to
(LIST FOO), which EUAL.
evaluates to (EAR).
    ?(EVLIST ( (FRINT .1) 2))
1
2
EULIST evaluates the first
element of its arsument,
Frintins a 1 , and retisrns the
result of evaluatiris the last
elemerit, 2.

EUAL to work inderendentisy AFFLYY becomes a subsidiary entry point to EVAL, where no arsument evaluation is done. Nevertheless AFFLY still has sreat usefulness in LISF, as an alternative method of passins arsuments to a function. Two Farticularls neat uses of AFFLY are described.

The first makes use of the fact that AFFLY takes an arsument list (unlike AFFLY*) to be used with a function. SuFpose, for example, that you have a list of SNUM's whose maximum you wish to find. The function MAX (see section I.9.2.1) is the one that you want, but MAX takes an indefinite number of sinsle elements as

Lua 10 ande 6.9
The Furnctions AFF'l..Y arion AFFL...Y*
\begin{tabular}{|c|c|}
\hline \[
\begin{aligned}
& \text { ? (AFFLY RONS ' (FOO BAF }) \text { ) } \\
& (F O O, B A F)
\end{aligned}
\] & AFFLYY evaluates its arsuments, so that it received a FNUM (value of CONS) as its first arsument, the list (FOO BAF) as its second. Note that the arsuments to the function CONS, FOO and BAR, were not evaluated. \\
\hline ? (AFFLY 'CONS '(FOO EAF) ) & \\
\hline \multicolumn{2}{|l|}{*** FUN-EFFR FFOM AFFI..Y} \\
\hline OFFENIING UAL = CONS & Here the first arsument of AFF'L.Y evaluates to the atom CONS, which is not a valid furiction ture (althoush its value is). \\
\hline \multicolumn{2}{|l|}{? (AFFL. Y (LAMEMA (X) \(X\) ) (FOO) )} \\
\hline FOO & The lambda-exaression evaluames to itself (see section 6.3.1 below), and is a valid function tyfe. \\
\hline \multicolumn{2}{|l|}{? (AFFLY* CONS 'FOO 'EAF)} \\
\hline (FOOy BAFi) & Wi.t.h AF'FL.Y*, arsuments are strums out instead of beins in a 1.ist. \\
\hline
\end{tabular}
aramments, rather than a single list of rumbers. Thus:
\((\operatorname{MAX} 1234\) )
is a valid was to call MAX, but:
(MAX (1 234 ) )
is mot. Howevery using the furiction AFFLYy it is Fossible to take a list of mumers and ambu the furiction max to them. The formet is:
(AFFLIY MAX (1 \(2 \quad 34\) ))
Since binesecoma armumemt to AFFli. y is an arsument list, this is the sime iss if:
(MAX 1234 )
had been evaluated.

Secondisy AFFI. \(Y\) normalizes the arsument evaluation conventions of LAMBMA and FLAMBNA functions bs never evaluatins the arsuments to either. This is most useful when FLAMBLIA fumetions are consideres. Suppose, for example, that sou have defined a Flambin fumetion foo of one arsument; suffose also that wou wish to wse the value of the atom BAF as an arsument to FOO. obviously evaluatins:
(FOO BAF)
wi. 11 not work, since F00 does not evaluate its arsument. However, evaluatins:
(AFFLYY FOO BAF)
will do the joby simee AFFLY* evaluates BAF and affiles foo to it directis.
\[
6.3
\]

Eunction Tuees
Furction types are completely characterized by three ariteria: lamban-expression or machine subroutine, evaluated or unevaluated arsumerts, and definite or indefinite number of arsuments. These criteria are sumarized in Table 6.2 below.

Table 6.2
Function Types
\begin{tabular}{|c|c|c|c|}
\hline Eunction & Tuee & Arsumeats & \# of 3rs \\
\hline LAMEIA & 1 ambda- & evaled & definite an \\
\hline FLAmbila & expressions & urievaled & \\
\hline SUBF & machine- & evaled & definite \\
\hline SUBF** & 1 ansuase & evaled & indefirite \\
\hline Fsubr & subroutines & unevaled & definite \\
\hline FSUARF* & (FNUM's) & turievaled & indefinite \\
\hline LSUEF & & urievaled & indefinite \\
\hline
\end{tabular}

\subsection*{6.3.1 Lambda-expressions}

The format for a lamba-expression is:
```

LAMBLIA
(or varligt YAl ewf2 ... expri)
Flambila

```
Varlist can be ome of three thinss:
i. NTI. The 1 ambdamewpression takes no arsuments.
if. Sinsle literal atom. The lambamexfression takes a variable muber of arsmments. The literal atom is bourof to a 1 ist of the arsumerits (or to NIL if there are rio arsuments).
ifi l list of literal atoms. The lambda-exiression takes a fixed mumber of arsuments. Each of the arsumerits is bound to the correspondins variable in varlist.

These varjable bindins comvertions affly to both LAMEMA's ard FLAMBTA's. Thes are sumarized in Table 6, 3y examfles of

\author{
Table 6.3 \\ Lambada Eindiris Corveritions
}
\begin{tabular}{|c|c|c|}
\hline Uax1ist & \# of axss & Vaniamles Balud \\
\hline NTL. & norie & no bindirıss \\
\hline rilitat & dratefinite & \(x\) to the 1 ist \\
\hline \(x\) &  & (AEC II...) \\
\hline listor & Mumber of vars & \(X\) to A \\
\hline \(r_{1} \mathrm{j} . \mathrm{tasts}\) & (AEC, + \({ }^{\text {( }}\) ) & Y to Es \\
\hline (X Y Z & & \(Z\) to Cy etc. \\
\hline
\end{tabular}
bindinss are aiven in lialosue b. 10 below,
Evalumtion of the lambramexfression froceeds as follows, If it is a lambin listy then the arsuments are evaluated in order from left to risht, amoloum to the correspondins variables in warlist accorbins to the convertions just described. A FLAMEIAA list is the same excewt ro evaluation of the arsuments takes Flace, Then each of the exe is evalmated in order from left to risht, and the value of exen is returned. The exe's are aris valid Al. JSF data tspes which can be evaluateri; there must be at lesst orie of them or an AFG-EFF will be issued.

After all of exei have been evaluatedy all lambda variables are restored in their orisinal values. The variable bindinss in a lambdawexpression only hold for the exterit of the lambda-expression execution. Thusy in the examfle in Hialosue 6.11 below the variable UAF had value TWALILE within the lambdamextressiony but them had its orisimal value of FOO restored when the 1 ambora-exfression was exited. Drily orie value of VAR is available at a timey however. Eversthirıs evaluated
(FOO EAFi) \(X\) is bourid to FOO, \(Y\) is bourid
OFFENIING VAL \(=(X Y)\). If the wrons rumber of
arsuments is siven to a
    1ambda-expression with a
    rom-atomic warlist, an AFiG-ERF
    results. The warlist in
    question is frinted as fart of
    the error messase.
varlist is NILy so there are rio ersumewh to the 1 ambda-ewfression.

\(X\) is bound to FOO, \(Y\) is bourid to EAFi.
```

```
    ?((LAMEMA () T) )
```

```
```

```
    ?((LAMEMA () T) )
```

```
\(T\)
? ( \(L\) LAMBMA \(N N\) ) 'FOO 'EAF' 'MOO)
(FOO EAF MOO)
    ? ( (LAMBIIA (X Y) (LTST X Y))
    ?'FOD 'BAF)
(FOO EAF:)
? ((LAMELIA \((X Y)(L I S T X Y)) \quad, F O O)\)
*** AFiG-EFFF
WFONG NO. OF AFKGS

\section*{Mialosue 6.11}

Lambona-Exfression Evaluation
```

    ?((LAMHTA (X) (FRINT X) (CAK X)) ((FOO EAF))
    (FOO BAF)
FOO

```
? ( (FLAMBMA (X) (FFTNT X) (CAF X)) (FOO BAF))
(QUOTE (FOO BAFB))
QUOTE This is the same as the
    Frevious lambda-exfressiong
    exceft that FLAMEMA is used.
    rhusy the arsuments are rot
    evaluated, arid \(X\) is hourid to
    (QUOTE (FOD EAF:)).
    F'(SETQ VAF 'FOO) This sets the value of VAF to
FOO
    FOO
    ? ( (LAMBMA (UAF) (FFINT UAF) (SET VAF 'EAF)) 'TWALILLE)
TWAMMLEE
BAF Within the lambda-exmression,
UAF is bourid to the atom
TWAMMLE The set furiction
sets the value of the value of
UAF (that isy the value of
TWAMIILE to BAFi.
    ? UAF:
FOO
    ?TWAMMLE
BAF
bs this problem. For further information on the FUNAF problem, see Weissman's Erimer. An example of this type of problem is siven in tialosue 6. 12 below.

The function \(L A B E L\) is an alternate form of lambda-extressiong used when it is desired to name and call the

? (SETA UAR 'FOO)

FOO
? © SETR VALISET
? (LAMBDA (VALUE) (SET VAR VALUE)))
(LAMBMA (VALUE) (SET VAF VAL..LE)) The atom VALSET is now defined as a lambda-e<wressiori, a valid furiction. UAF is set to FOO.

The environment in which the furiction VALSET was defined thus had UAR set to POi arid evaluatiris UALSET ir i this envirommerit should set \(F O D\) to the value of UALUE wheri the expression (SET UAR UALUE) is evaluated.
?((LAMBDA (UAR) (VALET DO)) 'EAR)
20
?FOO
*** UAL-EFFF FROM FOO

\section*{? \({ }^{2}\) AK}

20
The furiction UALSET, evaluated within. the lambda-expressiong saw the value of UAR as EAR and riot \(F O D\), and so set EAR rather thar i FOO to 20.
lambda-e凶pression from within its own form. Format is:
(LABEL I name lex)
where lame is an militate, and leave is a valid lambda-expression. LABEL is used just like an ordinary lamida-expression. When it is evaluated the litat lame is bound to lever so that it becomes a valid function name within lease LAEEL can be used to define recursive functions: the following example defines the recursive factorial furiction and supplies it to ami integer.
? ( (LABEL FACT (LAMELLA (X) (COWL ((ZEROF \(X\) ) 1) (T(TIMES X(FACT (SUBI X)))))) ) 6)
24
Within the LAMENA form, FACT is used to refer to the lambaa-exfression. LAEEL is actually of little practical use except as a teaching tool. When it is necessary to sive a lambda-ewfression a niamey the function definition procedures
siven in section 6.4 below are much haridierg arid also more Fermarient.

All of the lambormerfression forms described in this section〈LAMBHA, FlamEMAy arid LABEL. are defined as LSUBF's. Thes are ibentitis furnctions urider EUAL. , returniris themselves. This proferts is useful mainly in commection with fassins lamba-ewfressions as fumotional arsmmerits (see section I. 7 ). E久ambles of the identity functions are siven in Mialosue 6. 13.

Lialosue 6. 13
Lumbar-Eworessions as Identits Furictions
```

    ?(L..AMBLIA (X) (CONS X 'FOO)) A.LI L_AMELIA, FLAMEIAA, arIG LAEEL
    (LAMBMA (X) (CONS X 'FOO))
?(LABEL NN (LAMBLA (X) X))
A.ll LAMELIAg FLAMEIIAy arid LABEL exfressions are identits furictions.

```
(LABEL NN (LAMEIIA (X) \(X\) ) )
6.3.2 Machine Lansuase Subroutimes

These furictions do riot birid variables like lambab-expressions. You should be aware, howevery that some of them use the values of litats durins the course of their execution (the reach arid wrint furictions mse the buffer fointersy GENSYM uses GENCHAFig etc.).
i. SUBR ..... evalmates a definite number of arsumerits.

TצFical examples of SUBF's are CONSy CAF, CNF, ATOM, etc. \(-\cdots\) most of the familiar LTSF furictions. A SUBR function will complain if it is siven too mans or two few arsumemts bs issuins ari AFic.-EFFF.
ii. SUBF* - - evaluates an imbefinite rumber of

Tצ̈ical examfles of SUBF*'s are the rumeric functions TIMES and FLUS. These two furictions will take 35 many arsuments as sou care to sive themg but you must sive them at least two. Althoush it is true that SUFF* fumctions iri semeral have the abilits to take aris rimber of arsumentsy most have restrictions like TIMES and FLUS 50 that they will accept a variable momber of arsuments within a certain ranse. The furiction FLIST, for examFle, takes orils one or two arsumentsy and sives an AFG. ERFF for ans other rumber. Inoividual restriotions for SUER's are siven in
descriptions of the functions in the text.
iii. FSUBR --- unevaluated, defirite number of arsuments.

Typical examfles of FSUBR's are QUOTE and NEFPROF', which take one and three arsuments, respectively. Ari FSUBR function will complain if given the wrons rumber of arsuments by issuins ar, ARG-ERR.
iv. FSURF* and LSURF --- unevaluated, indefinite rumber of arsuments.

The difference between these two is an internal one in the was arsuments are passed on the stack, and irivisible to the user. Most of the prosram flow controllins functions (CONI, IF, FROG, ANI, OR, etc.) are of this tyse. FSUBR* and LSUBR functions act just like SUBR*'s, except that their arsuments are passed without evaluation.

\subsection*{6.4 Ilefinins Eunctions}

Since valid furictions are alwass fut into the value cell of an rilitat, there are several ways to define user functions. Ans of the functions SET, SETQ, or QSETQ used to put \(a\) lambda-ewfression list irito the value cell of a litat will work; the standard IIE and IF are also frovided. IIE and DF are L.SUBR's which use the followins standard format:
```

    LIE
    (or fr, varlist exfl exf2 ... expr!)
DF

```

The result of evaluatins the above form is to flace in the value cell of fu the followins lambda-expression:

LAMEIIA
(ar varlist ewfi exp2 ... expri)
FLAMEIA
IIE defines a LAMEIA, LIF a FLABMIAA function, format be ani rilitat or LIE (or DF) will complain with ari AFG-ERR, DE and DF return fa. Examples of DE and HF functions are siven below in Dialosue 6. 14 .
*** NOTE *** NOTE *** NOTE *** NOTE *** NOTE ***
Because functions are contained in the value cell of an rilitat, that nilitat cammot have both a furiction definition and a value at the same time; its function definition is a lambde-expression which is also its value. Unlike most other
```

    ?(NE Flus2 (X) (Flus x 2))
    Flus%
PFluse
(LAMBLA (X) (FLUS X 2))
?(SETQ Fluse ((LAiminA (X) (FLUS X 2)))
(IAMBIA (X) (FILUS X 2)) This SETQ has the same effect
as tine IIE.

```

LTSF sustemsy ALTSF does not have a semarate value and function definition slot for each rilitat. If sou want to use ari nilat to name a function, then sou canrot use it as a variable at the same time. The only circumstance where this is bothersome is where you'd dike to use ari atom which is already a system function (such as LIST, ATOM, etc.) as a variable within a lambdamexression. This is of as lons as the sustem function is not needed durins the evaluation of the lamba-exaressiong, because then the atom will have (in seneral) a non-FNUM value. Ari examme of what not to do is the followins:
?(IE NEXT2 (LIST) (LIST (CAF LIST)(CADF LIST)))
NEXTZ
? (LTST 'FOO 'BAR)
(FOO EAF)
?(NEXT? (FOO BAR MOO))

\section*{*** FUN-ERFR FFOM LIST}

OFFENLING UAL = (FOO BAK MOO)
?(SETQ LIST 1)
1
T(LIST FFOO 'BAF)
*** FUN-EFRF FFOM LIST
OFFENIING UAL \(=1\)
?
Tine first mistake made above was to try to use LIST as both a function and variable withir, NEXT2. Since the atom LIST was set to (FOO BAR MOO) when NEXT2 was called, it lost its function definition (FNUM) withiri the scofe of NEXT2, and EVAL could not find a valid furiction defirition for LIST, After the FUN-ERF, LTST sets reset to its value before NEXT2 was called, and is once asain a valid function (FNUM). Settins LIST to 1 at tof level, however, erases its finum value and thus wifes out irretrievably the function definition associated with LIST.

Because of the dual nature of value cells and the ease with
which function definitions can be erased, it is recommended that you not try to use an militate as both a variable and:a function, even if you can set \(u f\) these uses so they do not conflict. In ans case, never use system function litas as variables, and never change them with SETQ (SET, QSETR) or REMOB.

\subsection*{6.4.1 Checking for Function Definition}

An militate can be checked for a valid function definition bs the function GETFUN, a SUER of one arsument, or FNTYFE, also a SUBF of one argument. FNTYFE will return the function tyre of its arsumerit, as the atom LAMBLIA, FLAMBIA, SUBF, etc. GETFUN returns the function itself, either a lambda-expression or a FNUM, Both return NIL if their arguments do not have valid function definitions. Note that GETFUN and FNTYFE can take either a valid function type or an militate with a valid function type in its value cell, as an arsument. Examples of these two functions can be found below in nialosue 6.15.

Mialosue 6.15
The Functions FNTYFE and GETFUN
```

    ?(FNTYFE 'SETG)
    L..SUBF
?(FNTYFE 'SET)

```
SUBF SETQ is ami LSUEF furictions.
                                    Note that FNTYFE evaluates its
                                    arsumerit.
    ?(LIE FLUSh (X) (FLU \(X\) 2))
pLUS?
    ?(FNTYFE (FLUES)
LAMELLA
    ?(FNTYFE FLUS2)
LAMBDA
    ? (GETFUN 'SET)
\(\mathrm{F} \$ 20000002006123\)


The function definition of SET
is a FNUM, which GETFUN
GETFUN returris
lambdamenfression
definition of FLUS2.
furictior
\(6.4+2\) Erasins Furiction liefinitions
Furiction definitions cari be overwritten bs usins DE or IIF on the alreads-defiried furmetion neme. The new definition reflaces the old.

Function definitions can be erased usins REMOR (see section \(5.3 .2)\) which sets the value of the rilitat to ILLEGAL. To charise the rime associated with a functiony just do:
```

(SETG newriame oldriame)
(FEMOR 'oldriame)

```

\subsection*{6.5 Switches}

Switches are Al.ISF nslitats whose value cells are importarit to certain furictions. The value is used by the furiction as a switch to determine a Farticular course of evaluation. An eximple of this switchins action is found in the atom HFRNUMy which is used bs the function HALFFFI. The value of HFRNUM is an SNUM Fositive inteser sisnallins the furiction HALFFRI as to how mans atoms it should outwut before it stofs printins (see section 4.2,2). The user cari chanse the value of HFRNUM at any time by usins one of the SET furictions.

Suibches are a was of communicatins with an ALISF function without Fassiriss its arsuments. HALFFFil could just as easily have been defined as a SUBF of two arsumerits, the second of which GFecified a limit on the mumber of atoms frinted. The advantase of \(u s i n s\) switches lies in their external nature. Once HFRNUM is set, all HALFFFI calls, no matter what their orising will frint usins the HFFNUM limit. A furiction which uses HALFFRI can then be refiried without referemce to the current value of HFRNUMy arid uield different results wher evaluated with HFRNUM set to different values. The control resides rot with the defiried fumotiong but with the enviroment it is evaluated within.

The mhief arsvaritase of erivirommental as ofposed to definitional control for certain froceeses is the ease with which the erivironment cari be charised. Suffoser for exampley that sou have defiried a function called MYFFINT which uses HALFFRI at several Foints ir its ewecution. In order to charise the number of atoms frimted bu HALFFRI at each of these fointsy it is only riecessary to charise HFFNUM once. If you do rot wish to destros the orisinal value of HFFNUM, the function MYFRINT can be
embedded in a lambda-exfression which has HPRNUM as one of its variables. When the lambdamewreression is entered, HFRNUM is set to the desired valuey when it is exited, the old value of HFRNUM is restoredy arid the erivironment has been preserved in a very hanos was.

Switches are indewed alons with fre-defined functions in Afreendix C.

Functionals are functions which take other furmetions as arsuments. A function used as ar arsumert will be called a furnctional arsument (meanins either that it is an arsument to a functional or that it is a function which is also an arsument, take sour fick. Eecause of the nature of the modified ALISF EUAL, furictional arsumerits are not passed in quite the same was as with most other EVAL.s. The followins sections explain differences and describe the pre-wdefined furictionals available in the ALISF sustem.

\subsection*{7.1 Eassias Euactional Arsuments}

The easiest was to uriderstand the workinss of furictional arsumerits is to so thru an ewamfle. Start with the form:
(FNXY)
In order for this form to evaluate correctly, the atom FN must have a valid furiction defiritiory either a FNUM or 1ambdanexpressiong in its value cell (see section I.b.2). keerirs this in mindy we embed the form in a furictiong thus:
(LAMELIA (FN) (FN \(\times Y\) ))
Now Fil is also a variable in a LAMBHA form. Since it is a variabley it gets bound to an arsument when the LAMEMA form is ssed as a functiong and since bindins stuffs the arsument inito the value cell of FN, the arsument must be a valid furiction tufe, a FNUM or lambanawfression. This seems easy enoushy so a few examples of fumctional arsuments are siven in fialosue 7.1, and a commentary follows here.

In Lialoste \(7.1, F O Q\) is initially defined as a lambdawewfression. The first time FOO is called, its arsument is CONS, Sirice CONS evaluates to a FNUM (and FOO evaluates its arsaments) the variable FN sets bound to a FNUM. When the form (FN \(X Y\) ) sets evaluated within FOO, FN has a FNUMg a valid furiction tspey in its value celly aros so the form evaluates correctis.

In the secoriod call to \(F O O\), the arsumerit is (QUOTE CONS).
```

        P(SETQ X 1 Y 2)
    2
?(IIE FOO (FN) (FN X Y))
FOO
?FOO
?(FOO CONS)
(1.2.2)
?(FOO 'CONS)
*** FUN-EFFF FFIOM FN
OFFENIING UAL = CONS
?(FOO '(LAMBNA (X Y) (LIST X Y)))
(1 2)
?(FOO (LAMEHA (X Y) (LIST X Y)))
(1 2)
?(IE LIST2 (X Y) (LIST X Y)))
LIST2
?(FOO LIST2) Lambda-expression is passed as
(1 2)
?(FOO 'LIST2)
Correct Fassiriss of
lambda-everessions
35
funictiorial arsuments. Either
quoted or unauoted forms will
do.
the value of LIST2.
Iricorrect since LIST2 is root
itself a valid function tspe.

```

This evaluates to the atom CONS, arid FN is hound to it. Now when the form (FN \(X Y\) ) sets evalmatedy it does not have a valid furiction tyfe in its value celly but rather the atom CONS. A FUN-EFF results.

The rest of the calls to FOO show exambles of 1.ambda-exfressions used as functional arsuments. In the first one, '(LAMELA...) evaluates to a lambda-expressiong which then
sets bound to FN, and (FN X \(Y\) ) evaluates correctis. In the secondy the LAMBMA form itself sets evaluated. This is ro problemy howevery sirice LAMBMA and FlamBnA forms just evaluate to themselves (see section I. 6.3.1). The result is the same as the rrevious expression.

Firallsy consider an atomy LISTEy which has a furiction Gefinition (lambamexpression) in its value cell. This case is entirels analosous to the first, case considered, i.e.g (FOO CONS), where CONS also have a valid furiction defirition (a FNUM) in itis value cell. The value of LIST2 is bound to FN, and FN then has a lambra-expression value, so the form (FN \(X Y\) ) evaluates froferls. Orice asaing howeverg the quoted atom LIST2 will. rot work, sirice FN sets bourid to the atom LISTE rather than its lambaraexpression value.

There is a solden rule for passins functional arsuments in Al. JSF:

Nesier quote a function aame used as a functional arsumeat.
The above rule will rever lead sou astras when furictional arsuments are called for.

The LTSF hacker may have noticed a froblem with the fassins of furictional arsuments in the above examfle. The furiction Fon was defiried as a LAMBLA (usiris IIE)y so that it evaluated its arsmments, It was this evaluation which enabled it to set the values of furictional arsumerits such as CONS and LISTE, and correctly affly them. If FOO were defiried as a FLAMEDA (usiris IIF), then rio such evaluation of arsumerits would take flace, arid all of the examples in Mialosise 7.1 would faily except for the one where an uricuoted LAMBMA-list was used as an arsument. Welly it is obvious that FLAMBIAA functions which use functional arsuments meed some method for settins the function definition of an atom rassed as a functional arsument. The simflest solution is to use tine furiction GETFUN (section I.6.4.1). Iri Lialosue 7.2y for exampley FOO is refined as an FLAMEIAA equivalent of its definition in Mialosue 7.1. Ori the first call to the furiction FOOy FN is boumd to its umevaluated arsument, CONS. The SETQ call sets FN to the furiction defirition of CONS, a FNUM, Then the form (FN \(X Y\) ) evaluates correctis. Thus. passins furictional arsmments to FLAMBMA furictions is rio froblem, as lons as the FLAMBLA variable is reset to the function definition of the arsumerty witin GETFUN.

\subsection*{7.2 Ere-defined Functionals}

These furictions are identifien by the letters "MAF" afpearins in their prames. Thes take a furiction and apply it to successive ChF's or elements of a list. All are SUBR's of two arsumerits, the first arsument beins a list, the second a furiction
```

    O(SETG X 1 Y 2)
    2
?(OEFFOO (FNN) (FFNX Y)))
FOO
TFOO
(FLAMBMA (FN) (SETG FN (GETFUN FN)) (FN X Y))
Iritializatiorn FOO is set to
the FLAMEMA equivalent of its
definition in Nialosue 7.1.
?(FOO (ONG)
(Ig) This succeeds because GETFUN
resets FN from CONS to the
FNUM value of CONS.

```
to aprls to Farts of the list. Note that this order of arsuments for the MAF fomotions is reversed from that of some LISF jimpementations. The result returned bs a farticular MAF function deferios mfon the riature of the furiction.
\(7: \therefore .1\) MAFC and MAFCAF
These two purnctions afols their second arsumerit to successive elements of the first. MAFC returns the result of the last awflicatioriy while MAFCAF returns a list of the results of alj arwlications. The equivalent LISF definitions of MAFC and MAFCAF are siver at the end of this chapter in Table 7.1 . Examples of the MAFC arid MAFCAFi functions are siven below in Mislosue 7.3.
7.2 .2 MAFL. anid MAFLIST

These functions are just like MAFC and MAFCAFy exceft thes arwly their second arsuments to successive CIF's of the first arsument. MAFl returns the result of the last afflicationg while MAFLIST returns a list of the results of all affilications. The MAFL amd MAFLIST functions are defined as LISF lambdamexpressions in Table 7.1. Examples of these two functions are siven below in Inalosue 7.4

\section*{7.2 .3 MAFCON anC MAFCONC}

Note that MAFCAF and MAFLIST alwass return a list with the same number of elements as their first arsument. It is often aesirable to delete certain of the elements returned in the firial list. MAFCON arid MAFCONC, bs usins NONC rather than CONS to
```

    P(MAFCAR '(FOO BAK') FFINT)
    FOO
BAF

```
(FOO BAF) MAFCAF aFrilies the furiction
FRINT to successive elements
of the list (FOD BAR). Note
that the uricuoted atom FRINT
is used as an arsument. The
alue of MAFCAR is a list of
the values of the FRINT
furiction.
MAFC is like unto MAPCAF, but
returns as its result only the
last result of the afflication
of FRINT. MAFC is used when
the effect of a function,
rather than its resulty is
desired.
Arı example of a lambda-enfres-
sion as ari arsument to MAFCAR.
The lambda-expression was used
without auotinsy since it
evaluates to itself.
strins tosether the results of afflication of the second arsument, allow a variable number of elements to be returned.

The difference between MAFCON and MAFCONC is the same as the difference between MAFLIST and MAFCAF; MAFCON afolies the second arsument to successive CDR's of the first arsument; MAPCONC to successive elements.

Tn this example, MAFCONC is used to delete all non-matomic elemerts from a list:
```

?(MAFCONC '(FOD (NIL T) EAR (MOO))
(LAMBHA (X) (IF (ATOM X)(LIST X))))
(FOO BAR)
?

```

This cen be understood as follows: affly the lambda-expression to each element of the first arsument. The four results are:
```

FOO Gives (FOO)
(NILL. T) sives NIL
BAF sives (EAF)
(MOD) Gives NIL

```
```

                        Mialosue 7.4
    The Funcetioris MAFLL arid MAFLIST
    ```
```

?(MAFILTST '(FOO EAF') FFTNT)

```
?(MAFILTST '(FOO EAF') FFTNT)
(FOO EAFI)
(FOO EAFI)
{EAF`
{EAF`
((FDO BAF) (EAFi))
((FDO BAF) (EAFi))
?(MAFLIST '(FOO EAF MOO) CAF')
(FOO BAFI MOO)
    ?(MAFLL '(FOO RAF) FRINT)
(FOO BAF)
(BAK゙)
(BAFF)
Here, MAFLIST recoristructs its
first arsumerit by afflyinss CAF
to successive CDF's of (FOO
EAFR MDO).
MAF'L only returns the value of
the last afolication of FRINT.
```

```
MAFLIST sFFlies FFINT first to
```

MAFLIST sFFlies FFINT first to
the list (FOO BAF), then to
the list (FOO BAF), then to
its CHF, (BAF). The result of
its CHF, (BAF). The result of
the MAFLIST function is a list
the MAFLIST function is a list
of the results of the FFINT
of the results of the FFINT
furictiori.

```
furictiori.
```

```
These four results are now struns tosether usins NONC. It is eass to see that the result of these NONC's is the list (FOO BAF) \({ }^{\prime}\) which is exactly the result returned by the MAPCONC call.
```

```
                            Table 7.1
                LISF nefinitioris of the MAF Furictioris
\IF MAFC (X FN)
        (CONH ( (ATOM X) NII..)
            ((ATOM (CNF X)) (FN (CAF X)))
            (T (FNN (CAF: X)) <MAFC (CNF X) FN)) ))
(IIE MAFCAF (X FN)
        (CONII (SATOM X) NIL)
            (T (CONS (FN (CAF X)) (MAFCAF (CLIF X) FN))) ))
(IIE MAFL (X FN)
        (CONII ((ATOM X) NIL.)
        ((ATOM (CIMF X)) (FN X))
        (T (FN X) (MAFL (CNFX) FN)) ))
(DE MAFLIST (X FN)
    (CONI ((ATOM X) NIL.)
            (T (NCONC (FN X) (MAFLIST (CLIF X) FN))) ))
(MIF: MAFCOIN (X FN)
        (CONII ( (ATOM X) NTL.)
                            (T (CONS (FN X) (MAFLIST (CIFR X) FN))) ))
(IE MAFCONC (X FN)
    (CONII ((ATOM X) NIL.)
            (T (NCONC (FN (CAF X)) (MAFCONC (CIFR X) FN))) ))
```


## T．Chapter 8

## Erosram Elow

The fumetions described in this section are bhose used to control frosram flow－－－ CONXy IFy FFOGy ate．In most resfects thes art Ifke the standard purnetions described in


## 8．1 Cooditionals

Fonr fumbions are described in this section：CONIy IF， ANI，arid OF，Thes are all LSUEF＇s多 CONI and IF must have at Ieast one arsument，ANH and OF can take none．

In semeral，when a conditiomal tests a value，it looks for either a NTL or a riominll valueg i＋e．，eversthins which is mot MTL is considered to be true in a conditional test．Losical truth in ALJSF is represented bs any ron－NIL S－exfression， Josicral falsitubN NTL．

## 8．I．1．COND anid TF

Format for COND is：
（BONH（Fredj expll expl2 ．．expln） （wred2 exp2l e凶22 ．．exf2m）
＋
－
＋
（predj expil ewrj2 ．．．e凶pja））

The eveluation order for the arsuments of CONI is as follows： each wred is eveluated in ordery startins with ened，until one is found which returns a nonnNL value．store Examfles of lesal CONI forms：

```
(CONH ((ATOM X) (SET(S X NTL) (CONG Y X))
    ((EG (CAR'X) "FOO) (CONG (CINR X) Y))
    (T (SETG Y X) (NCONC Y " (FOO EAF)) (CIR X)))
(CONII (X NIL)
    ((FOO Y)))
```

Note that in the second exambley the second CONL arsument had a Ered but Ho exE．Wheri tinis occurs，and ered evaluates to a ronnNTL exrressiong that expression is returned as the value of the COONL．

The furiotion IF is a shortered COND with a sinsle fredicate. jFormet is:

```
(IF wred esFi exF2. .. exFri)
```

Ered is evaluated, and if the result is NIL, the value of the IF function is NTI. If non…NIL. exe thru exen are evaluated in order, and the value of the last is returned. If there are ro exey then the velue of the ened exfression becomes the value of the IF (but in this caseg the IF furiotion is sumerfluous anyhow).

The SELECTG function is a sfecialized COND, Format is:
(SELECTQ se×\%



```
(a.j e<w,j1 exF,j久 . . e<r.jQ)
```

                    (1e»w)
    Sexe is evaluated (its result should be atomic) and checked asainst each atom a's for a match. If one is fouridy the corresformins exes are evaluatedy arid the value of the last is returned as the value of the SELECTQ. If no a's matchesy dexe is evaluated arid its result returned.

Note that SELECTQ uses EQ in checkins for a match to the $a^{\prime} s, 50$ that SNUM'sy literal atomsy arid sensym atoms are okas (see section I.9.1).
8.1.2 ANH and OF

These functions act as continuous conditionalsy testins the values of each of their arsuments. Format is:

ANII
(or exq1 e\%r2 . . enfn)

OF
Each of exe is evaluated senueritially from left to risht.
ANII stofs at the first NIL value and returns NIL if rio NIL result is encounteredy the value of exeny tine last exiression to be evaluatedy is returried as the value of the AND function.

OF stofs at the first mommNL value arid returns that; if no rion will result is ericouriteredy OF returris NIL.

If there are rio e¿e, ANI returris $T$, $O R$ returris NIL as a result. Examples of ANII and OR functions are siven below in

### 8.2 Erosram Eeature

The functions FROG, GO, and FETURN form the frosram feature. The ewferienced LISP'er will resort to PROG syritaw orily when absolutls recessars, since it introduces the FORTRAN-like elements of loopins and iteration so foreisn to LISF.

## 8.2 .1 FFOG

The FFOG function acts somethins like a lambda-expression in that it binds variahles and evaluates a sequence of expressions, but it also has the ability to jumf frosram control between expressions within its bods. Format is:
(FFKOG varlist exp1 e\%r2 ... expri)
where varlist is a list (ferhars empty) of variables to be used within the FROG, and exe thru exeri are arbitrary 5-expressions composins the bods of the $\operatorname{FROG}$. If any of exe are atomic, they are treated not as expressions to be evaluated but as labels for control of prosram flow. SNUM's and litats <includins Genssm's and NIL) are all valid labels which will work with GO.

When the FFOG is entered, all variables on karlist are bound to NIL. Each exe is then evaluated seauentially from left to risht, with labels (atomic exe) beins skipped. Unless a GO or a FETURN statement is encountered somewhere within ari exe, PROG exits with value NIL after exer, has been evaluated. Frosram flow is diverted from this order with the $G 0$ and RETURN Punctions.

The function $G 0$ is an FSUER of orre arsument, If its arsument is non-atomic, it keefs evaluatins it until it is atomic. It then uses this atom to match a label in a PROG body. If no match is found, the FROG is exited with value NIL. If a match is found, execution of exe within the FROG body starts asain from the matched label. Loofins and branchins in seneral within a FROG are accomplished with the $G O$ statement.

RETURN is a SURF of one arsumerit. It causes an immediate exit from the FROG, and the FROG returns as its value the arsument of FETURN. Note that the only was to exit a FROG with a value other than NIL is with the RETURN function.

Eoth RETURN and $G 0$ can be used at ans level within a frog. Thes need not even be exwlicitly fresent in the bods of the FROG, for examfley an exe could call a function which has a go or FETUFN call, and they will work correctly. If, howeverg a RETURN or GO is executed outside the scofe of a FROGy an error will be

```
    ?(ANM (SETG FOO 'BAK)
? (C^R' (NIL))
?(SETO FOO 'MOO))
NTL
    ?FOO
BAF The ANLI furictioris first evaluated
    the SETQ, settins the value of FOO
    to BAR. Next, the CAR furictiori was
    evaluated sieldins NIL; the ANH
    function stofped at this point and
    returried NIL. The last SETG riever
    sot evaluated, so the value of FOD
    is EAR.
    ?(ANI (FFINT 'FOO) (F'FINT 'EAF)
FOO
EAFF
BAFi Here ANI evaluates the first FRINT
function, which frints FOO ams returns the mon-NIL value FOO.
Then the secomd FFINT furiction is evaluated, frintins BAF and
returains a monmNIL. result, BAF, The result of the whole ANI
exression is the result of the last FFINT evaluation, namels,
BAF' .
    ?(OF (SETR FOO 'MAF)
    ? (FRINT 'GAF)
    ? (SETQ FOO 'EAF')
MAR
    ?FOO
MAFi The OR function stofs at the first
                                    non-NIL result it encounitersy and
                                    returris that. Iri this caseg the
                                first SETQ exfression returned the
                                atom MAFy F*< so OR stopred there
                                arid returmed tine atom MAR as its
                                value. Now FOD is set to MAR.
(OR (FFOGN (FRINT 'FOO) NIL.)
    ?' (FFOGN (FRINT 'BAF) NIL))
FOO
BAF
NIL. Here OF evaluates the first
                                FFKOGN EMFression. FRINT
                                Fririts the atom FOO, but the
                                result of the whole FROGN
                                ewfression is its last
                                    evaluationy NIL. Thus OF soes
                                    on to the second FROGN
```

```
expressiong which likewise
Fririt the atom EARy but
returris NIL as its value. The
result of the entire OF
ewfression is NIL.
```

issued with the messase, "NO FROG EXECUTING".
The action of RETURN and GO is immediate. If, for example, a FRiG has the following form for one of ese:
(SETQ A (RETURN NIL) E 'FOO)
then not, only would $E$ never be set to FOO, but $A$ would never be set to the value of the RETURN statement, since upon execution, FETUFN immediately returns control to the PROG function and causes it to exit. This is true mo matter what the calling level at which the FETUFN or GO occurs within a FROG.

When the $F F O G$ exits, all $F R O G$ variables are reset to their values just prior to the FROG call see section I.6.3.1 for more information about variable findings. An example of the FROG function is given in nialosue 3.2 below.

### 8.2.2 FROGN

This function is a castrated FROG; no variables and no labels. Its sole purpose is to allow execution of a number of e\%fressions. It is an LSUBF, with calling format:
(FROGN exp exp ... expri)
Each exes is evaluated in sentence from left to right, and the value of the last is returned as the value of PROGN.

### 8.3 Iteration

It is unfortunately often convenient in LISF to iterate a Frosram sequence a number of times. The function DO, an LSUBR, supplies a simple iteration facility. Format is:
( 10 п екғ1 exp 2 ... expri)
The first arsument $a$ is evaluated it must evaluate to a positive SNUM. This is the number of times the iteration will proceed. If $a$ is zero or nesative, no iterations of the loop will be performed, but fo will simply exit. On each iteration, ewe thru even are evaluated sequentially from left to right. The value of no is NIL. Examples of the no function will be found in

Mialosue 8.2
The Furiction FROG

```
?(SETQ FOO '(A E C II E F G))
(ABCHEFG)
    ?(FROG (X FREN FESUL.T)
    ? (SETQ X FOO)
    ?TAG FTHIS IS A LAEEL FOR THE FROG LOOF
    ? (CONI ((NULL X) (FETUFIN FEESULT)) FEXIT WITH RESULT
    ? i IF X IS EMPTY
? (T (SETQ FFEN (CAF' X)))) {ELSE GET FIRST ELEMENT
    (SETQ FESULT (CONS FFEI FESULT) ;ADLI ELEMENT TO RESULT
        X (CHF }X\mathrm{ ) ) FFOF ELEMENT OFF OF X
    (IF (NULL. (EQ FFEn 'II) (GO TAG)) ;LOOF'TO TAG IF ELEMENT
        * IS NOT II
        GELSE FETURN THE RESULT
                                    The FFOG furiction first bourid
                                    its variables, X, FREI, arid
                                    FESULT, to NIL. Then X was set
                                to the value of FOO, or the
                                1ist (A B C IIE FG). The
                                FROG loor was then entered.
                                The first elemerit of }X\mathrm{ was
                                    CONS'ed onto RESULT, uriless X
                                    was emfty or the element was
                                    the atom "n". In this case,
                                    the stom "D" afFeared first,
                                    and the result of the FROG was
                                    the reversed list (C B A).
```

                    Mialosue 8.3
                    The Furiction no
    ?(LO 3(PRINT 'FOO))
    FOO
FOO
FOO
NI. The FFINT expression is evaluated
three times. The value of the no
function is NIL.
? (SETQ N 1 COUNT 4)
? (DO COUNT (FFINT N)
$?$ (SETQ $\left.N\left(A M H I r_{1}\right)\right)$ )

$$
\begin{aligned}
& ? \\
& 1 \\
& 2 \\
& 3 \\
& 4 \\
& \text { NIL } \\
& \text { ?N } \\
& 5 \\
& \text { Here Io evaluates its first } \\
& \text { arsument, COUNT, yieldins an } \\
& \text { iteration courit of } 4 \text {. First the } \\
& \text { FFiNT exFression is evaluated, then } \\
& \text { the SETQ function. The value of } \\
& \text { the whole } 10 \text { expression is asain } \\
& \text { NIL. Note that the effects of the } \\
& \text { SETQ ori } N \text { are retairied outside of } \\
& \text { the IOL exfression; no does not bind } \\
& \text { ans variables. }
\end{aligned}
$$

A nori-NIL resillt from iteration is returred bs the furiction mocons. nocons is like no, except that the values of exen are concatered into a result list. For example:
(IOCONS 8 NIL)
returris a list of $8 \mathrm{NIL} \mathrm{N}^{\prime}$.
More structured iteration is available with the REPEAT function. The form of FEFEAT is like that of PROGy with the andition of an automatic loom anos exit flass. Format is:
unxlist is a list of varimbles mound initialls to NILy as in Fbom, All S-expressioms before the EEGIN atom are evaluated oncen in order to set um initial values of varianles or ferform other ections before the man reweat loof (if there is mo setuf

 ovelumbed in oriery arid then controt loows back to exeg amd the :rocess is rewedted. The loow exits when an S-exieressiom after WHLE Eveluetes to NTL (exww) or an S-expressiom after UNTIL

 or UNrIL.. mas be present.

The Fifwat oen elso me asatea at ams time usins the RETUFN functiony in the wame mammer as Frog. There are mo labels in WEFEA: howevery so GO will not work.

Equality

The concept of eamality is a kes one for mans ALISF functions. it is easy to define equalitu for litatsy since thes are all stored uniduels. In seneral, however, different ALISF data types have different meanings for eaualituy and different ALISP functions test for different tyfes of equality amons data tupes. The purfose of this section is to define carefully the various tures of equalits present in the ALISF sustemg and the functions which call on them.

### 9.1 Eoiater Equziitu

This is the simplest type of equalits. Two ALISP soiriters (see section I.2) are eaual if thes have exactly the same bit Fetterm. The function which indicates fointer equality is $E Q$, $a$ subk of two arsuments. EQ returns $T$ if both its arsuments are exactis the same ALISF pointery NIL if not.

This thre of equalits is most useful for litats and SNUM's. SNUM's and litats which print the same are alwass EQ to each other (except, of coursey if a litat has been WIPE'do see section 1. 5.1 .2 ). Note that LNUM's and ENUM'sy even if thes have the same numeric valueg will in seneral not be EQj and that list structuresy even if thes look the same at read or print time, are not EQ unless thes are exactly the same list in core. A few exameles of the EQ function are siven in nialosue 9.1 below.

Fointer equalits is used bu almost every ALISF pre-defined function which must check for eauality of two expressions. The 00 function uses it when searching for a label in a PROG bodsy so that both litats and SNUM's are valid FROG labels. The flist functions use it when searchins for labels on froferts listsy so that SNUM's and litats are valid froferty labels. Two functions which check for inclusion of atoms in a list structure use pointer equalits: MEMEER and MEMB.

MEMBER is a SUBR of two arsuments. The first is an S-wewression to be searched fory the second is a list to search. MEMBEF checks the first arsument asainst successive top-level elements of the second. If one is found which is EQ, the list startins from that element is returnedg else NIL is returned.

Mialosue 9.1
The Furnction EQ
" (Fa MTA NTI.
1
? (EGT T)
T
? (EO FOO $F$ FOO
T
? (EROO)
$T$
$?(E Q-123-123)$
T
? (EZQ O NTL...
NL
;
? (ER 1. O 1)
$\dot{N} \mathrm{LL}$
? (EQ (FOO) ' (FOO) )
NII..
? (SETQ X ' (FOO) )
(FOO)
? (EQ X X)
T

Both NIL arid $T$ evaluate to themselves.

SNUM's cari be compared with EQ.

Zero and NIL are not EQ, even thoush thes have the same address pointer of zero (see section I. 2 ).

ENUM's and SNUM's are never $E Q$ to each other.

These are two different list structures interralls, even thoush thes frint the same.

The value of $X$ is EQ to itself, since it is the exact same internal list structure.

MEME is aLso a SUFF of two arsuments. It searches evers level of its second arsument for an s-erfression EQ to its first arsumenty if successful, MEME returris Ty else it returns NIL. Note thet both MEME and MEMEEFy if siven an atomic second arsumenty return NTL. Examples of these two functions are found below in fialosue 9.2.
9.2 Numenic Equality

This ecuality is useful when comanrins the values of the various ALISF mumber tymes. The function EQF, a SUBR of two

```
                                    Inalosue 9.2
                                    The FFunctions MEMB and MEMEEF
?(MEMBEF 'FOO '(FOO EAF MOO))
(FOO BAK MOO) M MEMEEFG found FOO as the first
                                    elemerit of its second
                                    arssument, anid so returned the
                                    list starting from FOO.
                                    SNUM's are valid labels to
                                    MEMEEFR.
    ?(SETQ X '(FOO (BAF) MOO)
    ? Y (CALNF X))
(EAF:)
    ?(MEMBEF Y X)
((MAR) MOO)
    ?(MEMEEFF '(BAR')'(FOO (BAFK) MOO))NIL
                                    Since MEMEER uses EQ in
    searchins a list, it found the
    tas (EAR) which Y was set to.
    Note that the next example
    does rot succeedy because the
    list (EAR) is a different
    iriternal structure iri the
    sefarate arsumerits to MEMEEF.
    ?'(MEMEEF' 'FOO '(EAF (FOO MAF) MOO))NIL
                            MEMBEF searches only the top
                            level of a list.
    ?(MEME 'FOO
    ? '(EAF (MOO(FOO))NIL MAF')))
T
    MEMR searches all levels of a
    list, and returns only T or
    NIL.
    ?(MEME 'FOO 'FOO)
NTL
    The second srsument to MEME
                                    and MEMEEF must be non-atomic
                                    to succeed.
arsuments, does rumerice equalits testins, It works with arms
mixture of LNUMg ENUMg ang SNUM arsuments. The alsorithm used
i.s:
let d=abs(arsh*fuzz)
then ars1-msemrs@\leq argltd
```

where abs is the ansolute value functiong and fuza is a commarison tolerance. The value used for fuza is a BNUM contejned in the value cell of the atom FUZZ initiallyg it is 2E.W. The user can reset FuzZ to ans comparison tolerance desiredy but it must be a ENUMy or an AFG-ERF will be issued at the mext EQF call. This alsorithm works fretts welly and assures that zero is never eauel to arnuthins but zero.

EERF will complain if siven amsthins but LNUMg SNUM, or ENUM arsuments. Some examples of the EQF functions are siven below in Inialosue 9.3.

Mialosue 9.3
The Function EQF

```
    ?(ENOFO O.O)
T
    T(EEQFO.0000000000000001)
NTI..
    ?(EQF=#\2 10.0)
T
'?(EOF :#-777-63)
T
    ?(EQFF2F3 24E4)
NIL. Nifferent number tspes cari be
comFared. LNUM's are
considered as 16-disit octal
intesers, with sign.
    ?FUZZ
+2F-5
    ?(EQF1.1.0000000001)
T
The comfarison tolerance of FUZZ is used hy EQF.
    ?(SETQ FUZZ 2.O)
Zero is only EQP to zero.
FUZZ is used by ERF.
```

```
.2E1.
```

.2E1.

```
.2E1.
    ?(EQF 2 3)
    ?(EQF 2 3)
    ?(EQF 2 3)
T
T
T
    ?(EQ 2 3)
    ?(EQ 2 3)
    ?(EQ 2 3)
NTL..
```

NTL..

```
NTL..
```

```
If FUZZ is reset to a larse emousin ENUM, ridiculouss combarisons can he made. Note that EQ does not use FUZZ irn comfarins SNUM's.
```

Three fumblions comfare mumbers to zero. Thes are all
sumfs of one arsumemb, and take ans of SNUM, BNUMy or LNUM
tsmes.

```
    ZFFOF returns T jf jts arsument is zeroy NIL if
mot. Note that (ZEFOF < (s) different from (EQ % O),
#ire zEFOF will work with LNUM's arid ENUM's as well as
SNUM's. Nesative zero cam exist for LNUM'sy arid ZEFOF'
reburms T in thiss coses.
```

FLUSF returns $T$ if its arsument is fositive (zero incluried). LNUM's are comsidered resative if their hishoorder bit is sety thus an LNUM nesative zero wields NTL. Prom FLUSF .

$$
\text { MINUSF returns } T \text { if its arsument is nesstive. }
$$

All thres of these functions will complain with a NUM-EFF if ※iven ansthins but an SNUM, ENUMy or LNUM arsument.

Finalls, the function OnfFy a SUEF of ore arsument, can be msed to determine if a mamer is odd or even onff takes either GNUM, ENLMM or LNUM arsumentsy but it truncates BNUM's to their inteser Fart (if the ENUM is larser than 2E47-1, it is alwass comsidered to be everl. LNUM's are treated as 48-bit sisned intesers. OMmF returns $T$ if its arsument is oddg NIL if not.

### 9.2.L Nmberic Imeanalitu

While Fiof can tell if two rumbers are eaual to within a certain tolerance, it is often useful to know which of two mumbers is larser or smaller than the other. The functions QFEATEFF' and LESSF', both SUEF's of two arsuments, provide this facilitus.

GFEATEFF returns $T$ if its first arsument is numerically关它eter than its secondi returns NIL if rot. LESSF returns $T$ if its firet arsument is mumerically less than its secondo returns NIL. if mot, Both functions accept ans combination of SNUMy BNUM, or LNMM arsmmemts. Because of the comparison tolerance FUZZ used jn EQFg two rumbers mas be both EQF to each other and LESSF or GREATERF tham the other. Exambles of these two functionss mas be fourid below in Inalosue 9.4.

Also useful for numeric comparison are the functions MAX and MIN, both SUEF*'s, which take ari arbitirars number of numeric arsuments and return the mumeric maximum and minimum, respectivels. At least two arsumerits must be siven to these fumctions, and all arsuments should be SNUM'sy ENUM's, or LNUM's. Asaing L.NUM's are considered to be 47-bit intesers with sisn: The fumctions MAX and MIN alwass return their results as the same data twre as sivent see the examples in nialosue 9.5 below.

### 9.3 List Structure Equzlity

```
    ?(6ETG F00 1.0000000001)
.10000000001E1
    ?(EOF:FOO J)
T
    ?(1F6SF 1 F00)
i
```



```
T
```

    ?(1FGSF 1 1)
    NTL.

NT....
LESSF arid GREATEFF tend to be
better beheved with fixed
numbers. Note the mixed
mordes.

With FUZZ set to $2 \mathrm{E}-5$, these two mumbers are erasal. Still, LESSF firids that 1.0 is less than 1.0000000001.
? (1FGSF 1.1 )
NTL.
? (GFFATEFF : 12 2 O)
 modes.
Mi. alosue 9.5

The Furnetions MAXand MIN


```
-.3
    ?(MTN 1 1.001 #12)
I.
    ?(MNN ##2 6IE3 126)
#12.
    ?(MAx 3 4 % 6 7 #- 66)
7
    ?(MAX 3 4 O6EO)
    26E%
```

rine fumction EQUAL is used to test equslity of list structures. Two isst strucures are EQUAL if thes have the same form and the same (EEQ or EQF) atoms at the same points in their Gtructure N Numeric atoms are testedwith EQF, litats with EQ. Because EQUAL checks each mode of two list structuresy it is much slower tham EQy but it is also the only was to check for ๕auvelent 1 ist structures in a sustem where thes are not minduel.e wtored.
 it is maknown beforehand whether the arsuments are numeric or

 nonmmaner. (ERUAL $x \quad 4$ ) , on the other hendy will use EQF if $x$ or $:=$ remmer, EQ if thes are litats. Examples of the EQUAL function will be found in Mialosue 9.6 below.

The Function EOUML.

```
    *(FO (FOO &AB) (FOO BAB))
NTL.
    T(FGMAL, (FOO BAE') (FOO BAB))
T
```

This example points ur the difference betweern $E Q$ amd EQuAl. FE returres NTL becouse it t: two arsumemts were not the same list internalluy winde ERUAL returmed $T$ because thes were the same list structuradus.

$T$

NI!.

EQuAL.. $\quad$ Iike $\quad$ EQFy will correctis combare mixed mumer tumes.
? (EQUAL. (FOO (BAR)) ' (FOO BAF)) MT.



```
T
    ?(FOUAL '(FOO (BAF #N2) MOO)
    ? *(FOO (BAF 1O) MOO))
T
```

Ar example of nomenerual lists. The two arsuments to EQUAL do not have the same structure, since in the rimet EAF is on the second levely while on the second it is ori the tor level of the list.
9.4 AdMress Eameliby

For some furfoses, e.s., in formins ordered binars trees, it
is convenient to establish an orderins of ALISP data. The three functions EQ, AmMT (AnMress Less Than), and AnNGT (Annress Greater Than) wrovide this facilits. Evers ALISF data structure can be compared with these three functions; every ALISP data structure is either EQ, AnNLT, or AnNGT evers other. The orderins relationshif is transitive, and exclusive. The comparison uses the internal addresses of the data to establish tine orderins. Since different data are stored at different addresses in free space (excert for SNUM's' see section I.2), the oorderins automaticalls has the two mromerties mentioned. SNUM's are siven addresses hisher than ans free-sface address, so that thes are elwaws Anmg than ans other All ISF data tupe.

Ea returns $T$ if its two arsuments are the same ALISF pointer. AmmL and Ampi are both SUER's of two arsuments. Anour returns $T$ if its first arsument is less than its second in the orderins described above; else it returns NIL. AnnGT returns T if its first arsument is sreater than its second in the orderins described aboves else it returns NIL. The enclusivity wroperts of the orderins means that only one of EQ, AnILL, and Annct will return $T$ for the same two arsuments.

Finellys if sou wish to use the internal address of an ALISF dota : tructure for sour own devious purfoses, the function INTAMI (INTemal Ammess), a SURR of one arsument, is available. INTAMI returns the internal address fortion of its arsument as an SNUM. Note thet if INTAM is siven an SNUM for an arsument, it is an identifs functiong thus INTAn does not auite correspond to the ordering used bs the function AnmL and AnIGT. In farticular, an SNUM and some other data type could have the same INTAND.

Ewamples of these address functions are siven below in Mislosue 9.7.

```
    ?(SETQ FOO '(A (A))
(A B)
```



```
(C.I)
    "(INTADMNOO)
106%
```



```
291.3
    ?(EO FOO F00)
T
    P`AMIINT FOO BAF!
T
    ?(ANMGY FOO BAF)
NTL..
?(EO 1067 FOO)
NT.L.
    ?(AMM1GT 1067 F00)
T
?(INTAMM 'FOO)
1.39%
    ?(AMMOT 'FOO FOO)
T
```

These are the adoresses of the two lists (A B) arid (C II) in oore.

The value of FOO is of course EQ to itself. Note that the value of FOO is AnILT the value of baf, since its internal address is lower.

SNUM's are siven a hisher orderins value than ans other ALITSF data ture.

The address furnctions will compare all data tupes. Here an atomg FOO, with internal address of 1392 is compared with the value of $F O D$, the list(A E), with internal address of 1067.

I Chapter 10
List Manieulation

This section documents thos functions which operate on the filist, and accomifish destructive and non-destructive chanses on non-atomic s-expressions in seneral.

### 10.1. Eroeenty List Eunctions

Froperts lists are not used bs the ALISF sustem for holdins atom values or function definitions, as thes are in some sustems. Instead, the interfreter relies on the value cells of litats the proferts lists are the comflete concern of the user.

There are two main reasons whe proferts lists are useful to the LTSF prosramer. In the first flace, froperty list values are much less volatile than litat value cells. The froferts list is not affected bs lambda-ewaression or FROG bindinssy it can be reached solel.s throush the functions described below. Thus it is useful for holdins thinss which remain relatively constant throush the life of an ALISF run --- for example, the sramer rules used by MILISY (MIrii.winsuistic SYstem) are stored on flists.

In the second place, plists offer a sreater variets of indexins than value cells, and an easy means of storins and retrievins values throush this inden. Every value stored on a wifst has actually two indices: the litat on whose plist the value resides, and the indicator label urider which it is called. This double indexins scheme froves hands where the frosramer must keef track of ants similar items under different kess. For example, sumpose that 49 u wish to mark all litats that have been Frocessed iri a certairl was. A simple, efficient solution would be to fut the value $T$ under the indicator FROCESSEn on each litat's properts list. Theri, to check whether a farticular litat, $X$ had been processed, it is onlu necessary to evaluate (GET $X$ (FINOCESSEII)

ALTSF supforts the standard functions for addins, removins, and fetchins values from property lists. The format for properts lists is:
(labi profl lab2 profe ... labn frofn)
where the lab are labels (either litats or SNUM's) and the erae are aris s-ewpressions. Every nilitat can have a properts list
associated with it.
Entries are added to the wiset with the fumetions FuT arid nEFFFOF, FUT is a SUBF of three arsumerits. The first arsument is ari matat whose fromerts list will be mesed the secorioh is a labed, and the thirg is its associated value:
(FUT lit lab erof)
Tf lab is already on the plist of lity then enoe destructively rewlaces the froferts associated with it on the flist. If Lab is not on the filsty then a rew entry of lab followed bu enae is arded to the front of the flist. Note that FuT and riEFFFOF use EQ in searchins for lab on the filst, and test only evers other element of the wisst. Thus atomicerae will riot cause false matches or plist labed searches.

IIEFFFOF: an FSUEF of three arsumeritsy acts exactls the same as FuT, exceft it does mot evaluate its arsuments. Foth furnetions return Lab.

Froferties are fetched from wissts using GET and FROF. Thes are both SUEF's of two arsmentsy with format:

```
GET
(or 1it 1ab)
FFOOF
```

Thes search the elist of lit (usims EQ) for a match to labi if foundy GET returns the Enoe associated with it, while FFOF returns the rest of the rilist followins lab. If lab is rot founci, botin furictions return NIL. IT is impossible to distinsuish between GET returnins a EnaE of NIL, and not findins lab at ally an ambisuits which is oftem useful. If it is rif it is mecessars to distinsuish the two casesy FFOF can be used.

Froferties are removed from the pilist with the furiction REMFROF a SUBF of two arsuments. Format is the same as that for GET or FFROF above FEMFFOF searches the fiist of lit (usins EQ) for a match to 1 abit if ome is fourng it arodits associated enac are destructivels deleted from the wlist. If no match is fouridy no action is baken. The value of FEEMFFOF is NIL.

Finalls the whole flist ean be acoessed with the function FLIST, a SUEF* of one or two arsuments. With orie arsumenty it returns the complete fisst of that arsument, With two arsumentsy it sets the wlist of its first arsumerit to the secord arsument.

Examples of all these flist fumctions will be found below in fialosme 10.t.
nialosue 10.1
The Finst Furictions

```
    ?(FLIST 'FOO)
NT.L.
    ?(FUT FFOO (BAF 26)
BAF
    ?(FLTGT 'FOO)
(BAR 2G)
    ?(GET 'FOO 'GAR)
20
    ?(FFOF'FOO 'BAF)
(26)
    ?(IEFFFROF FOO MOO NIL)
MOO
    ?(GET 'FOO 'MOO)
NTL
    ?(FROF /FOO 'MOO)
(NTL. BAFE 2G)
    ?(FINTST 'FOO)
(MOO NTL.. BAF 26)
    ?(FFEMFFOF 'FOO 'MOO)
N]L.
    ?(FROF 'FOO 'MOO)
NIL
    ?(IFFFFOF: FOO 26 BAFS)
26
    ?(FLIGT 'FOO)
(26 BAF BAF 26)
    T(GET 'FOO 26)
BAR
```

```
    ?(FLTGY 'FOO '(MOO MAR BOO EAF))
FOO
    ?(FLIST 'FOO)
(MOO MAF BOO BAFS)
```

Flist can charise the whole Flist at orice.

These fumctions form results from their arsumerts without charising the orisimal. arsuments**
1.0.2. 1 Of CAF's arid CMF's

These stanobro finctions are SUEF's of one arsument. Meither will work on atomic arsumemts, excewt for NIL. The CAF end CHE of NTL both returin NTL.

Combinations of CAF's and CNF's cian be ferformed with the functions CAAAF tinroush CMmF.

Multifle CMF's can be Ferformed with the function CIFiS, a SUBF of two ersuments. The first arsument is a list (or NIL) on which to affly the CMF's, the semond is ari SNUM specifuiris the mumber of CnF's to be taken. If zero or nesativey ro Chfis are takemg amo the orisimal first arsument is returned. Excessive CMF's wast the enid of the first arsument just return NIL.

The first several elements of a list oan be fetched with the fumotio CAFS, a SUBF of two arsuments. The first arsumerit is a List whose elements are to be extractedy then secorid is ari SNUM seferifsins the number of elements to be takenf if zero or nesative, NIL is returned. If the secorid arsument sfecifies more elements than the first has, a top-level cops of the first arsument is retmrned. Note that CAFS creates a riew list structure, callins CONS jmplcithus.

The l..AST furictiong a SUBF of no arsumentsy returns the last element of a list. If siven an atomic arsument, LAST returns it.

The furiction AFGN can be used to return a sfecific element of a list. It is a SUBF of two arsumentsithe first is a list, the second an SNUM specifsiris the element of the list to be returned. If the second arsument is less than or eamal to zeroy or a arser than the lensth of the first arsument, NIL is returned. AFGN is chiefly useful in lambdamexpressions of an irudefinite mumber of arsuments (see section I.6.3.1).

The function LENGTH, a SUBF of one arsument, returns the number of alemerits in that arsumerit. If its arsument is atomic, i.t returns zero.

Eximbles of these functions will be found in nialosue 10,2
below.

## 10.2 .2 List Construction

rhese furictions coristrunt riew lists from their arsumentsy msins lhe sirisle frimitive CONS implicitls (CARS above is also one of this srous). No worries about destrosins the orisinal isst structures with these furiotionsínoweverg thes have the diservaritase of usins uF free storase.

CONS is the stariard furictiong a SUBF of two arsumerts. Its result is the dotted Fair:
(arsfy ars2)*
CONCONS takes a variable rumber of arsumeritsy beiris a SUBF*, aro strinss them tosether usins CONS. Its result is the S-ежғression:
(args ars2 . . arsngarsm)
CONCONG must nave at least two aroumemts. It is eauvalent to LIST if its lest arsumerit js NTL...

LIST is a SUBF'* of at Ieast ore arsumerit. It forms a true Ijst of its arsuments:
$\left(a r s \leq a r s\left\{2+a r s r_{1}\right)\right.$
AFFENM is a SUBF of two arsmmentsy usually listsy which forms a result bs mersims its first arsument with its scorm. Comsider the form:
(AFFENI arsi ars2)
where axs amd ans are both mon-atomic s-ewfressions. AFFENII finst makes a tomanevel cofy of arsy then stuffs ans into the 13st CHF of this cofs, Sumposeg for exammleg that ars = (FOO BAF MOO): ama $3 \mathrm{~ns}=$ ( (NTL.. $)$ MAF), them the result would $b$
(FOO BAF MOO (NIL) MAF)
You can thimk of AFFENH as forming a simsle list whose elements are the elements of ars and ans.

AFFENL also works ricely for the special cases where ans arid ars are atomic. If ars is atomic. AFFEND simbly returris ars. If ars is atomicy it sets sstuffed into the last crif of a cofy of
*Tri ALTSFy a dotted fair is refreserited as (AyB) rather thari (f, $B$ ), in order to erevent comfusion with floatins-point rumber suntiac.

```
        ?(SETG FOO '(A E (C) I))
        (A I: (0) [1)
        ''(COF: FOO)
    (E)(C) O)
        ?(CADHF FOO)
    C
        ?(CAF NTL..)
    NTL.
        ?(COMR NIL..)
```

    NTL.. CAF and CIFR of NIL. returri NI...
        ? (COFGFOO O)
    (AB (C) H )
        ? (CuFS FOO 2)
    ( (C) ! I)
        ? (CIFS, FOO 10)
    NTL.
? (CAFS FOO O)
NTI..
? (CAFS FOO 2)
(AB)
? (CAR FOO 10)
( $A$ B (C) $I I$ )
? (EQ FOO (CAFS FOO 1O) )
NTL.
CNFS Soes multifle CuF's om
its first arsumerit.
CAFS extracts elements from
the besiririris of a list, arid
uses CONS to create a riew list
with these elemerits. Note
that this rew list is rot EQ
to the first arsument to CAFs.
? (AFGN FOO O)
NTL
?(AFGN FOOA)
*
? (AFON FOO 10)
NT!

AFGN takes the ath elemerit of a list. Note that if asked for an element rot in the Iist, it returns NIL..
? (LENGTH FOO)
4
? (I..ENGTH NIL.)

0
? (IENGTH FOO)
0
LENGTH returns the rimber of tof-level elemerits in a list as ari SNUM. Atomic aranments to FOO have zero leristh.

PFOO
( A B (C) H )
arish so thatg if ars is a inst amdars is NIL, AFFENL inst returns a cofs of ans. (AFFENM $x$ ) is entirels equivalent to
 mishomate 10,3 below

Ii.aloste 10.3<br>The Fumction AFFENI

```
            ?(SETQ A '(FOO BAF'))
(FOO BAR)
    ?(AFFENO A '(MOO (MAF')))
(FOO EAF: MOO (MAF))
    ?A
(FOO BAR) AFFENIM stririss it, a arsuments
    tosether at the tof levej.
                                    Note that the orisimal list
                                    remairis umocharised.
    ?(AFFENTH 'FOO '(MOO (MAF)))
(MOO (MAF))
    ?(AFFENII'(FOO EAF) NII..)
(FOO BAR)
    P'(AFFENI'(FOO EAF) 'MOO)
(FOO BAFyMOO) If the secorid arsument bo
    AFFENLI is atomicy time first
    arsument has it stuffed irito
    its CMIN.
    ?(AFFENN '(FOO EAFF,MOO) '(A E))
(FOO HAFE A B)
Note that, the fimal Crif of the
                                first arsument is alwass lost,
```

Two fumetionsy a CoFY amd nCoFy, are frovided for copsims
ast structure Both are SuEF's of ome arsument. COFY forms a townevel cops of its arsuments bu arfosins CONS to each element in ites armumert, ricofy forms an inworth cops of its arsument, emtirels re-creatime its 1 ist structure rown to atomice level. Their l. TSF ecxuivalents are:

## (DIE COFY ( $X$ )

(CONA ( (ATOM $X$ ) $X$ )
(T (CONS (CAF X) (COFY (CLF X)))) )
(aF IICOFY (X)
(CONII ( (ATOM $X$ ) $X$ )
(T (CONS (MCOFY (CAR X)) (MCOFY (CNF X))))
))
 them.

The fumotion FEUEFSEy a SUEF of orie arsumenty reverses the order of the tow-level elememts in that arsument. If its arsument is atomicy it, is simbly returred. A romatomic arsumemt to FEEUFFSE should be a trae list, if it is roty the last CIR iri the arsument is lost when the reversal is ferformed. Examfles of the FEVEFEE fumction will be foumd below in Inialosue 10. 4.

Min lossue 10.4
The Furicotion REVEFSE
? (FEEUEFGE FOO)
FOO

```
    ?(SETG A '(FOO BAF'))
(FOO BAF)
    ?(FEUEFSE A)
(BAFE FOO)
    ?A
(FOO BAFE)
```

FEUEFSE just returris its arsument if atomic.

The tor-1evel elements of the arsument to FEVEFSE where reversed. Note that tine orisimal list was riot chansed
? (FEUEFGE (FOO (BAF (MAF MOO)) NU))
(NU (BAR (MAF MOO) $F$ OOO) Orily the tofndevel elemerits of a list are reversed.
? (FEUEFSE ' (FOO BAF, MOO) )
(EAFF FOO)

The final chf of a reversed 1ist, is alwass lost.

```
10.3 Mestmactive List Mamiwwiatiow
```

Uninke the momanetrumbive aist functionsy the fumctions feecribed an this section actuellu mharse alreads existiris structuresy rather than oreatims rew ones. Amons other advantases these fumbions are faster ano use less free sface than their mon-mestrutive coumtermorts. Howeverg thes can also screw uF existires list structures if used incautioushyy oreatins such ususilu urnesiremle structures as oircular lists.
$10.3+1$ FFLACA, FFIACHy NONC
$\stackrel{\square}{4}$
FFLACA ard Fiflach are the wtandard functiomsy both SUBKe of two arsuments. EFIACA reflaces the CAR of its first arsumemt
 Bremment with the second. Both return the alterod first arsument ase result.

Both these furctions will siven an error if ealled with an etomic first arsmmert Note that their effects are permarienty as the axampes in oialosue 10.5 below inodoete.

Inialosue 10.5
The Furctions FFl. ACA and FFLACD

```
    ?(SETO FOO '(A B O))
(A & C)
    ?(FFIACA FOO 'BAF)
(BAF (G C)
    ?FOO
    ?(FFLACR (CNFEFOO) 'MOO)
(ByMOO)
    TFOO
GAR EyMOO)
    ?(FFWACN (COK FOO) (MOO MAF))
(B MOO MARE)
    TWOO
```

(EAFB C) FFIACA rewlaced the CAR of the
list (A $B C$ ) with EAR , Note
that its effects are reflected
in all fointers to the list it
chansedy $i$ ee: it altere
getart Ijst structure.
(BAR B MOO MAF) FFLACN refleces the CuF of its
first arsument. It thus has
the fower to chanse the lensth
of ajst.

NONC, a SUBF of two arsuments, acts just like AFFENI except that, it does not cofy its first arsument. It fermaneritly chanses list structure bs makins the last ChF of its first arsumerit foirit to its second arsmment, If its first arsumerit is atomic, the second arsument is returned. Ewamples of this function may be found in Iialosue 10.6 below compare to the examples of AFFENI in tialoste 10.3 above.

Mialostue 10.6
The Function NONC

```
    ?\SETR FOO '\A E COO
(A B C)
    ?(NONC FOO '(NE))
(A B C IIE)
    ?FOO
(A E C II E)
    ?(NONC FOD 'BAR)
(A B C II E,GAR)
    ?PF00
(A E C II E,BAF)
    ?(NONC 'FOO '(MOO MAFI))
(MOO MAF:)
    NONC charises internal list,
    structureg therefore the
    value of FOO was implicitly
    chanised by the NONC call.
Ari atomic second arsumerit is
stuffed irito the last crif of
the first arsumerit.
Atomic first arsuments are
    ?(SETG MOO (F G H T))
(FGH.t)
    ?(NONC FOO MOO)
(ABCIEFGHI)
    ?MOO
(FGHI)
Onls the first arsumerit to
NONC has its list structure
altered. Note that the first
arsument to NONC always loses
its last crif.
```

CONC is like NCONC exceft that it is a SUBF* and can thus take a variable number of arsuments (but alwass at least two). The followins two exfressions are equivalent:
(CONC arsi ars2 ... arsm arsm)

```
(NONC aral (NONC ars2 ... (NONC arsm arsm )))
```

10.3.2 Elemerit Functions

A common oferation in LISF is the addition or deletion of ari element from a list, usiris the element position as an arsumerit. lim this form lists are treated as variablesize vectors of elements, the first (leftmost) element beins mumered bs 1 , the second by $2, ~ e t c$. The total number of elements iri the list is siveri bs the LEENGTH furiction.

The furictions AmEL. arid IELETEL allow elemerits to be adred and deleted from a list bs sfecifuincs an element fosition. The format for Ammen a SUBF of three arsumentsy is:
(AMMEL REW 1 is fos)
where new is the element to be added, lis is the 1 ist to add it toy ano eas is an SNUM sfecifuing the element after which new will be iriserted. If eas is zerog mea is added as the first element of lis. If Eas is riesative or sreater than the rumber of tos-wevel elements in lisy ari AKG-EFFis issued.

Note that AMmEL actualls charises the iritermal structure of lis, so that all Foiriters to it will Foirit to the altered structure, If lis is atomicy there is ro structure to altery arid AMELE simply returns a list of ore element, rew.

MELETEL, 3 SUBF of two arsumentsy deletes elements from a Jist. Tts format is:
(MELETEL Iis Fos)
where lis is a rommatomic list and ens is an SNUM specifsiris element in lis to be deleted. $\quad$ bos must be sreater than zero arid less than or equal to the rumber of the elements in lisy or ari AFG-EFF is issued. IELETEL. returns the altered list as its value.

Note that LELETEL actualls charises the internal structure or lisy so that all Fointers to it will foint to the altered structure It isy howevery impossible to delete the last elemerit. from a oreelement $1 i s t$ bs alterims its structure. In this caseg DELETEL returns the expected value NTL (an emfty list), but does mot chanse the structure of Lis. Exambles of the Ambel. ariol IIELETEL furictions are siven below in Inalosue 10.7.

The furiction EFFACE is usedto remove an element of a list bs name EFFACE, a SUEF of two Bramentsy searches its first arsument for a tof-level element EQ to its first arsument. If rone is found. EFFACE returns its second arsument unchansed. If an ocourrence is fouridg EFFACE deletes the first such occurrent

[^0]

```
        ?(THELETEL EAFG &)
(B F ri)
    TBAR
(B F: O)...
    TFOO
    O(SETQ FOO (A))
(A)
    ?(MELETEL FOO I)
NHL
        PFOO
    (A)
IELETEL removes an element of
3 listy fermamentis alteriris
tMat list's iritermal
structure. Note that the
value of FOO is affected.
WHem the value of FOO is a m
    ?(SETQ FOO (TFLETEL FOO J))
NIL
    ?FOO
NTI.
This is the correot was to use
IELETEL on onemelement lists.
Note that i.t will also work
correctls when the value of
FOO is a loms lisst.
```

from the listy and rumras the altered list as its resmit. If the secome aresmont to EFFACE is atomicg EFFACE returns NTL. If the secomo armument is a omewelemert $1 . \sin$ EFFACE Moes rot alter its 1.st wtrucure but stind returns NHL... Exambles of the EFFACE furntion are sivem below in mielosue 10.0 .

## Mialosue 10.8

The Fumction EFFACE:

```
    ?(SETQ FOO (A E (FOO EAR') 4))
(A B (FOO EAF゙) 4)
    ?(EFFACE 'A FOO)
(B (FOO EAF) A)
    ?F00
```



```
    ?(EFFACE 4 FOO)
(B (FOO EAF'))
    ?(EFFACE '(FOO BAF) FOO)
(E (FOO EAFE))
    ?(SETG FOO '(A))
(A)
    ?(EFFACLE 'A FOO)
NITL.
    ?%00
(A)
EFFACE canmot delete the last
element of a list.
    ?(GETQ FOO (EFFACE 'A FOO))
NIT..
    ?F00
NIL.
EFFACE rubbed out the first
occurrence of the atom A.
Note that the value of FOO was
chansed: EFFACE alters
internal list structure.
Since EFFACE uses EQ in
searchins, SNUM's and litats
are fouridg but not list
structures in semeral.
EFFACE cannot delete the last element of a list.
This is the correct was to use EFFACE with one-elemerit lists.
```

| This | mection | di | 5ses |  | the |  | arious |
| :---: | :---: | :---: | :---: | :---: | :---: | :---: | :---: |
| Purctioms | avaijable | i. | Al.. |  | 6 |  | , |
| arithmetio. | oweratior | S. | The |  | hree |  | meric |
| tymes (linu | 'sy ENUM | sy | and |  | SNUM |  |  |
| alreads be | ridiscuss |  | rise |  | ions |  | 2 |
| I. $3 \hat{y}$ eredio | 3tes for | rinm | ric | me | Fari | 15 |  |
| iscussed | in section |  |  |  | UM's |  |  |
| a |  |  |  |  |  |  |  |

## 11. M Mi:ed Mocies

Most of the Al TSF arithmetie functionsy both dsedio and monocioy aam be msed with all three mmmer tumes (SNUM'sy BNUM's, ancin fum's FNUM': and ANUM's are rot valid arsuments to the arithmetic: fumetoms) The tofe of rumber thes return as a result sepencs umon the tswes of their arsuments and the functions
 thes returm an SNUM if all their arsuments were SNUM's amd the result is im SNUM ramese otherwise thes retarn ENUM's.

1. $1.1 . \operatorname{Number~Twe~Fredicates~}$

Geveral predicates are wrovided to differentiate between the verions mumber tswes. Thes are all. SUER's of ore arsumentit thes return $T$ if their arsument is a marticular mumber turey NTL if mot: Note that their arsumemts do mot have to be mumer tosest jf thes are motg these functions eimpls return NIL.

FIXF returns $\gamma$ if its arsument is an SNUMy NIL if not.
FIonTF returns $T$ if its aramment is a ENUMy NIL if rot.
bogereturns $\gamma$ if its arsument is an luNM NTL if rot.
NUMEFFF returms $T$ if its aremment is a mumber tome (inclugins fiNUM and ANUM, NIL if mot.
1.1.2 Mmmer Tswe Comversion

To eorvert metweem modesy three fometioms are availableg all めus*"s of one arsument.

FIX corverts to SNUM's. If its aresumert is out of SNUM
 simwly returms it.

Fl.oAT corverts to ENUM‘s. If its arsument is a BNUMy FLILAT creates and returms a mew BNLM havima the same value.

LOGTCAL comverts to LNUM's. If its arsument is out of LNUM rarisey a NUM-EFif is issued, If its arsumerit is a LNUMg LoGicAl creates arid returms a rew LNUM havins the same alue.

The three fumbtions above can alwass be used if a result from an arithmetic oferation must me a definite Al. ISF mumer tyfe.

## 

The deadic arithmetic fumctions are all suBf*'sy excert for REMAINXEFy which is a SUEF of two arsuments. The format is:
(fッ aral ars? . . arsm arsm)
where at least two ans's are present. The duadicfuriction is afrlied to the arsumerits from risht to lefto so that the result is:


1. 1.2 FIUSy TTMES, ITFF

These furnctoms return sNum's if all their arsumerits are SNUM'sy aro the result is in SNUM ranse. If these two conditions are rot met, thes return ENUM's. Lisadic IIfFF subtracts ars from ars. Examoles of thse furnctons mas be found below in nialosue II. . . .

## 11.2 .2 пivision

uivision offers sfecial wroblems when dealimg with differemt mumber types. Two furictions are frovidedy nTUIME and QUOTIENTy which alwass return ENUM's and SNUM's, respectivels, no matter what the tufes of their arsuments, QuOTIENT alwass truncates the result of each duadic divisiony and retains only the intesral wart

Musdic QUOTIENT and IIUILE divide ars bs ars. If ars is zeroy a NUM-EFF is issued. A NUM-EFFi is also issued if the result of a divide oferation is out of SNUM ranse for QUOTIENT, fonma below in Inizlosme 11.2.

The function FEMAINMEF takes omls two arsuments. It does a floatimspoint divide of ans bs arsy and returns the monmintesral

```
#(!us 1 ` .. 2)
    ?(OTHF
6
Equivalent to 1+(3\cdots3). Note
that the resu]t is am SNumg
Gince all three arguments were
SNUM's amd the result was
withim SNUM range.
```

```
    ? (Fus 1 3.0 - ?)
```

    ? (Fus 1 3.0 - ?)
    - 2FI
- 2FI
? (F14S \#10 \#12)
? (F14S \#10 \#12)
.1 •?
.1 •?
? (TTMES 3000 16000 )
? (TTMES 3000 16000 )
- 48 E 8

```
- 48 E 8
```

```
Mined modes. Note that ther
result is alwass a BNUM if the
arsuments were not all SNUM's,
or the result was out of SNUM
ronsse.
Emuivalent to {-(3-(4-1)).
```

of the operstion af aoth arsuments were GNUM'sy the result will be an SNUM ele je is a GNUM. Note thet the concert of remennor is rot wellomefined for a floatins-moint division result whose ahsolute value exceeds 2bA7 ${ }^{2}$ in this casey the remainder will be close to anero. ars manmot be zero.

## 1!.3 Momadia Eumations

Monacic arithmetio fumetioms are ald SUAR's of one arsument. Thee am take all three mumeric data toses (FNUM's and ANUM's rot j. roc lumed).
11. 3 . Trivial Momedic Furntioms

These four fumotions return sNum's if their arsuments are
 FIEe: thes retura BNUM $s$.

Amy and SuBy acd and subtract one from thejr resfective arsuments.

MTNUS charses the sism of its arsument.
ABGUAL reburms the absolute value of its arsument.
? (UTUTME 643 )

- 3E 1

```
    ?(QUOTHENT 3.2.6)
G
    ?(QUOTENT 126.2 3,3)
12
```

    ? (FEMATNDEF 32 )
    1
? (FEMATNDEF 3.2.6)
- $2 E 0$
? (FEMATNDEF \# $\# 10$ 6)
- $4 E 1$

Equivalemt to $6 /(4 / 2)$. Note that IITUIDE Alwass returns a floating-woint result.


FEMAINLIEF Ferforms a floatins point divide of its arsuments, but returris the mori-intessal fortion of the result. If all of its arsuments were SNUM's; the esult is an SNUMi else it is a BNUM.
1.1.3.2 Nom-trivial Monadice Functions and FANMY

These fumctions all return ENUM'sy no matter what the mumerio ture of their arguments. All exceft RANIY are SUBF's of ome arsument.

GIN and Bos return the sine and cosine functions of their arsumerits Arsuments are in rasians.
SQET returis the samare root of the absolute value of its aremment.
EXF: returns the expomential fumction of its arsument.
LoG returms bine ratrual losarithm of its arsumenty which must be srater bhan zero.

FANLYY $\because$ SUBF of one or mo arsumentse will return a wsendomrandom ENUM in the owen interval (O, 1) if called with no arsuments. If cislen with orie arsumentg a ENUMg the weudowramomm semeribor seed iss reset usimes that mumber.

## I. I. A Losical Fbuckiows

These fumetome wrovide losicel and shiftims oferations on Lumin dete, Thes take onls LNUM's as arsumeritsy and alwass return LNMM results.

## $11: 4,1$ Boolean Fumetioms

There are four boolear fumotions which ferform bit-mbubit woolean owerations on LNMM data. These furictions are all SuBf's of two arsuments (excemt for logNOT, a GuBf of one arsument). Fine arsumemts must be LNUM's or a NLM-EFF will be issued. The boolean fumetioms create a mew LNUM as a result of their oferationg and return it as a result. The orisinal arsuments reman umaltered.

L OGANI Ferforms a losicol and fumotion
Logof Ferforms a losical inclusive on furiction
LOGXOF werforms a losical exchusive or furaction.
LoGNOT Ferforms a losacal comblement functiom, It is a sumfi of omls one arsument; i.t performs the complement function on that ome arsument and returns a mew LNUM result.

## 11.4 .2 Sniftimes

Sniftims of LNUM's is dome bs the fumetions CBHTFT (Bircular SHTFTins) ara ESHPFT (Enchoff SHTFTins), both SUEF's of two arenmerts The first arsument is an LNUM to be shiftedy the second is am sNum siviris the shift count, the second arsument must be in the ranse from -39 to 48.

Both these functions oreate new linum's for their resultsy so aedifus them uses one word of freestorase, The orisimel LNM ersmment remains umadered.
B.EHMr docs ciroular shiftime If the second arsument is wositivey shithimes is dore risht circularo If the secomd aresument js mesetiven the shiftims is done left circulary and the ahsolute value of the secomo arsument is used as a shift eoumt:

EGMIV Goes endoof shiftime If the second arsument is
 mit is extemoed $\quad$ f the weconciarsumemt je mosetivey chittims is bone left enowof and the bosolute value of the ecoma mrsument is used as a whift commb

## 11. B Bit Fumctioms

The ait fmations all oferete om bimms Thes provide the
 All are gume's of two ersumemts, which the pollowins format:
(bitfm lmm ros)
 sivins the bit wosition within the LNMM Bits are rumbered prom risht to depty the lowewt order (risthtmost bit beime bit la bhe mishest order (leptmost) bit bexmenjt 43 .

The bit fumbione do rot areete mew LNUM's as resultsy but

 thu: do rot use free storase et all.

With the arthmy LNM aeta oan he accessed and set at the wit lovel. Using livuis ano the bit functionsy the user oma store wnc acesss larse mumbers of mimars values vers oheamy for ! TEFy thet is)

TETETT tests individuad LNm nits. It returnst if bitwos of Lamm is sety NTL ifrot.

SETBT sets the wos bit of lam
TOQET tossles (i.en complements) the wos bitof Lum.
 result Examwles of the bit fumbtioms ore siven below in Mielosue 11 3.

$$
\begin{gathered}
\text { Mietosue } 11.3 \\
\text { The Bt Fumbtome }
\end{gathered}
$$

```
        T4ET0 FTO #!%
        # %
        \becauseTSTTT FOO 2)
    |
        ritatelT F006)
    N1%
        %100
    #1%
    Y(GETBTT FOO 1)
#1%
    "ण0%
#13
    SETETT sets the Eos bit of its
    first aremment. Note thet it
    chamses the value of itseriret
    ereument.
    *(O1FETT FOO 1)
#1%
    *TOOETT FOO 6)
#फ%
    ?%OO
#क%
    To the bit pumotioney tine l.Num
    #!" 1ooke lume:
    bit#% *** 6% 4 3 2, 1
value: **O 0 0 1 0 1 0
\begin{tabular}{|c|c|c|}
\hline Tstert & returne \(T\) & iff the wos \\
\hline bitor & it: Pirst & arsumemt iomer \\
\hline cet. & Note tinet & it: first \\
\hline oremmment & i. \(=\) rot ci & maed. \\
\hline
\end{tabular}

> serext sets the sos bit of its first orsumente Note thet it ohemses the velue of its rimet arsument:
Clabtt clearsy and rogext comelementsy bhe wos bit of the first eremment The velue or the riret ersument is wermanemty altered.
```

I Charter 12
Arraus and Strim@s

This chawter dease with two morimstarmard LTSF Aata turesy arrass arin strinss. Fecause thes are roristardard, the user should read carefully the descriptions int this chapter before usints them. Thes cam offer sisnificant arovantases in storase and execution times for the risht awfilications:

## 12, I. Stxinss

Strimas are acomwoy多 of storirs text iriformatiori, 7-wit ASCII characters are stored at most five fer wordy with a wointer to the mext strins word (see I. 2.2). This refresents as compromise betweem fully commact storase and the abilits to foint to different places in the same text,

### 12.1.1 Strims Manimulatim Oferations

 will return subturims from asiven strims.

STFCHFS is a SUEF of two areuments:
(STFCNMFS Etn ri)
where sta is a stringy and a is a mositive SNUM, STFCHFS returms a strins formed from str by deletins the first a characters. If a $i s$ zerog the orisimal strins is returned. If a is sreater than the rumber of characters in the strins, a rull strims is returned. Note that STFCHFS returns a fointer intostre rather than creatins mew strins structures. OFerations on the substrins winl affect the orisimal strinse since thes are fart of the same strins datastructure. STFCRFS can cause the orisimal strins to be swread out in free storasey to a mirimum of one character to a strifis word.

STFCAFRS is a SUBF of two arsumerts, iffe STFCHFS:
(STFCAFIG str ri)
where str is a strinsy and a is a fositive SNUM. STFCAFS returris a riew strins composed of the first a characters of str. If is is zero, or sreater than the lemath of str, a complete cofu of sta is returned. Note that STFCAFMS creates riew striris structurey ard so uses free storase. STFCAFIIS can be used to cofy and compact (tofive characters eer word) a striris that has been spread out bs the action of STFCrifs.

STRCONC is a SURF* of two or more arsuments:
(STFCONC str1 str2 2 . strm)
where str throush strin are striniss. STFCONC concatenates these strinss tosethery in order, to form a new strins. No free storase is used; the old strins structures are altered in flace.

### 12.1.2 Strins Matchins Furnetions

Stirins matchins involves checkins whether one strin is a substrins of another. There are two functions: STRTEST and STRFINI. The format for these is:
sTFTEST
(or stri str2)
STRFINA
These furctions search str for a substrins which matches stre. STRTEST searches only the besimins of str, i.e., sts must be an ini.tial substrins of str. STRTEST returns $T$ or NIL, dependins on tine success of the match.

STFFINI will search str to fird a substriris which matches str at, any rosition. If it firids a match, the first character fosition of the match in sts will be returnedy as an SNUM.

If str is emfety both furictions find a match, STRFINI returnins 0 . Neither function will find a match if the lnsth of str is sreater than stry matches are orils found if all of str is contained in str.

### 12.1.3 Comparins and Convertins Strinss

Strinss can be compared with the functions EQS, LTS, and GTS (Section I.9). Strinss are equal (EQS) if thes match in all character fositions and ar the same lenth. One strins is less than another if it would affear before it in the dictionary (for characters which are not in the dietionary, order is defined bs the ASCII codes in ApFendix A).

The number of characters in a strins can be found with ATLENGTH, a SUER of one arsumerit. It returns ofor the rull
strins. Strinss are much like fnames, but are stored internally in different wass. To convert from one to another, the function INTERN is frovided. A SUER of one arsument, INTERN will returria literal atom if siveri a stringy and a strins if siven a literal. atom. INTERN will issue an error if siver, a strins arsumerit whose lensth is sreater than 322 characters, the fname lensth limit.

Feading and printing furietions for strinss are described in Chafters I. 3 and I.4.

Arrays
ALTSF arrass can have ans number of dimensions, andeach dimension can have lensth from 1 to $2-1$ (subject to core sface limitations, of course). Arrass are keft in a sfecial storase area called array sface. Since arrass can be moved within this sface ir order to compact it, access to arrass is alwass throush the arras list, which is akin to an atom table bucket list (see ALISF internal specifications manual). Array fointersy also called ANUM's, are an ALISF 30-bit data tyre (see section ), and poirit to the arras list. Thes can be passed like ans other ALISF data type, i.e., bound to variables, inserted into lists, etc. Arras fointers alwass frint as Almming where ana is the octal address of an arras list word. Arras fointers can nat be read back in with REALI or ans other read function.

Arrass are useful for two reasons. Firsty the arras index allows random access of ans arras element in constant time. Second, arrass are more compact than list structures (twice as compact, if the arras header is not counted). Thes can thus save time and space if used correctly.

## Array Types

There are currently three types of arrass: half-word (HW), floatins-foint rumreric (BNUM), and losical numeric (LNUM).

1. HW arrays have elements which are ALISF S-expressions. The s-expression pointers are 30 bitsy and thus facked two fer word in the arras. HW arrass are useful when a larse number of S-expressions need to be stored usins a mumeric indew.
2. ENUM arrass store floatins-point numbers one fer word. Arras elements must be ENUM's; the arras insertion functions will complain if siven ans other tsre. When an element is fetched from a BNUM arrasy a new floatiris-roint rumber is created in free storase, and receives the arras element. Thus successive accesses of a ENUM arras will use uf free storase. Alsoy if the same arras elemert is accessed at two different times, the results of these accesses will not be $E Q$.
3. LNUM arrass store 16 -disit sisned octal rumbers one fer
word. The same remarks affls as for ENUM arrass.

## Mefinirs Arrass

Arrass are defiried with either the fumetion AFRAY or AFFAYQ. The fumetion AFFiAY has the format:
(AFiFAY name type dimi . . dimm)
Al. arsumerits are evaluated. aame is a literal atom whose value cell will held the arras pointerf tuee is the ture of the arrasy as HW, LNUM, or BNUM $B$ adid dim throush dimn are the SNUM arrass dimensions. AFFAY defines a mew arras of tufe tueey and places an arras fointer to the arras in the value cell of mame If mame is NHL, then AFFAY does not fut the arras pointer into a value cell, but simfls returns it. The user must then save the arras pointer so that he can reference it in the future.

AFFFAYQ is the 5 ame as AFiRAY, except all its arsuments are urievaluated.

A rewly-defired arras is initially emfts. For HW arrass all elements are NIL; for ENUM arrass all elemerits are 0,0 an and for LNUM arrays all elemerits are $\$ 0$.

## Accessiris Arrass

In the AL. TSF sustem, arras Fointersy or ANUM'sy can be used as Jfunctions to retrieve or set elements of an arras. In this respect thes are similar to F'NuM'sy the machine larisuasse subroutime fointers which define ssstem functions like CONS, CAR, and CIN:

Elements of ari arras are retrieved bs usiris the arras ANUM as a function of a arsumeritsy where $a$ is the rumber of arras dimensions. For examfleg define arras FOO bs:
(AFRAYG FOO HW 58 )
so that FOO is a 5 x 8 arras of ALISF S-expressions (actiallyy the value of FOO holds an ANUM Fointer to the arras). To set the 3:4 element of this arrayy evaluate:
(FOO 3 4)
EUAL checks sfecially for ANUM'sy and interfrets their arsuments as indices to the arras, returnins the correct arras element. Note that all arsuments to an ANLM are evaluatedy i.e.g an ANUM acts lite a SUBF.

Arras elements can be set by usins the arras ANUM as a function of $u+1$ arsuments. The first arsument to the ANUM is thé new value for the arras element, while the rest sfecify ari
element indes. For example, to set the 3,4 element of FOO to the list (LIKES FIGS), use:

$$
\text { (FOO (LTKES FIGS) } 3 \text { 4) }
$$

Asainy all arsuments are evaluated.
If ANUM's are siven too few or too mans arsuments, thes will complain with an AFG-EFF. Also, indices other than positive SNUM'sy or indices out of the arras boundsy will also senerate an error.

## Alswiliars Arras Functions

There are several helpful functions for firidins out about, arrass.

IIIMS is a SUEF of one arsument. If its arsument is an ANUM, it returns a list of the dimension lensths, in the correct order. If not, returns NIL.

ARRTYFE, like IIIMS, is a SUBR whose sirisle arsument should be ari ANUM. It returns the arras tyre as HW, LNUM, or BNUM.

AFFiAYF can be used to tell if an S-ewaression is an ANUM or rot. Returns T or NIL.

Readins and Friritins Arrass
Special functions have been written to frint out a complete arras definition (includins its contents), and to read it back. ir.

FRINARFAY is a SUBF of one arsument, an ANUM. It arints the arras defined bs the ANUM on the current outeut unit. The format for the frinted arras is:

> (NIL tupe (diml ... dimir) e1 e2 e3 ...)
where tyee is the arras tyre, dimy throush dimin are dimension lengths, and the e's are the arras elementsy in row-major order. If the arras is a larse one, this could cause quite a larse frint-out.

FEALIARFAY, a SURF of no arsuments, will read the next S-enpression from the infut buffer, and tru to form it into an arras. The S-expression should be in PRINARRAY format, exceft that the CAF of the S-ewfression mas be a literal atom instead of NIL. READARFAY will create a new arras havins the dimensions, type, and elements indicated, and return an ANUM pointer to it. If the CAR of the S-expression is a literal atom, it will also place the ANUM in its value cell.

The e character has been defined as a macro read character
for arrass. It does an immediate call to feanafifiy to form ant arras from the riext S-exfression in the infut huffer. For examfle, 3 ※ 4 arras called FOO which looks like:

| 6.0 | 1.0 | 95.2 | .06 |
| ---: | ---: | ---: | ---: |
| 4.2 | 1.0 | 100.6 | .05 |
| 5.6 | 1.0 | 300.5 | .04 |

could be defiried bu tusinus:

$$
\begin{aligned}
& (\mathrm{FOO} \text { ENUM }(34) 6.01 .095 .2 .064 .21 .0100 .6 .05 \\
& 5.61 .0300 .5 .04)
\end{aligned}
$$

The a macro returns an ANUM fointer to the arras.
The filins functions know about arrass arion how to correctis read aric write them to files. Howevery there are restrictions on this abilitsy so it would be best to read Chafter II. 1 if you intend to inmut and outfut arrass to files.

## I Chafter 13

Exteraal Erosnam Coatral

This section details three parts of the ALISF sustem which monitor ALISF frosrams: error controly interrupts, and tracins.

### 13.1 Errar Coatrol

Fieferences have alreads been made throushout this manual to certain conditions which cause the ALISF system to issue a prosram error. The seneral procedure followed on error detectiong and methods for user control over error calls and trafs, is the subject of this section.

### 13.1.1 Error Recovery Frocedure and Backtracins

All ALISF errors are nori-recoverable, that is, the prosram canmot be started asain at the foint at which the error occurred. An error causes complete abortion of the currently executins ALISF frosram (but see EFRSET for traffing), and eventually returns control to the tof-level sufervisor.

Most of the time, an error messase is not sufficient to determine where an error occurred, especially if a complicated set of erosrams is beins executed. A backtracins op function calls and variable bindinss fendant at the time the error occurred will be frinted if the atom EACKTRK is set to $T$ (it is iritially NIL), Variable bindinss are printed, deepest biridinss first; then the pendant functions, asain deepest function calls first.

BACKTKK can take values other than $T$. In seneraly the walue of BACKTFK is evaluated when an error occurs, before ans other error processins takes place. At this point the user can do any processins he chooses, by callins an arbitrary ALISP function. The most useful probably BREAK (section I.13.2.2), which calls the break sufervisor and allows the user to examine the environment at the foint of the error. Use:

## (SETQ BACKTRK '(EREAK 'ER'ROR T))

The BREAK is exited with (RETURN T) to frint a backtrace, and (FETUFN NIL) to set back immediately to top level. Examples of the BACKTRK switch will be found in IIalosue 13.1.

```
    ?(QSETQ EACK゙TFK
    ? (FROGN (FRTNT 'YOU/ LOSE) T))))
(FROGN (FRINT YOU LOSE) T) This sets the BACKTRK switch
                                to a non-NIL value.
    ?(DE FLAMER (X Y) (CONS (CNR X Y))))))
FLAMEF
    ?(FLAMER '(A E C II E F)'BAR')
*** AFGG-EFR FROM CLR
WRONG NO. OF ARGS
yOU LOSE
    #
BACK゙TRK
Y GAR
X'(A B C II ...)
BACKTRK
cuk
CONS
FL_AMER
    ?` Because the BACK゙TRKK switch
evaluated non-NIL, a backtrace
is Frinted, First the
variable bindinss in effect
when the error occurred are
printed, then the functions
whose execution was
iriterrupted. Note the HALFF'KI
format used to print the
variable bindinss.
```

A backtracins of variables is normally frinted with the function HALFFRI，so that a less words outrut is froduced．The user can effect this in two wass：by settins HPRNUM so that HALFFRI frints more structure，or bs usins the switch BACKFFiN．

If this atom is set to NIL，as it is initially，then the normal backtracins erimtout will occur．If，howevery the atom BACKFFN is non－NIL，then sfecial backtracins occurs．EACKFRN should be defined as a lambda－expression of one arsument．When a backtrace is called，BACKFRN has its variable bound to the fifiction name or bound variable currentis beins forfed from the stack．BACKFRN can then fririt this variable，or perform ans ALISF operation in seneral．When BACKFRN exitsy then the next
value is fopmed from the stack, and EACKFFN is called asain with this riew value bouriol to its variable. This process coritinues until. the stack is emptied. For examfle, supfose that you orily want to kriow if the furictions CONS arid CONI are on the stack of function calls. Then simfly do:

> (IE BACKFFKN (FN)
> (CONI ( (EQ EN 'CONS) (FFINT FN))
> ((EQ FN 'CONI) (FFINT FN)) ) )

Examfles of the use of the EACKFRN switch will be found int Dialosue 13.2 below.

The error recovers mechanism automaticalls cleans uf the enviromment by foffins and variable biridinss of peridant lambda-exfressionsy FFOG's, and FEFEAT's. Note that ans flist charisesy or chanses to list structures, or chanses to values of literal atoms which are mot variablest aris of these charises are aot undone after an errory arid the user must frovide his own functions for resettins these chanses (see Ilialosue 13.3).

For some afplicationsy it is desirable to suffress any error frintins that does occury even the error messase. This becomes especially important for a froduction sustem where the prosrammer does his own error control (with ERFSET), and wishes to shield the end user from even knowiris he is ir ALISF. If the switch EFFFFFIN is NIL, ro error messase will be frinted (althoush backtracins will occur if EACK゙TFK evaluates non-NIL). Initial value for EFRFFRIN is T.

Because it is difficult to iriterpret what hapoens when EFFFFIN is NIL, this should only be done in! a stabley well-bebussed set of prosrams.

Of coursey it could haffer that an error is issued durins error frocessingy for exampley duriris the evaluation of the BACKFRN switch. If this haffers, an unhreakable error loof could be established: evaluation of BACKFFiN causes an errory which causes BACKFRN to be evaluatedy which causes an error, etc. To frevent frecisels this occurrence of eventsy the error processor will abort user control if an error is encountered duriris error processins. This meansy essentiallsy that stef (d) in the error recovers frocedise is skipmed; no backtracins control is dorie.

### 13.1.2 EFFSET Coritrol

The function ERRSET, an FSUBF of two arsuments, is used to provide error recovery or trafeing within an ALISF frosram. Errors, rio matter what kindy will not frofasate besond an ERRSET call.

Mialosue 13．2
The Switch EACKFFN

```
    ?(SETQ FACK゙TFK T)
T EAACK゙TFK must evaluate rioni-NIL
                                    for BACKFFN to be called on ari
                                    error.
    ?(LIE BACKFFNN (X) (CONI
?
    ? ((EG X 'CONI) (FRTNT X)))))))
BACKFFN EACKFRN will now fririt the
                                    function riames CONS arid COND
                                    when thes affear on the
                                    furiction all stack.
    ?(CONL ((CONG (SETQ FOO (CONS NIL.)) NIL.) T)
? (T T))))
*** AFG-EFF FFOOM CONS
WFONG NO. of AFGG
BACK゙TFK゙
BACK゙TF゙K
CONS
CONS
CONII No variable bindinss are on
                                the stack, but the furiction
                                CONII called CONS which called
                                    SETQ which called CONS asaim,
                                    sc these function calls were
                                    pririted bs BACKFFiN. Note that
                                    the function SETQ, which was
                                    also Fendant, was not prinited.
?(IIE BACKFFN (X) (IF (EQ X 'VAFi)
    ?. (FFINT (GETUAL (VAF)))))))
BACKFFNN
*** ARG-EEFFI FFOMM CONS
WFONG NO. OF AFGS
BACK゙TFK
1!
2
```

```
At the time of the errorg UAF
was boundd bu two
lambda-e<mressionsy in the
first, to the value 1% in the
second, to the value 2.
EACKFFN Frinted these values
when thes were fopfed from the
stack.
```

Mialosue 13.3
Variable Birimiriss Fieset After Arı Error

```
    ?(SETQ FOO 'MOO EOO 'BAF')
BAF
    ?((LAMBNA(FOD) (FLIST 'FOD '(A E))
    ? (SETG FOO NIL. EOO NTL.)(CONS 'A)) 'MAF')
```

*** AFG-EFF FFOM CONS
WFONG NO. OF AFGG
?FOO
MOO
?BOO
NTL.
? (FIIST "FOO)
(A B)

The EFFFSET format is:
(EFFGET evalform errform)
where exalfoxm and exrform are ans valid ALISF exfressions. When EFFSET is calledy it evaluates evalfarm usins the EVAL furiction. If ro error occurs durins this evaluationg EFFSET returns a list of the result and exits. If an error does occurg the error recovery frocedure (section 13.1.1) takes effect. Instead of
foffins all variable biridinss to top-level, the error recovers procediue onls backs bindinss $u$ to the level of the ERFSET, so that only variables fourid in exalfonm are restored. The error is affectivels trafged within the EFFiSET form. After biridinss are restoredy ercform is evaluated (with EUAL) to ferform aris error processins the user mas desires and EFFiSET exits with the value NIL. It is thus alwass fossible to tell if an error occurred durims an EFFSET evaluation: if EFFSET returns NIL, there was an errorit if EFFiSET returris a list, there was rio error.

Sirice EFFGET traFs all errorsy it is fossible to frosram loofs that canot be exited even with the interruft facilitus The followins is the simflest ewample:

```
(FFOG ( ) B (errset (FRINT 'EXECUTING) NIL)
    (GO A))
```

Unless the interrurt oatches the evaluation outside of the EFFFET fom, this expression will wist keef frintiis the atom EXECUTING until the terminal fhone is huri uF o the CF time limit is reached. Interrufts will be trafoed bs the EFFiSET.

### 12.1.3 User-defimed Errors

The krowledseable user mas initiate his own errors with the function EFFig a SUBF of three arsuments. EFF causes an immediate USEF-EF tufe of errory arid calls the error recovers frocedure (13.1.1). Eversthins is the same as for a rormal AL.ISF errory except the arsuments of EFF sfecify the error messase to be grinted. The format for the EFFi call is:
(EFFi $x$ messase (s))

The error messase format is:
USEFT-EF FFOM $\because$
messase
OFFENIING VAL $=\unlhd$
The first arsument of EFFF is frinted as z if rorimNL. If NILy reither the characters "FFOM" nor $x$ is fririted.

The second arsument of EFF is frinted as messase, if it is arı rilitat or strins. If it is riot ari rilitat or strins roo messase is fririted.

If tine third arsument of EFF is rommatomicy then its CAF is Frinted as 4 . If it is atomicy no "OFFENIING VAL" messase is Frínted.

EFF uses the rormal error recovery frocedurey so the EFFFFIN switch is in effect (section 13.1.1). If set to NIL, no messase will be frinted no matter what the arsuments to EFF. Examfles of

Mialostue 13.4
The Furiction ERR
? (EFF NIL NIL. NIL.)
*** USEF-EFi
? (EFFi NIL 'FAILUFE NIL)
*** USEFi-EFi
FAILUFE

No values are printedy only the user error messase.

A messase (nlitat) was used as the second arsumenit to EFiFi.

Both $x$ and $y$ were sfecified. Note that the CAF of the last arsument was used.

```
*** USEF-EF FROM FOO
OFFENDING UAL = EAR
```


### 13.1.4 Time Limit and Timins Functions

The kFONOS and NOS operatins systems maintain CFU and resource accumulators for a terminal session. If these accumulators reach a certain foint, the messase:
*TIME LIMIT*
or
*SFUU LIMIT*
will be frinted on the terminal. The user should resfond either "Tymm" or "Symm", resfectively, where ans is the rumber of units (seconds or SFU's) which will elafse before the riext accumulator messase. There is an absolute resource limit which the user canriot exceed, however; when this limit is exceededy the user is unsraciously excluded from aris further processins.

The furiction FAFAMTL is available from ALISF to forestall the time limit error and to return the amount of CF time alreads sfent iri a termirial session. FARAMTL is a SUBF* of orie or rio arsuments. With ro arsumentsy it returns a twomelement $1 i s t$ specifyins the current timins status of the ALISF job. The first element of the list is ari SNUM sivins the mumer of seconds of CF time used so far by the user in a terminal sessionif the second element is an SNUM sivins the number of seconds in the time limit. The difference between the first and second elements is the rumber of CF seconds to so before a time limit will be j.ssued.

With one arsument, an SNUM, FARAMTL resets the value of the time limit to the SNUM. The SNUM should be less than or equal to the user's validation time limity if it is not, the ALISF job will be summarils aborted bs kfonos.

There is no function for accessins or changins the SRU limit, a new addition to NOS. If it is necessary that ALISF not be interrupted bs an SFU LIMIT messase, affrofriate NOS control cards can be issued from the batch subsustem before enterins AL TSF.

A millisecond timins clock local to the ALISP job is provided via the furmetion FUNTIME. The FUNTIME clock can be set and fetched durins the course of an ALISF job, or can be used to time the evaluation of an s-ewaression.

The function FUNTIME is an FSUBF* of one or no arsuments. With ro arsuments, it simply returns the current value of the RUNTIME clock as a ENUM. The RUNTIME clock is tied to the executins ALISF job, i.e., every time the ALISF sustem uses CF time, the FUNTIME clock is ufdated. Ori entering the ALISF sustemg the runtime clock is initialls set to zero.

If FUNTIME is siven a ENUM arstument, it resets the value of the RUNTIME clock to that arsument. The value of the FUNTIME function is its arsument. Thus, callins RUNTIME with the arsiment 0.0 will completels reset the RUNTIME clock.

If FUNTIME is siven ansthins but a ENUM for an arsument, it evaluates that arsument and returns the evaluation time (in milliseconds) on the current output device, and frints the result of the evalıation. The FUNTIME clock is not reset.

Some examples of the FUNTIME function are siven in Iialosue 13.5 below.

### 13.1.5 ALISF System Errors

There is a chance that at some poirit you will receive the followins error messase:

> *** HALT FROM rimin
> OFFENIIING UAL $=\mathrm{m}$
where the $n$ and $m$ are disits. If soy this indicates an ALISF ssstem errory a bus in ALISF, and it's ms fault, not yours. Fleqase save as much of your output as possible, includirs the error messaseg or write dowr the frocedure which led to the error, and sive it to me at one of the flaces listed at the end of the introduction. Fromft redress will be attemfted.

The HALT or system error in itself did not harm the executins erosrams, and the normal error recovers frocedure
? (FUNTIME)
. 45E?

```
    ?(FIUNTIME O.O)
.0
    ?(FUUNTIME)
. 2E1
```

? (FUNTIME (CONS 'FOO 'EAF))
*FUNTIME: = IEI
(FOO, BAR)
? (FUNTIME)

- 4E1.

The FUNTIME clock sives the amourit of CF time spent in the ALISF system, uritil it is reset. The value of the FUNTIME elock is iri millisecoridsi here, the Al.ISF job has affed 45 milliseconds of CF time.

Callins FUNTIME with a ENUM arsument resets the FUNTIME clock to that arsument. This is a harids feature if it is recessary to time some sequence of AL.ISF commanids.
FUNTIME with a rion-ENUM
arsument evaluates that
arsument, then frimts the cF
evaluatiom time and returns the
milliseconds, and
result of theevaluation.

The FUNTIME clock accumulates CF time sirice the last reset.
should have uribourid all bourid variables, so that execution could froceed asain from the tof level. Howevery it is wise to save eversthins asaing rather than contimuins with a ssstem which werit down in a HALT. The reasori for this is the ssstem error mas indicate that somethins is wrons intermalls with that farticular ALISF rung arus continuins to execute in it mas hans the ALISF system.

### 13.2 Internuets and Breaks

There are two basic tufes of interrufts in the ALISF systemig both useful only under time-sharins, arid so absent from a batch-rum ALISF joh. Thes are termimal interruft arioi EFEAK.

There is a single frosram interruft available from the terminal. It is control-C on ASCIT-tyfe terminals arid ATTN-S-ATTN on corresforidence terminals. The results of the interruft defend on the state of the ALISF sustem when the interruft occurs.

If ALISF is executins a Frosramy the interruft causes a recoverable break in execution. The outfut arid infut buffers are emptied, and the messase "EFEAK FFOM INTFFLG" is Frimted on the términal. ALISF is row in a EFEAK suFervisor loof. Within this loofy the user can execute ans ALISF functiony examine arid chansse the environment, etc. $\hat{y}$ see section 12.2 .2 helow.

Whern the user is throush mrocessiris in the BFEAKy he can either return control to the executins frosram at the foint where it left offy or cancel execution of the frosram and return to the tof level of ALISF cor to the riearest EFFSET trafy if orie exists). To ewit the EFEAK and contimue Frosram executiony use:
(FETURN T)
To exit the EFFEAK arid return to tof level, use:
(FETURN NIL.)
The effect of (FETUFN NIL) is actually to cause an errory so that the messase,

## *** HALT FFiOM INTFiFL.g

will be Frinted on the SYSOUT device; and all the error frocessins detailed in section 12.1.l above will take flace.

Within a EFEAK゙, the interrift is still validy so it is Fossible to have nested interrufts arid EFEAK's. A FETURN will then exit from the currerit BFEAK to the frevious orie.

There are certain foints surins execution when an interruft mas not be honoredy or behave in a stranse was. Most ALISF user frosrams such as EIIIT, INFUT, OUTFUT, etc., are frotected from interrusts. A control-C tufed duriris these frosrams will be isriored.

A control-C will act as an escafe character (delete line) if it is typed after tufins some irfout charactersy but before a carriase-returri.

If an interrust occurs durims the frintins of an S-expressiong the printiris is aborted. This is useful for stoffins lons undesired frimtouts such as occur with circular lists.

If an interruft occurs when ALISF is about to issue a read reauest, the read will sometimes be issued first, so that tine user sees the "?" fromft. The return kes should be fressed at this foint, arid the interruft will froceed.

Above all, fatience should be exercised wher, dealins with iriterrupts. The oferatirig sustem will issue two lirie-feeds to let you know that sour iriterruft was accefted; it mas take some time after that for ALISF to set around to frocessims it.

Withiri the EFFEAK, one of the most handy furictions is the STACK furictiony a SUBFi of no arsuments. Evaluatiris (STACK) returns a list of those function calls perndins durins the EREAK゙y i.e., those furictions which were executins when the interruft was siven. The list is in stack ordery which means that in a rested series of function callsy the innermost ones arefirst on the list. All entries after the atom EREAK are those of the user's frosram. An examfle of the interruft facility is siverı in Iidalostue 13.6 below.

There are times when the user wishes rot to cause ari interrust even when it is requested from the terminal. For instance, there mas be semsitive fortions of a frosram that if interrusted arid fooled with in a BFEAK will wreck the rest of the execution. To erevent unwarited iriterruptsy the switch INTFFLG is Frovided to disable the iriterruft facilits. If INTFFLG has the value NIL, an interrupt requests from the terminal will riot be honored. Note thatg if the request is not honored, it is thrown awas completely. Ar interruft request must oceur when INTFFLG is set non-NIL interrafts are not saved to cause delayed iriterrufts. The value of INTFFLG is iritially $T$.

An interruft EFEAK uses the infut and outfut buffers to commuricate with the terminaly and so flushes them before enterins the BFEAK loof. This causes no harm unless bou are doins irifut arid outfut to files with printiris or readiris functions other than FFINT or FEALIENT. In this casey some outfut or infut (but mever more than one line of each) may he lost when an interrupt occurs.

Termirial Iriterrust
(control-C is refresented by the character $(Z)$

*** HALT FFIOM INTFIFLG ?

The GREAK furiction is an ALISF frosram. It starts a FEADENT EVAL - FFFINT loor at ant foirit ir ari executins ALISF Frosriam, in which the user can check and reset values, examine list structures, or ewecute ans ALISF functions then resume the prosram at the foint where the EREAK was called.

Format for the BREAK function, a LAMELAA of two arsuments, is:
(BFEAK messase pred)
where messase is a litat whose fname will be frinted when the EREAK is entered, and ered is a condition for the EREAK: if ered is NIL, EFEAK exits with value NIL without enterins the E.VAL loof; if exed is non-NIL, the EVAL loof is entered.

When EFEAK is called (ered is nori-NIL), it first pririts the followiris:

BREAK FFOM messase
Then it enters the REALIENT-EVAL-FRINT loof. At this point, the ALISF system acts just like the tor level EUAL sufervisor, excert that the fromft for infut is an asterisk rather than a auestion mark. Expressions typed at the EFEAK surervisor are evaluated wi.th EVAL (the SYS switch for different supervisors does not work. in BREAK) and the results printed. Eoth SYSFRIN and * work in the EREAK evaluation loofy as well as SYSIN and SYSOUT (see section I.6).

All ALISF errors are traffed by the BREAK sufervisor, ard do not cause the EREAK to exit. If an error occursy the error recovery frocedure is irivoked (section 12.1.1) and EREAK re-enters its EVAL loof, Frintins the GREAK messase asain. Interrupts within a EREAK cause another EREAK sufervisor to be established; exitins this new EREAK causes the previous EREAK to be resumed. SYSIN and SYSOUT are initially set within the BREAK to 0 , so that the BREAK sufervisor addresses the terminal.

To exit from a RREAK, the form:
(RETURN ※)
should be tured at the tof level of the BREAK sufervisor. The BFEAK will exit with value $<$. For the special case of a control-C interrupt, $x$ should be $T$ to contiruse execution from the interrust, and NIL to halt and return to ALISF tof level.

Certain variables are set bs BREAK and restored to their
orisinal values wher the EREAK exits. If ans of the values of these litats are chansed durins a BREAK call, thes will be restored on exit from EREAK. These variables and their values within the BREAK are siven in Table 13.1 below.

Table 13.1
EREAK Local Variable Values

| Kariable | initial walue |
| :---: | :---: |
| SYSIN | O (i.e., the termiral) |
| SYSOUT | 0 |
| INUNIT | 0 |
| OUTUNIT | 0 |
| FROMFT | 54E (i.e., asterisk) |
| SYSFRIN | T |
| * | NIL |
| TRACFLG | NIL. |
| INTFFLG | T |
| BACKTEK | NIL. |
| TTYCHAF | T |
| EOLF | T |
| EOLW | T |
| ERFFFIIN | T |

BREAK can be inserted into functions beins debussed by use of the editins fackase (section II.3). It can be inserted at finction definition time also. In all respects BREAK is treated as a normal function call within an ALISF prosram, that isy it takes its two arsuments and returns a result. Examples of a GREAK call withiri an executins function are siven in fialosue 13.7 below.

Insertins a RFEAK call into a function beins debussed is only one possible use of the EREAK. It has the advaritase that the user knows exactly where in his frosram the BREAK occurred.

There are two other uses of BFEAK that are particularly haridy. If a BREAK call is stuffed orito the value of BACKTRK, the BREAK will occur just after an errory so that the environment at the time of the error can be examined (see section 13.1.1 above for the use of BACKTRK). Then, when the user exits from the GREAK, he has the oftion of settins a backtrace printins. (FETURN T) will pririt it, (FETURN NIL) will exit without printiris it.

Secondyy a EREAK call can be used as fart of a furiction trace (see below, section 13.3). In this wasy a BREAK can be called on a farticular arsument to a furictiong or a farticular value returned bs a function, or indeed ans condition definable
?(BREAK 'FOO NIL) NIL.
? (EREAK 'FOO T)

BREAK FROM FOO

* (CONS ' $A$ ' B )
(A) E )
*(FROG () (FETUFN 'BAF))
EAR
*(RETURN '(MOD MAF))
(MOO MAE)
?

If the secons arsument to EREAK evaluates to NIL., BFEAK exits with value NIL.

The second arsument to BREAK evaluated riori-NIL, so the BREAK loof is entered.

The GREAK sufervisor is ari EVAL sufervisor. Note that it uses the asterisk. Fromft, so that the GFEAK sufervisor can alwass be distinsuished from ALISF tof level.

The first call to RETURN took flace inside a FFOG, so that the EREAK was still executins. The second call to return took flace when no frog was runninist the BREAK exited.
? (DE FACT (X)
? (CONI ( ZEFOF X)
? (EFEAK 'FACT T) $X$ )
? (T (TIMES X (FACT (SUB1 X))))))
FACT
?(FACT 4)
BREAK FFIOM FACT
*X
0
*FOO

> Within the BREAK, the values of litats can be examined. Note that $X$ is set to zero, as
*** UAL-EFF FFOM FOO
BFEAK FFOM FACT

* (SETR $\times 10$ )

10

* (FETUFN NIL)

240
?
"
1
.
"
$\square-1$
by an ALISF exfressiony just before or after a furiction is exeruted. The advantase to usins EFEAK with the trace facility Jies in the flexibility and ease of callins tine EREAK on a certain condition. Alsor the BFEAK call is never actualls inserted into the traced furictiong so that there is rio rieed to use the editor to restore the function to its orisinal form once it has been debussed.

### 13.3 Inacims

"A sood LISF system has a sood trackiris fackase", said a famous Chinese fhilosomher. Tn keefins with this tautolossy as tracins facilits of sreat Fowery flexibilits, sereralitsy and simplicity is available on the currerit Al.ISF ssstem.

### 13.3.1. Simfle Traciris

Tracins is the abilits to observe frosrams in execution. In ALISF, the tracins facilits is a suferstructure on the executiris Frosrams; it does rot chanse the form or manimer of their executiong but simply observes what thes do and reforts back to the user.

Tracins is done orils on rilitats (rorimil. literal atoms) . A traced rilitat causes a traciris friritout if it is used as the riame of a furiction. This occurs when exfressions of the form:
(FOO A B)
are evaluated. Here the rilitat FOOy if tracedy would cause tracins messases to be frinted. because it is beins used as a furiction riame.

Two messases are frimted on evers traced furiction. The first, when the furıction is calledg sives the recursion level of the furiction call (zero is the tor level of first call), the function riame, and the arsuments to the furiction. If the function evaluates its arsuments, the evaluated arsumerits are eririted (SUBFi, SUFF*, arid L.AMEIAA furictions) if if riot, the unevaluated arsuments are Fririted (FSUBFig FSUEF* LSUEF, arid FLAMBLIA functions).

After the function is evaluatedy the value it returris is erinted, alons with the function rame arn the recursion level. The recursion level of the value messase matches that of the arsumerit messasey thus enablins the keen-esed user to match ur arsument messase with value messase in a recursive furictions see the examfle in Liablosue 13. 8 below.

All tracing messases are wrinted ont on the SYSOUT device. Since thes use the outfut buffer to frint their messaseg the buffer contents are charised bs tracinsi this could cause frosrams writins to files with functions other than FFiNT to lose lines of their outfut.

To initiate tracins of a litaty simbly use the function TFACE, an FSUBF** With ro arsumentsy TFACE returns a list of all nlitats currentls beiris traced. With rilitat arsumeritsy TFACE. will turn on the tracins status of each of these arsumentsy and return NIL as its result. The traciris status of ari atom cari be turned on either before or after the atom is defined as a functionit chanses in the atom's value do mot affect traciris status. If TRACE is siven aristhins but rilitat arsumeritsy it comflains with an AFiG-EFFi (but see the exceftions rioted in 13.3.2. below).

UNTFACE can be used to turn off tracins. It, like TFACE, is an FSUBF\% , With rio arsumentsy it turns off the tracins status of al. militats. With rilitat arsumentsy it turns off the tracins status of each of those arsumerits only. UNTFACE alwass returns a NIL result.

At ro time should the flist of TFACE be tampered witho as it is used for bookkeefins on the traciris status arid recursion levels of rilitats.

An enamble of simble tracing is siven in [iablosue 13,8 above.

Al. 1 traciris cari be temforarily turned off throush use of the switch TFACFLG. The value of TRACFLG is tested before each tracing cally if NIL, the trace is not ferformed. TRACFLG does not affect the tracins status of ars rilitatis if NIL, it simfly

```
    ?(IEE FACT (X) (CONII ((ZEFOF X) 1)
    ? (TIMES X (FACT (SUE1 X)))))
FACT This is the recursive
    ?(TFIACE)
NIL
    ?(TFACE FACT)
NIL
    ?(TFACE)
(FACT (O))
    ?(FACT 3)
O AFGS of FACT
    3
1 ARGS of FACT
    2
2 AFGS of FACT
    1
3 AFGS of FACT
    O
3.VAL OF FACT 1
2 UAL. OF FACT 1
1 UAL OF FACT 2
O VAL OF FACT 6
6
The recursion level is frinted first, ther, the UAL OF fro
```


# messasey then the value of the evaluation of fa. The recursion level is useful for matchiris the correct AFGS OF and VAL $O F$ messases. The firial 6 is the value of the (FACT 4) exfressior. 

? (UNTFACE: )
NIL
? (TFACE)
N.LL

UNTFACE removes all tracins statuses.
frevents all traciris uritil it is set rori-NIL.
The TFACFLG switch is esfecially haridy when used in the ALISF editory filinsy and fretts-frint functions. By bindins TFACFLG to NILy these frosrams temforarily halt all traciris without ruirins the tracins status of functions the user warits traced when he runs his own frosrams. Thusy everi if a user is tracins such a ubicuitous function as CONS, editor and filiris functions will run without causins ans tracins printout.

## 13.3 .2 Conoitional Tracirss

This section describes the fromised flexibilits of the AL.ISF tracins facilits. Simple tracins is fire for simple frosrams which do not recurse too deeflyt but for more comple\% or lerisths prosrams reams of useless outaut can be senerated-imasine the outeut for a simele trace of the factorial furiction of lialosue 13.8 used with an arsument of 1000 .

The answer to tracins wordiness is conditional tracins: sive control of the trace back to the user.

- Conditional tracins is a simple extension of the simple 'tracins described in 13.3 .1 aboveg there are only two modifications. When a traced function is enteredy instead of printins its arsumentsg an entry function is evaluated. This "entry function can call ans ALISF function, for printing, readins, etc. If the evaluated entrs function returns NIL, then 'ro arsument tracins occurs. If it returns a non-NIL result, theri the arsument messase is frinted as in simple tracins, on the sysout device.

After the traced function has been evaluated (and desfite the results of the evaluation of the entry function, an exit function is evaluated in the same manner as the entrs function. Asain, the result returned by the exit function sisnals the printins (non-NIL result) or ron-mpintins (NIL result) of the value tracins messase.

The entrs-exit functions can be associated with an militat via the furiction TRACE. Instead of sivins TFACE an nilitat arsument, one sives it a list of the form:
(fn ENTFY entryfn EXIT exitfri)
where fo is the rilitat riame of the function to be traced. Eoth the ENTFY and EXIT farts of the list are oftionaly or can occur in reversed order; the trace routines just look for the tas ENTFY and consider the S-exeression immediately followins it to be the entrs function, and the 5 -exeression after EXIT to be the exit furction. In this form, a call to TFACE both sets the conditional entry and exit functions, and sets the tracins status of fu.

TFACE evaluated with ro arsuments will return the tracins conditions of all traced atoms, as alist of atoms followed by their tracins conditions. The initial zero in the tracins conditional list is used as the recursion level marker.

UNTRACE will clear traciris conditions in addition to the tracing status of an nilitat.

Within the conditional trace, several litats have values which could be useful.
*AFGS holds a list of arsuments to the traced function. These arsumerits are evaluated if the furction is a LAMBLAA, SUBFi or SUBFi* tafe. If there are no arsuments to the function, *AFGG is NIL.

* UAL holds the result of the evaluation of the traced function. Before the function is evaluated, *UAL is set to the atom NOUAL.
*LEVEL holds the recursion level of the traced functiong 35 an SNUM.
*TRACE is a tracing switch. If entryfa sets *TFACE to NIL, all tracins will be turned off durins the evaluation of the traced function.

Conditional tracins expressions are limited only bs the insenuits of the user. A few examples of the cafabilities of the conditional trace follow:

1. To trace only the first a recursion levels of a furiction FOO, use:
(TFACE (FOO
(ENTRY (IF (EQ *LEUEL n)(SETQ *TRACE NIL.)) )
2. To cause a BREAK when the first arsument of FOO is BAR, but to cause rio tracins printout:
(TRACE (FOO
ENTRY (BREAK 'FOO (EQ (CAR *ARGS) 'EAR))
EXIT NIL))
3. To erint the result of evaluatins FOO orily when it is non-atomic:
(TRACE (FOO
ENTEY NIL
EXIT (IF (LISTF *VAL)(FFINT *VAL) NIL)))

I Chafter 14

## Allocations and Garbase Collections

Irformation on the various ALISF storase areasy and the routines used to maintain themy is contained in this section. For most ALISF frosrams, there is little rieed to worrs about storase froblems; but those users with larse frosrams or heavs storase reauirmerts should so over this section carefully in order to optimize their exerution speed.

### 14.1 ALISE Storase Areas

There are four ALISF storase areas, called spaces.
Mescriftions of these spacesy and their initial storase
allocations, are siven below in Table 14.1 .

Table 14.1
Iritial Storase Allocations

Name
Initial Axailable Allocation
(irn decimal words)

| Friee | 8000 |
| :---: | :---: |
| FROG | 1000 |
| JFILL | 500 |
| AFCIL/ SF'rIL | 500 |

Holds all Al.ISF data types
exceft arrass.
Storase for arrays and binary
frosrams.
Jumf Fush-nown List -- holds
returnadoresses for recursive
routines.
Arsument/Special fush-nown
List - holds variable
bindinss and arsuments to
functions.

The allocations for these areas are not fiलed. As a space becomes filled ufy the ALISF sustem requests more storase for it, and ewfands the .initial available space allocation. This expansion is automatic for all four spaces, uf to the field leristh limit (see section 14,2 below). If a space has excessive
storase assisned to it when it is not needed, that space is contracted. Contraction is automatic for all storase areas excert, FFEE, which carinot be contracted at all. Contraction eriables the ALISF system to have a smaller execution field lensting thus increasins the ratio of cF time to rollout time for an ALISF job. The automatic expansion and contraction of space means that the execution field length of ans farticular ALISF job chanses dynamically in resfonse to frosram needs for storase, sivins more efficient use of storase.

The alsorithm used for deciding when a storase area size should be chansed is fairly simfle. There are three parameters for each storase area: a minimum size for unused space, a maximum size, and an increment size. If the unused space in a given storase area is below the minimum size parametery then that storase area is expanded bu the increment size. If unused sface is above the maximum, it is contracted so that the amounit of urused space is equal to the increment size. This alsorithm works pretty well in the storase-eatins prosrams run so far in testins the ALISF system. The farameters are not currentis accessible by the user.

The function FAFAMGC, a SUEF of no arsuments, provides information about uniused storase available in each of the four spaces. Evaluation (FAFAMGC) returns a list of si\% SNUM's. The first four are the rumber of free words of core left in the four ALISF spaces (FFEE, FROG, JFIL, and AFIL, in that order); the last two are the number of sarbase collects done since the last FARAMGC call, and the total number of sarbase collects since the ALISF system was initiated. Note that the FARAMGC value for FREE sface will actually give less than the total amount of FREE space left to the user, uriless a GC has just been called. This is a conseauence of ALISF's sarbase collect mechanism, which does not reclaim freviously used but inactive FREE storase until there is no more unused storase left.

### 14.2 Eield Leastb Limit

The ALISF sustem has a maximum field lensth limit besond which it will not expand. This limit is set when the ALISF sustem is initiated, by the FL parameter on the ALISP control card (see Affendi\% E ) : the default value is 64000n. From AL.ISP, the field lensth limit can be accessed and chansed with the function FAFAMFL, a SUBR* of one or no arsuments. With roo arsuments, FAFAMFL returns a list of three SNUM's, the first of which is the current execution field lensthy the second the ALISF field lensth limit and the last the absolute kFONOS FL limit for the user. With one arsument, an SNUM, FARAMFL sets the ALISF field lensth limit to that arsument, if it is larser than the current execution field lensthy if it is smaller, FAFAMFL issues an ARG-ERR.

It does no harm to use a vers larse field lensth limit if
you feel you misht rieed it, since ALISF does its own duriamic storase allocation arid will riot use the excess uriless arid uritil it is riecessary. Ori the other haridy if sou are sure that sou will rot reed that larse an allocation of storsseg it is reasonable to set a low field lensth limity since this trafs Fatholosical errors such as infinitels recursive functions all the soorier.

When the user's execution field lensth affroaches the field lensth limity the storase re-allocation alsorithm described in 14.1 is modified somewhat to try to squeeze every last word of the limjit into the execution lenstin. However, there comes a Foint where the ALISF storase sfaces are too clossedy arid sarbase collections besin to take ur too great a fortion of execution time When this MaFFensy the system comflairis with a GC-EFROF, arid frints the messase "SYSTEM TOO FULL". At this Foint, the frustrated user can either use FAFAMFL to chanse his field lenstin limity if it isn't alreads at his KRONOS maximumy and try re-execution. If the $\Perp s e r$ is at his KFONOS maximumg he cantry freeins uf eface bs eliminatins unmeeded frosrams and data. He must fare dowm his frosramsy use frosram sesmeritationg arid try callims in sesments onls when thes are meeded; or firid more efficient wass of storiris his data. The address cafabiity of ALISF is limited to 17 bits (see section $I .2$ ), and there are ro immediate flans for increasins it.

### 14.3 Garbase Collection

When all umused FFEE storase is goriey the AL.ISF sustem does a sarbase collect to reclaim all FREE storase which is rot activels accessed bs ans ALISF data structure. For instaricey supfose the followins dialosue took flace:

```
    ?'(A E C II)
(A B C II)
    ?(SETQ FOO '(E F G H))
(EFGH)
    ?
```

At, this Foinit, the lists (A B C II), althoush still freserit in core, is unaccessed by aris structure in the ALISF system, and hènce just usiris uf valuable FFEE storase. On the other hand, the list (EF GH) is accessed bs the atom FOO, and it must remain iri FFEE storase. A sarbase collection frees uF all uriaccessed structures like the list (A E C C ) , as well as uriaccessed litats (TWA's, section I.2) and rumbers. This freed-up swace is linked tosether arid becomes the riew urused storase for FFEE swace. If the urused storase after a sarbase collect is too smally a re-allocation is goney and FFEE sface is exwismod (see section (4,1).

- The sarbase collect routirie also checks the uriused space
remainins in all the other ALISF spacesy and does a re-allocation on them if riecessary.

The FFEE sFace sarbase collect uses a recursive alsorithm that is fast and efficienty typical GC times are on the order of a few teriths of a secomo. The sumamic storase capabilities of ALISF assure that a jammed sustem with freauent GC's will riot occur as lons as there is space left before field leristh limit is reacher (see section 14.2), If this limit is reached with a crowded sustemy arod the $G C$ routime camiot free us a reasoriable amount of spacey a GC-EFFOF is issued. The amourit of unused storase remainiris in all four ALISF storase areas, as well as the rumber of GC's merformed, can be obtained from the FAFAMGC furiction.

If sols wish for some odd reason to have a sarbase collect Ferformed at a seecific timey the furiction GCy a SUBF of rio arsmmentsy is available. Evaluatins (GC) will cause an immediate sarbase collectionis the result is NIL.

Interrufts from the terminal are recosnized durins a GCy but not ferformed until the GC is exited. Fatience as alwass.

## EILES

The ALISF sustem has the ability to access and maintain KFONOS fermanent files. Wition this ability, the user can fetch and store larse masses of 5 -ewfressions or character data on the KFONOS mass-storase device. For the user interested in maintainins larse AL.ISF frosrams, a filins ssstem has been written usins the filins Frimitives described in this section; refer to section II, I. The filins system described there is adeauate for most user needs, and is ir, a vers convenient form. This freserit section describes the worlinss of the ALISF file primitives, and is useful for the user who wishes to do his own file handlins.

### 15.1 E:ermaneat and Local Eiles

The kFONOS oferatins sustem allows the user to store Fermanent files in his catalos. These files can be accessed from ALISF for readins and writins. Normally, a cops of a permanent file is attached to ALISF and made available for file operations as a local file. After file oferations are ferformed, the local file can be detached from ALISF and oftionally put back in the Fermanent catalog, either replacins the old fermanent file, or creatins a new fermanent file alonsside the old.
15.1.1 Openins a Fermanent File

A fermanent file can be ofened for use by ALISF with the function OFEN. Format is:
(OFEN fname unit)
where fame, a literal atomy is a fermanent file name, and unit is a losical unit rumber from 1 to 16 (see below, 15.1.2). Eoth arsuments are evaluated. OFEN searches the user's catalos for a Fermanent file with the name fame, and attaches it as local file wait. If faame is NIL, then an empts file is attached. This is useful for creatins new files from ALISF.
15.1.2 Local Files

Local files are accessible to the ALISF readins and printins purictions. A local file in AlISF has a urit number from o to 16. Unit rumber 0 is reserved for terminal $1 / 0$, while 1 throush 16 are used for commmication with disk files.

All currently open local file units can be found with the function UNITNOS, a SUER of ro arsuments. The result is ari ordered list of SNUM's of all currently open local file units. An opened local file is also called an active local file. There can be a maximmof 16 active local files at any time.

Often it is desirable to iind a unit number that is not currentis in useg so that GFEN will not release a currentis active local file. The function FFUNNO, a SUBR of no arsuments, will return an inactive unit rumber if one existsy or NIL if there is none. All ALISP support packases (INPUT, EUITFILE, etc.) use FRUNND so that thes will rot destros a user's currently active local files.

Local file urites are assisned KRONOS local file names which the user need not ordinarily worrs about, except if he has KRONOS local files he doesn't want destrosed across an ALISP run. The reserved file names are TAFEO1 throush TAPE20.

For those users worried about storase reauirements, each active local file uses about 200 words of binary prosram space for a buffer. This space is released when the local file is closed. Keepins many local files active can clos uf a loaded ALISF system it is wise to close local files as soon as possible.

The status of a local file unit can be accessed with the funiction FILESTATy a SUER of one arsument. Format is:
(FILESTAT unit)
where unit is a local file unit from 1-16. If the unit is not currently ofeny FILESTAT returris NIL. If it is openg FILESTAT returns a list of four elements givins the status of the unit:
(access eofstat ferm lastof)
where:
access is IA for indirect accessy
IIA for direct access
eafstat is NIL if the unit pointer is not at the end of the unit

1. 2 or 3 if it is (see EQFSTAT, section 15.3.1).

Eenm is $R$ if read only
$W$ if read arid write
lastoe is NIL if no file operations have taken flace, or a FEWINI was just ferformed.
$R$ if the last oferation was a read W if the last oferation was a write
15.1.3 Closins a Local File

An active local file can be detached from ALISP with the function CLOSE. Format is:
(CLOSE fname unit)
where faame is a (literal atom) fermanent file name, and uait is an active local file unit. The local file will be detached from ALISF and saved as the Fermanent file fame, reflacins ans other permanent file of that name. Note that a local file need not be replaced as the same fermanent file from which it was opened.

If fame is NIL, the local file will be detached without beins replaced in the fermanent catalos. Alsor there will be no error if uait is not an active local file. Thus a user can alwass detach a local unit without worryins whether it is active or not.

CLOSE always returns fame as its result.

### 15.1.4 Alternate Cataloss and Fasswords

Fermanent files from cataloss other than the user's can be accessed usins a slishtly different form of OPEN and CLOSE. Instead of a sinsle literal atom file name, a list specifyins file name, user numbery and (optionally) a password can be used:
(friame usernum fassword)
useraum should be a valid KFONOS user number, and eassmand should be the file's password, if it exists. If the permanent file is rot in the alternate catalosy or if the file is not public or semi-private, then $0 P E N$ will issue an error. A permanerit file car be made fublic or semi-private with the KRONOS CHANGE commiand.

Alternate cataloss cannot be used with the CLOSE function.
Certain values for userdum cause special actions for OPEN and CLOSE.

1. LOCAL

Opens or closes KRONOS local file. For OPEN, instead of
checkins the user's permanent catalos, a KRONOS local file is attached to ALISP; the orisinal local file is destroyed. For CLOSE, the ALISP local file is detached and left as a KRONOS local file.

LOCAL is useful where ALISF must fass larse files to other prostams.

## 2. RISFOSE

Disposes a local file to the printer. An active file carn be frinted on the batch frinter by usins CLOSE with DISPOSE as the useraum. At the end of an ALISP rung all such closed files are dumfed to the frinter. Remember that the first character of each line is used for printer carriase control.

### 15.1.5 Direct Access Files

Normally, a user will deal only with indirect access KRONOS Piles. When an OPEN operation is performed on an indirect access permanent file, a cofy of that file is attached to ALISP as a local file. Chanses can be made to the local file without affectins the fermanent file; when all changes are completed, the permanent file can be reflaced by the local file with the function CLOSE.

Direct access files, by contrast, are attached directly to ALISF. Ans chanses made to the local file are directly reflected in the permanent file. The advantase in usins a direct access file is that the overhead involved in makins a cory of the file is eliminated; this overhead can be sisnificant for large files. The disadvantiase is that write oferations on the local file are directly reflected in the permanent file, and mas leave the file ir an undesirable state if a prosram error occurs before all processins on the file is completed.

Tyfically, larse files that are available on a read-onls basis to many users are made direct-access. Thus the main ALISF SAUE file, which is read automatically when ALISF is started, is direct-access.

OFEN will find both direct and indirect access files; it checks for indirect access first. If it is known that a file is one or the other, OPEN can be made to look for only that ture. Ar optional arsument is included:
(OFEN frame unit access)
where access is evaluated, and should be either IA (indirect access) or DA (direct access).

A local file opened from a direct access permanent file can
be closed usins:
(CLOSE NIL unit)
since all chanses to the local file are also made to the permanent file.

A new direct access permanent file can be created from a local file by usins an oftional arsument:
(CLOSE fname urit 'DA)
which will create the permanent file fame from local file uait 35 a direct access file. The default for CLOSE without the optional arsument is to create an indirect access file.
15.1.6 Fermission Modes

A local file which is attached by OPEN is normally available for both readins and writins. For direct access files this mas be a froblem since chanses to the local file are reflected immediately in the permanent file. A user mas thus wish to attach a file in a read-onls modey in order to prevent acciderital damase to the fermanent file. A local file can be made available for read-only operations by an extra arsument to OFEN:
(DFEN friame unit 'R)
All attempted write operations on the local file will cause a FIL-ERF.

### 15.2 Sequential Eile Qeerations

The normal mode for ferformins file I/O is bs sequential oferations. This section describes seauential file formats and operations.

### 15.2.1 Sequential File Format

Seauential files are composed of lines. Like terminal I/O lines, a sequential file line can be us to 150 characters lons. No line editins is done on file lines, however; thus a control-H in, a file line will be read as a control-H, rather than causins the arevious character to be deleted.

The character set used by seauential files is the KRONOS 6-bit or 6/12-bit set, so that sequential files can be craated by the KRONOS TEXT command. Also, ans sequential files crabted or modified by ALISP are readable by other prosrams as text files.

The choice of b-bit or 6/12-bit character sets is controlled bs the switch ASCII. Initimily ABCII im set to Ty so that seaueritial files are read usins the extended 6/12-bit convention, correspondins to ASCII terminal mode. If a seauential file is to be read or written usins b-bit conventions <NORMAL termirial mode), then ASCII should be set to NIL.

### 15.2.2 Seauential File Pointer

A local file unit has an associated unit pointer that tells what the current position of the unit is. When a request for an input line is made to a unit, the line is taken from the position of the unit fointer, and the unit fointer is advanced to the next line. There is no way to skif forward or backward within the file, sirice the unit pointer is not directly accessible to the user (seauential files mas be rewound, however).

Each local file unit has its own fointer, so that input and output to different units can be intermixed without losins track of the fosition of ans siven urit.

When a line is written to a unity it is written at the position of the unit fointer, and the unit pointer is incremented past the line just written. Successive lines will thus be written one after the other on the unit. A side effect of writins a line to a unit is to cause an EOI (end-of-information) to be flaced at the end of the written line. Thus ans lines after the unit pointer are automatically lost when a sequential write is performed. The last line written will always be the last line of the file.

### 15.2.3 Readins Sequential Files

Or infut, whenever the input buffer must be filled to satisfy a read reauest (from REAII, TEREAD, etc.) the value of INUNIT is checked. If it is not an SNUM in the ranse 0-16, a NUM-ERR is issued and INUNIT is reset to SYSIN. If INUNIT is in the correct ranse, then the infut buffer is filled from the correspondins local unit, if it is opened. For INUNIT $=0$, infut is taken from the terminal. An example of readins from a local file unit is siven in Hialosue 15.1 below. The function EOFSTAT checks for the end of the unit (section 15.2.5 below).

The SYSIN unit is special, since INUNIT is set to this unit whenever an error occurs, or the top-level loos of the ALISP sufervisor is entered. The supervisor can thus be made to read and evaluate $s$-expressions from a file unit other than the terminal. For example, the user can tupe s-expressions he wishes to have evaluated into a text file outside of ALISP, then enter ALISF, open the text file, and evaluate the S-expressions by setting SYSIN to the local file unit. (See Dialosue 15.2.) The control card parameter SI can be used to open and read afile of

Let unit 1 have the following three liras in it:


Local unit 1 is at its EOI. A resets it to the besinnins asain.

S-expressions automatically when ALISP is entered (Appendix B).
The ECHO switch can be used to automatically echo lirues read fron a local file unit onto the current output unit. ECHO should be set to the local file urit beins read from. Echoed lines are frinted exactly 35 they affear on the input unit. The ALISF outaut buffer is not used, so its contents are undisturime The initial value for ECHO is NIL, $i$.e.' no echoins takes flace.

Echoins lines from one local file unit to another is much faster and less wasteful of storsse than READins and PRINTins S-exfressions. It is thus a useful was of copsins portions of one fille to another.

Dialosue 15.2
SYSIN Set to a Local File

```
Let the followins lines exist on local file unit 1:
    (CONS 'FOO 'BAR)
    IUE FACT (X) (COND ((XEROF X) 1) (T (TIMES X (FACT (SUB1
X)(),),),(
    (FACT 4))
    (FFFINT 'FACT)
    (LIST 'FOO 'BAR)
    (SETQ SYSIN O)
    ?(SETQ SYSIN 1)
1
This sets the top-level infut
file to unit 1.
(FOO,BAR)
FACT
2 4
(LAMBNA (X)
        (COND
        ((ZEROP X) 1)
            (T (TIMES X (FACT (SUE1 X))))))
(FOO BAR)
O
    ?
```

> With SYSIN set to 1, the S-expressions in local infut file unit 1 are evaluated by the EVAL supervisor. Since the final expression in the file was SSETQ SYSIN ol, sufervisor continues to take infut from the terninal. If no such statement had been included in the local file, the AlISp sustem would have exited after encounterins the EOI on the SYSIN unit.
15.2.4 Writins Sequential Files

Ori outrut, whenever the output buffer must be dumped to satisfy a write reauest (from FRINT, TEFFRI, etc.) the value of OUTUNIT is checked. If it is not an SNUM in the ranse 0-16, a NUM-ERR is issued and OUTUNIT is reset to SYSOUT. If OUTUNIT is in the correct ranse, then the output buffer is dumped to the correspondiris local unit, if it is opened. For OUTUNIT=0, output is dumped to the terminal.

The sYSOUT unit is the default unit used bs the top level
sufervisory and by the error frocessor. It is thus fossible to chanmel outfut from the interfreter to a local unity by ofenins a local unit and settins SYSOUT to it. This can be useful when sebussirisy if larse amourits of outfut are froduced.

The switches SLASHESy ASCIIy NOFiMTAE, and PRINEEG are ofteri useful in writins to files.

### 15.3 Erid-of-File Frocessirs

Normalls, files frocessed bs ALISF are sinsle-record files from the standpoint of KRONOS. Thes consist of a sinsle kíaNOS recordy which mas contain ari arbitrars rumber of limes. Files are ended by an EOI (end-of-information) mark. ALISF will rot read east this mark; if a FEAD is iricomflete when the EOI mark is encouriteredy a FIL-EFF is issued. Lines can alwass be afoended to the end of a filef the EOI mark is flaced after the last line written.

KRONOS makes a further distinction in end-of-file marksp with EOF (erid-of-record), EOF (erid-of-file)y and EOI (end-of-information). Ans one of this will normally be interereted bs ALISF as the erid of a file.

## 15.3 .1 EOFSTAT and FEWINI

The furiction EOFSTAT, a SUEF of one arsumenty will enable the user to tell if a unit pointer is at the end of the unit. Format is:

## (EOFSTAT unit)

where unit is a local file unit mumber from 1 to 16 (the terminal, urit $O$, is rever at an endmof-file, since a riew line can always be tyfed). EOFSTAT returns NIL if the unit fointer is not at the end of the unity and $1,2 y$ or 3 if it is. The rumbers correspond to kFFONOS end-of-file marks:

$$
\begin{aligned}
& 1=E O F \\
& 2=E O F \\
& 3=E O I
\end{aligned}
$$

It is alwass fossible to reset a local file urit fointer to the besinnins of the unity with the function REWINI, a SURF of one arsument, (FEWIND unit) will rewind local file unit unit, where $1 \leq$ unit $\leq 16$.
15.3.2 Multi-record Files

In sfecjal casesy an AL.TSF frosrammer mas rieed to access or write multi-record or multi-file files. However, the read arid

Frint functions in ALISF always work with a sinsle KRONOS pile record. In order to skif pa\&t a recordy two special functions are frovided: EOFSKIP and EOFMARK.

EOFSKIF', a SURR of two argumentsy is used when readins a local file unit. It will skif the unit pointer over end-of-file marks, to set to records other than the first on multi-record files. Format is:
(EOFSKIF unit eoftyme)
where wait is a local unit numbery arid eaftuse is ani SNum which sfecifies the type of end-of-file mark to skipg accordins to the followins table:

| eofture | action |
| :---: | :---: |
| 0 | skip uf to the next EOR (but do not cross it to the next record). |
| 1 | skip past the next EOR |
| 2 | skip past the next EOF |
| 3 | skif to the EOI. |
| -1 | rewind to the besinnins of the |
|  | current record. |
| -2 | rewind to the besinnins of the |
|  | current KRONOS fille (just after the |
|  | last EOF read). |
| -3 | rewind to the besinning of the file |
|  | (eauivalent to REWIND). |

EOFSKIP will normalls return its second arsument as a result. There is one special case: if eafture is 2 and there is no EOF before the EOI, NIL is returned, and the unit pointer is positioned at the EOI.

ECHO will work with EOFSKIF for positive eaf tuea, All lines and end-of-file marks skiffed over are copied to the echo output unit.

In order to produce multi-record files from ALISP, the ability to write end-of-file marks must be available. The furiction eofmark, a SUBR of two arsumentsg will do this. Format is:
(EOFMARK unit eoftype)
where unit is a local file unit numberg and adtyea is either 1 or 2. A 1 causes an EOR to be writteng and a 2 an EOF. In both cases the unit pointer is advanced past the end-op-file mork just writteng and foints at the EOI. EOFMARK returns idet second arsument.

There are some peculiarities to noteg for you fans of the

KRONOS file system. First, an EOR is automatically written before ans EOF, so that the structure of a multi-file file is always hierarchical:

| first | data |
| :--- | :--- | :--- |
| record | EOR |
| second | data |
| record | EOR |
|  | data |
|  | EOR |
|  | data |
|  |  |
|  |  |
|  |  |
|  | datalti-file file |
|  | EOR |
|  | EOF |
|  | etc. |

The orily exception to this rule is at the end of the file, where an EOR mas be followed directiy by an EOI.

Secondy it is basically impossible to write an emfty record (althoush an empty file is possible). Try to put somethins in each record in a multi-record files or an EOFMARK with eaftuee of 1 will write an EOF rather than EOR (don't ask why).

### 15.4 Cbeckeaint Eiles

A checkpoint file is a shapshot of the ALISP system. A checkpoint file can be re-loaded to restart ALISP at the exact point at which the checkpoint file was made, Tupically, checkfoints are used to save the state of an ALISF execution after a larse amount of setup has been done. The checkpoint file saves the cost of the execution of the setur each time ALISP is entered.

Because checkfoirit files are expensive in terms of disk storage, they should be used with restraint. Froduction systems which require substantial setur time and are used by a number of users are the best candidates for checkfointins.

The functions LOAD and SAUE, both SUBR's of one arsument, are used for creatins and loadins ALISF checkpoints. Their format is:

LDAD
(or filename) SAVE
where filenam has the same format as the filenam parameter in the OFEN command (section 15.2.2 above).

SAVE creates a snarshot binary file of the ALISP sustem, and saves it as a fermanerit indirect-access file with name fa. SAVE uses CLOSE to store the fermanent file; see the descriftion of the CLOSE command in 15.2.2 above for alternate user access. fermission mode, etc.

GAVE can be called at any foint in an ALISF prosram. It is a normal function call, and does not interrupt the prosram flow. SAVE returns in as its result.

LOAII loads the check.foint file fo into the ALISP systemy and starts up execution at the point where the SAUE was called. Since LOAD uses the OPEN function to find the fermanent load file, the same conditions of alternate user access and permission apply as for the OPEN functiong see section 15.2.2 above.

LOAD returns NIL as its result, so that a a prosram with an embedded SAVE can determine whether the SAUE just created the checkpoint, or the checkpoint was started up by a LOAII.

A simple example of the use of SAUE and LOAD commands is siven below in Hialosue 15.3.

There are several parameters and buffers which are not saved in a check.foint, or restored on a LOAn. Local file units remain urichansed under a SAVE or LOALI. The input and output buffers also remain unchansed, althoush the buffer pointers (PRINEEG, REALIEEG, etc.) take on values from the loaded file. The parameters involvins CF time, number of BC's, and maximumfield lensth, as well as the control-poirit parametersy are all unchansed by a LOAII.

Checkpoints are a convenient method for saving an entire ALISP system for later restart. Thes are inexpensive in terms of CP time, but take a lot of disk space to save. Nevertheless, there are times when it is worth the added disk expense to save a checkeoint: when it is to be used ofteny or as a safety checkpoint before tryins a tricky and bombable ALISP prosram. For storase of larse prosramsy it is recommended that you use the ALISF filins sustem (see section II, 1) rather than checkpoints.

A checkfoint receives special status when it is called from the ALISF control card with the Ln parameter. In this case' none of the other control card parameters are processed instead, the checkfoint can use the FARAMCP furiction (see section I.1.1.1) to fetch the other farameters, and perform its own control card processins.

Because they are so wasteful of disk spacey checkpoirits, when used in excess, have a tendency to overflow a user's catalos

## ALISF Check.foint Functions

```
    ?(FROGN (FRINT 'FOO)
    ? (FFINT (SAUE (TEMF))
```

1
TEMF
IIONE
IONE

The FROGN function executes a rumber of functions. The first PRINT call prints the atom FOO. The second srint call evaluates the SAUE function, which saves a cows of the ALISP sustem as the overlas file TEMP, and returns the atom TEMP as its value; FFINT outputs this atom. The final call to PRINT outputs the atom mONE and PROGN returns the same atom for its result.

This sisnifies the user does some frocessins.

The LOAD function loads the overlas TEMP and starts executiris at the point where the SAVE call was issued. The second two PRINT statements in the PROGN call are executed. In all respects the ALISP system is now at the same point 35 it was apter the PROGN expression was first executed. The processins done after the PROGN call has dissappeared.

The LOAD function completels
halts the prosram beins
executed when it is called.
Herey the call to cons never
completes; instead, the ALISF
ssstem restarts in the PROGN
function asain.
limits. Irideed, the lowest priority user number class (BL) does not have enoush fermanent file storase space to save an ALISF checkfoint. When there is riot enoush room to store a check.foint, a FIL-ERF is issued. The user must either delete unwanted permanent files with FUFGE (see above) or reauest a user number with a larser fermanent file storase limit.

Eatca


#### Abstract

ALISF will oferate under batch at the Universits Computer Center. This section describes the method for callins ALISF from batehy and some Feculiarities of a batch orisin ALISF job.


### 16.1 Eunains a Batch Job

The comtrol cards needed to run Alisp are:

```
JOENAME.
ACCOUNT....
ATTACH:ALTSF/UN=LISFOOO.
ALISF.
7/8/9 --EOR card
Sata for the ALISF interfreter
(EXIT)
6/7/8/9 -EOI card
```

The ALISF control card can have farameters attached to it; see Afpendix $B$ for the effects of these parameters. There can be other KRONOS control cards before and after the ALISP control card. There is no error exit from the ALISF control card; upon completion of the ALISF prosramy the next KRONOS control card is alwass executed, unless the time limit has been reached. The time limit for the whole job can be set usins the t parameter on the joh card or with the TL Farameter on the ALISP control card. Within ALISF, the time limit can be extended to the user's volidated maximum with the FARAMTL function (section I.14.2).

The 7/8/9 card (multi-punched in the first column) is an end-of-recordy and sisnals the end of the KRONOS control cards. After it comes the data used by the control cards. ALISP always uses one record of data from the batch decky even if the user charises SYSIN so that no data is actually read into the ALISF system from the deck (see below, 15.2). Which record in the deck sets used bu ALISF defends on where the ALISF control card affears. If the AlISF control card is the first control card to use records from the irifut decky then it uses the second record in the deck (the first record after the coritrol cards). If control cards before the ALISF card use records from the deck. (FORTFAN, COMFASSy etc.) y then ALISF will use the one after theirs. Ari example of a multiple deck structure misht be:

```
JOBNAME T T100,CM50000.
ACCOUNT
FOFTRIAN.
ATTACH,ALISF/UN=LISFOOO.
ALISF*
7/8/9
data for FOFTFAN comFiler
7/8/9
data for ALISF interfreter
(EXIT)
6/7/8/9
```

An (EXIT) statement is riormally included as the last statement in an ALISF data recordg but it is not strictls riecessary. If ALISF hits the end-of-record mark on the data from batchy it automatically terminates as if an EXIT had been called. Alsoy an EXIT can be called from ariswhere within a statement beins executed bs the ALISF iriterfretert it will cause an immediate exit from ALISF.

### 16.2 Eile Assigmments and Initial Malues

Local file unit 0 is the joh deck data record on infuty the file DUTFUT (i+e.g the batch printer) on outaut. Initiallyg SYSIN and SYSOUT are both set to 0 , unless the $I$ or 0 oftions are used on the ALISF control card.

The data record evaluated bu ALISP can be printed on the outent device alons with the resslts of the evaluations. This is sone automatically on enterins a batch ALISP joby which sets ECHO to SYSIN: all lines read from the SYSIN unit will be frinted directly on SYSOUT before thes are evaluated. If SYSIN is set to O, then the echo is freceeded by promft characters to distinsuish it from the results of its evaluation. The prompt characters are alwass " $\$ \$ \$ \$ \$ \$ \$ \$ \phi^{\prime \prime}$ the atom FROMFT has no effect under batch. The echo feature can be turned off bs usins the Earameter on the ALISP control card.

The atom FRINEEG is initially set to 1 y rather than 0 as under timesharins. Since the first character of each line outiutted to the printer is interpreted as a carriase-control character (see AFFendix A) settins PRINBEG to 1 causes this first character to alwass be a blanky i.e.g skif to the next line. If you reset PRINEEG to o under batchy then all frinter outrut will lose the first character to carriase control. Dn the other haridy it is sometimes desirable to do your own carriase control (skif to the tof of the fase, etc.), and this can be dorie bs settins FRINREG to o for the carriase control lineg resettins it to 1 for frintins of S-exfressions. The printer carriage-control characters are listed in Apfendix A. Be careful to reset FRINBEG to 0 when outputting to local pile units other than 0 , or thes might not read back in froperly.

Althoush batch arid timesharins prosrams run vers much alike urider ALISF, it is sometimes recessary for a prosram to know if it is ruminims as a batch job or mot. The furiction BATCH, a SUEFi of no arsumentsy can be used. It returns T. if the frosram is running as a batoh job, NIL if it has a time-sharins orisin.

Interrupts are of course imactive urider batich. The furiction BREAK and the switch INTFFLG are still availabley but have little use in the batch enviromment, and should not be called.

Checkpoints are a siisht problem in batch mode, since they can be created from either batch or time-sharins jobs. If a checkfoint created bs a time-shariris ALISF job is loaded irito ALISF runrins under batch, all the batch feculiarities described so far in this section will afFly to the checkfoint system. Femember, howevery that the checkfoint loads its own values of FRINBEG arid ECHO, and the batch joh may have to reset these to contiriue comfortabls. The function BATCH described above comes in harisy here. The followins exfression is an example of an overlas creation which will load differently (and correctis) for batich and timesharins jobs:

```
(FROGN (SAUE 'MYLOAII)
    (CONL ((BATCH) (SETQ PFINBEG 1 ECHO O))
                                    (T (SETG FFIINBEG O ECHO NIL))))
```

II Chafter 1<br>ALISE Eiling Sustem


#### Abstract

The filins system, written in the ALISP lansuase usiris the file primitivesy frovides an effective and fainless means for creatins, documentinsy maintaininsy modifyinsy inputtins and outputtins larse numbers of ALISF S-expressions. It is recommended that both the rovice and exferienced LISPer use this system for maintainins larse ALISP prosrams consistins of mans furictions and Flist assismments.


### 1.1 General Descrietian

The filins sustem uses indirect-access permanent files to store sroups of S-exfressions. Tine onls limit to the number of separate files that can be maintained is the user's maximum file limit. Each file is giver, aser-specified name by which it is called from ALISF'; this name is also the permanent file name in the user's catalos. Each file can have an unlimited number of S-exfressions in it (as lons as the user's KRONOS file limits aren't exceededy of course). In additiony each file can coritain documentation for evers S-exfression in ity as well as information resardins formattins of the file for printins, compiler declarations and other subsidiary niceties.

The filins sustem operates completely from within ALISF, Ho not attempt to create files outside of ALISF to be used bs the ALISF filins sustem, as thes will not work. Within ALISF, however, you can, for exampleg define a function, output it to a file, modify it, update the file, re-input the function, etc. A typical session misht look like the one in dialosue 1.1 below.

In this session, the user defined the function FACT, and initialized an ALISP file called MYFNS usins the punction INITFILE, Then FACT was output to the file MYFNS, and the LISTFILE function revealed that MYFNS did actually contain FACT. The user then did some editins, and re-output FACT; the new version replaced the old in MYFNS. Then he set FACT to NIL, erasins the function definitions the function INPUT retrieved FACT from the file MYFNS, where it was safely stored. The user then verified that FACT contained its old function definition.

This sample session did not exhaust by ans meens the abilities of the filins system, but it showed by far the most

```
    ?(IEE FACT (X) (CONLI ((ZEFOF X)I)
    ?(T(TIMES X(FACT (SUE1 X)))))))
FACT
```

    ?(INITFILE MYFNS)
    MYFNS
? (OUTFUT MYFNS (FACT))
(FACT)
? (LISTFILE MYFNS)
(FACT)
? (EIIT FACT)
-
$\because$
ND EIIT
? (OUTFUT MYFNS (FACT))
? (SETG FACT NIL)
NIL.
?(INFUT MYFNS (FACT))
(FACT)
? (FNTYFE FACT)
LAMBNA

The user defines the recursive factorial furiction.

A riew Alysf fermanent file is created with the filins system furiction INITFILE. This file is initially empty.

The user now outfuts the function definition to the file MYFNS bs usins the filins furiction OUTFUT. The furiction LISTFILE verifies that the file actually contains the function definition that was outplut.

The user now chanses the furiction definition of FACT with the editor. The new version of FACT is re-stored in MYFNS with the OUTPUT function. The new definition replaces the old one.

The user forsets he has defined FACT and sets its value to NIL, erasins the function definition. All is not lost, howevery he simply infuts FACT from the file MYFNS with the filins sustem

Fractical and tspical use: definiris a function in ALISP and savins it in a fermanerit file for later use.

By convention, files created usins INITFILE for the storase of S-expressions are called ALISF files. Throushout this chaptery "file" will mean an ALISP file so created and used. Althoush ALISF files are KRONOS text files, they have a very restricted format. Hence it is usually not profitable to list them on the terminal, or use the KRONOS text editor on them (ALISF files mas be listed from ALISF with the function GRINI, and edited with EIITFILE or OUTFUT).

### 1.2 Eile Eormat

ALISP files are intended to be convenient depositories for irformation created durins an ALISP run. Since most of the usefil iriformation is stored on the value or elist of atoms (e.s., punction definitions), this is what ALISP files contain: a set of atoms, alons with their values and property lists. Each atom and its associated information is called an entry in the file.

Functions exist for transferrins entries from ALISF to a file, from a file to ALISP, or from one file to another. Since a file (or ALISF) can contain a sreat number of atoms, and usually only a subset is to be transferred, an entrylist is commoniy used in the filins functions. In its simplest form, the entrylist is simply a list of literal atoms:
(FOO BAR ......)
For example, in lialosue 1.1, the entrylist (FACT) was used to specifs the sinsle atom FACT on infut and output.

On rare occasions a more complicated entrylist allows the user to specify only the value or plist of an atom:
(FOO (EAR VALUE)(FACT PLIST) .....)
Here the value of BAR and flist of FACT are indicated (note that the default is to consider both as for $F O O$ ).

Some functions interfret an empty or atomic entrylist as mearins "all entries", e.s." INFUT will infut the whole file. Descriptions of individual functions will indicate actions for special values of entrylist.


Sirice all the file furictions are defined as FLAMBNA'sg all arsumerits are unevaluated. Use (INFUT MYFNS (FOD BAR)) rather than (INFUT 'MYFNS '(FOO EAR)).

### 1.3.1 Initialization

Before ALISF atoms can be outrut to a fileg the file must have been created with INITFILE. Once createdy an ALISF file exists as a fermanent file until it is destrosed (usually bu a KRONOS FURGE command).

Initialization ereates an empts ALISP file as an indirect-access Fermanent file, destrosins ans fermanent file with the same name in the user's catalos cor alternate catalos, if one is specified in filenam). The name used bs the ALISF filins functions and the name in the user's catalos are the same.

The function call format for initialization is:
(INITFILE filenam)

If fileaam is atomicg then INITFILE initializes the file with name fileaam in the user's catalosj this file need not have already been fresent as a fermanent file, If fileaam is not atomicy then INITFILE will attemft to iritialize ari ALISP file in ari alternate user's catalos. The format and restrictions on fileaam in this case are the same as those for the CLOSE function (section I.15).

### 1.3.2 Irifuty Output and Updatins

These are the most-used filins functions. Thes affect onls the value and filist attributes of entries. With themy the user
can output S-expressions to an ALISF filey input S-expressions from a file to the ALISF sustem, purse file entries, and transfer entries from one ALISF file to another.

The standard format for these furictions is:
(filefr filenam entrylist)
where eatrylist is as defined in section 1.2 above, and filenam is a file name. If an alternate user number is specified in filenam, then it must conform to OFEN specifications for INFUT, and CLOSE sfecifications for the other functions (see section I.15).

INFUT
This function infuts entries from an ALISP file into the ALISF sustem. If entrylist is not atomic, then only those entries or farts of entries specified by eatrylist are input.

If entrylist is atomic or omitted entirely (only one arsument to INFUT), then all entries will be input from the file.

INPUT returns a list of those entries for which it infut either a flist or a value.

OUTPUT
This function outputs entry attributes to an ALISF file from the ALISF system. Oris those eritries specified bs entrylist are output; an atomic entrulist does nothins. The entry name must have either a value (not be ILLEGAL) or a non-NIL filist in the ALISP sustem in order for these attributes to be output.

If an entry in eatrylist is in the output file, the new attributes realace the old ones. If it is not, a new entry is created at the end of the file and the attributes placed there, DUTPUT thus does not chanse the order of alreads-present entries in filename. OUTPUT returns a list of those entries into which it outrut either a plist or value attribute.

The two functions INFUT and OUTPUT are the most important and usefiul members of the filins system. In seneral, thes are very friendly -- they frotect the user from his mistakes, and need vers little thousht to be used correctis. Some examples of these two functions are siven in nialosue 1,2 below.

OUTPUTA

Mialosiue 1.2
The INFUT and OUTFUT Functions

```
    ?(DE FOO (X) X)
FOO
    ?(FLIST 'BAR ((MOD MAR))
\begin{tabular}{ll} 
(MOO MAR) & \begin{tabular}{l} 
The user defines FOO as a \\
function, and puts somethins \\
on the plist of BAR,
\end{tabular}
\end{tabular}
?(INITFILE MYFILE)
MYFILE
    ?(OUTPUT MYFILE (FOD BAR))
(FOO BAR) The user initializes an ALISP
                                    file with the name MYFILE,
                                    then outputs the attributes of
                                    FOO and BAR to this file.
                                    Note that the file now
                                    contains the value (function
                                    definition) of FOO and the
                                    plist of BAR, since these were
                                    the onls attributes defined
                                    for these two atoms in ALISP.
    ?(DE BAR (X) (CONS X NIL))
GAR BAR now has a function,
                                    non-empty plist.
    ?(INPUT MYFILE (BAR))
(BAR)
    ?EAR
(LAMBNA (X) (CONS X NIL))
    ?(INPUT MYFILE ((EAR VALUE)))
NIL.
                                    The user now infuts the entrs
                                    BAR from the file MYFILE,
                                    expectinis to replace the value
                                    of GAR with its value on the
                                    file. Howevery no value
                                    attribute for BAR was output
                                    to MYFILE: INFUT finds the
                                    plist attribute and inputs
                                    that,g but the value of BAR
                                    remains the same. Note that
                                    when the user tries to input
                                    the value attribute of GAR
                                    from MYFILE, INFUT returns NIL
                                    as a result and does nothins.
    ?(FEMOE 'FOO)
FOO
```

The user removes the value of FOO with the function REMOE. Since FOO row has reither a value nor a nori-emftef flist, QUTFUT caninot send anisthins to MYFILEy and returris a NIL result. The entry FOO of MYFILE remains unaffected.
?(INFUT MYFILE (FOO))
(FOO)
?FOO
(LAMBDA (X) X)
?(PLIST 'FOO)
NIL
INFUT restores the value of FOD that was orisinally sent to the file MYFILE. Note that the plist of FOO remains unaffected. because it was not output to MYFILE.

This function is essentially the same as the OUTFUT functiong except that it affects the order of entries in a file.
entrylist should be non-atomic. The first entry in eotrslist is the entry after which all of the other entries in eatrslist will be outfut; this first entry is not itself output to the file. If it does not exist as an entry in the filey then everythins is added at the end of the file.

The rest of the entries on eatnslist are output as in the DUTPUT function. If thes have either a value or non-NIL plisty then thes are output after the first entry on eatrslisty and ans durlicate entries are deleted from the file. If thes do not have a value or non-NIL filist, then thes are not outfut; and the entrs on the file is not affected.

FUFGFILE
This function furses attributes and entries from an ALISF file. If entrulist is atomicy no action is taken; use INITFILE to comfletely erase all entries in an ALISF file.

If, thru pursinsy both the value and plist attributes of an entrs are deleted, then the whole entry is deleted. An entry must have either a value or Flist attribute to remain in the file. PURGFILE
returns a list of all entries from which it has deleted at least orie attribute.

## COFYFILE

This furiction cofies entries and attributes from one ALISF file to another. It has a third arsument:
(COFYFILE filenami entrylist filenam2)
Eritries are cofied from fileaami to filemam2; oris complete eritries car be cofied, so sfecifyiris PLIST or UALUE attributes within entrylist will have no effect. An eritry in ewtnslisty if it afoears in filenamp is first deleted from fileaam if it is fresent therey and then cofied from filenami onto the end of fileaam2. If an entry is entrylist does not appear in fileaami no deletion or copsing to fileaam2 occurs. filemami alwass remains unchansed, COFYFILE returns a list of entries actaslly cofied. If entrulist is atomicy all eritries from filemami are cofied.

### 1.3.3 Frintiris and Listiris

At some foint it is desirable to know what the conterits of ari ALISF file actually are. LISTFILE retrieves eritrs names from a fileg while GRINII pretts-frints value and Flist attributes.

## LISTFILE

This furiction has the standard format:
(LISTFILE filenam entrylist)
fileaam can either be atomicy in which case it sfecifies an ALISF file in the user's catalosi or ronnatomic, in which case it has the same format and restrictions as the arsument to OFEN in Chafter 1.15.

If entrulist is atomic or omittedy all eritry names in fileaam will be returred. Dtherwise, LISTFILE returns only entry rames in entsylist which are found in filenam, If a FLIST or VALUE attribute is specified in entrylist, then the correspondins entry in fileaam will be returned only if it has that attribute. The value of LISTFILE is a list of entry riames fourid.

Some examples of the function LISTFILE will be found in Mialosue 1.3 below.

GRINI

Mialostue 1.3
The Filins Furiction LISTFILE


This most useful function displays the entries in a file, in a fretty-frint format (see section II. 2).

The format for the GFINN furiction is:
〈GRIND filenam entrylist -options-)
where filemam is the riame of an ALISF fileg and eatrylist is an entrylist for that filej an atomic eatrylist indicates all eritries in the file.

GFIND will pretty-frint all specified entries in the file on the terminal. Drtions can specify printins to a filey sivins a cross-referencey and several other useful features. Drtions can appear in ans order. Their effect is as follows:

1. SNUM

> specifies frinting widthy should be between 50 and 136 . Default is value of PRINENA for frintins on the terminalg and 110 for the

> batch Fririter.
2. atom FRINTER
specifies a format suitable for printins from the batch erintery with a blank first column for carriase control. Useful when GRIND'ins to a file for later priritins on the batch printer This oftion is selected automatically if ALISF is runnins as a batch job.
3. atom IISFOSE

> sfecifies a dispose to the batch printer. The outfut of the GRINn is saved on a special local file which is dumped to the batch frinter at the end of the ALISP rum (see section I. $5.1,4$ ). Automatically selects the FRINTER oftion.
4. atom XREF

Froduces a cross-reference of function calls and variable usase at the end of the listins.
5. atom ALFHA
the outfut is alphabetized bs entry name. This oftion can be expensive unless the ALISF file is short or is in nearly alphabetic order.
6. anything else

$$
\begin{aligned}
& \text { sfecifies a fermanent file name to receive } \\
& \text { the output of the GFIND, This file mas then } \\
& \text { be listed usims KRONOS commandsy but note } \\
& \text { that it is bot an ALISF filey and cannot be } \\
& \text { read back in correctly bs. INFUT. }
\end{aligned}
$$

### 1.3.4 Inocumentation and Formattins

nocumentation consists of addins comments to eritries within a file. Formattins specifies certain types of control to be used when frintins an ALISF file with GRIND; at eresent the only formattins control is sasins. Eoth of these functions only affect the frintins of files, when the GRIND function is used. Thes have the common format:

COMMENT
(or
filenam entrylist)
FAGEFILE

## COMMENT

Comments can be associated with each entry in a file. The comment is for the entry as a whale; GRINL will first frint the entry name, then any comment lines associated with it, then the value and plist attributes. COMMENT is the onls was to add comments to a file.

Comments reside strictls on the file. INFUT does oot infut comments. Most other filins furictions do what one would expect, e.s. OUTFUT does not destroy comments if it updates ari entry; COPYFILE cories comments; etc. The only exception is OUTPUTA, which does destroy the comments of ans entries on its entrylist. The only way to frint comments is with GRINH.

This furction adds comments to entries within an ALISP file. If eatrylist is atomic, comments are added to all entries in filenam. Comments must be added by the user from the terminal. COMMENT will print the name of an entry to be commented on the terminal, followed bs the frompt "t". The user types in as many lines as desired, at least one character per line, until he wishes to end commentins of the enitry; he then types an empty line (CR immediately after the " $t$ " prompt), which ends the comment field. COMMENT then Frints the next entry to be commented, followed by the "+" \&rompt, etc., until all specified entries have been commented.

If an entry sfecified by entrylist is already commented, an interactive editins mode is entered, where individual lines of the orisinal comment attribute can be deleted or realaced or added to.

When COMMENT encounters ari entry which is already commented, it eririts (on the terminal) the first line of the commerit, and reauests input with a colon character frompt. At this point the user has two oftions. If he presses CR without typins anythins, the Fririted comment line is accepted as part of the new comment attribute, and the next line of the comment is pririted. The user can keep hittins CR and acceptins comment lines until he finds a line he wishes to edit, or until the comments have been completely pririted out.

If the user wishes to edit a line, he can type in an editins command after the line is printed. The command format is:
where $: ~ i s$ a ore-letter editiris commaridy and $n$ is an oftional base 10 fositive iriteser (the spaces between the command and a are also optional). The effect of this command is as follows:

A - - add lines after
If the a Farameter is present, this command isnores it. The A command requests lines to be added after the command line just Frintedy the fromft character $+i s$ used. The user can tyfe in as many lines as he desires; when he wishes to stofy he should tyre a CF without typins ans characters oni a line (a rull lirie). After the lines are addedy the rest of the commerit is edited as usual.

E -..- add lires before
If the $a$ farameter is presenty this command isnores it. Frocessins is the same $3 s$ for the $A$ commandy exceft lines are added before the comment line just printed. Note that both the $A$ and $B$ commarids accept the Frinted line into the new comment attribute.

II - -... delete Iimes
If the a parameter is absent or not a Fositive SNUM, the comment line just frinted is deleted from the riew comment attribute.

If $a$ is a sositive SNUM, theri a consecutive lines, starting with the one just printedy are deleted (and erinted on the terminal). If $n$ is larser than the number of liries left in the old comment atiributeg then all lines startirs from the printed line are deleted.

If there are aris lines left in the old comment attribute after the delete commarid is executed, Frocessins continues ori the line after the last deleted line.

E -- end editirıs
If the a Farameter is siveny it is isnored. This command ends all furtiner editiris of the comment attribute. All old comment lines, startins from the one curreritly beins edited, are added to the rew commerit.

R -- reflace lines

If the $a$ farameter is absent or not a positive SNUM, oris the line just printed is reflaced. Elsey $a$ liries startins from the pririted liries are reflacedi if a is sreater than the rumber of liries in the old comment attribute after the printed lineg all these lires are replaced.

The $k$ command is the same as the $n$ command followed by the B command.

S -- skif lines in comment

If the $a$ farameter is abserit or not a Fositive SNUM, ther all lines of the old comment attribute, starting with the printed line, are added into the new comment.

If a is a Fositive SNUM, then a comment linesy includins the one just frintedy are skipaed over and added to the new comment attribute.

If there are ans lines left in the old comment, editins continues.

Unless an E commarid has been siven, COMMENT alwass makes a final infut request when editins of the old comment attribute is finished. The infut reauest is made with the prompt character ty and can be ended with a mull line. After this final infut reauesty frocessins of the comment entry is finished.

## FAGEFILE

This furiction causes fase markers to be inserted in the file, so that a pase eject occurs when usins GKINI. A Fase eject skips to the tof of the next pase on the line frintery and skifs 5 blank. lines on the terminal.

The format for FAGEFILE is:
(PAGEFILE filenam entrylist)
A Fase marker is iriserted befane each entrs on entrslisty if entrylist is atomicy all entries are so marted.

In order to delete fase markersy it is necessary to use the function DECFILE, described in the next section.

### 1.4 Declarations

Besides property list, value, and comment attributes, an entry in a file can have a declarations list. This list holds awilliary information used bs various functions such as GRINN and the compiler. Currentis, the chief use of the declarations list is for pase markers (see frevious section) and compiler declarations for free variables and function linkase.

The declarations list can be manifulated explicitly with the Punction DECFILE:
(IECFILE filenam entrylist)
The rame of each entry in entrslist will be printed, followed bs its declarations list (if empty, the declarations list will fririt as NIL). Newt an asterisk prompt will be frinted, and the user can tupe in a new declarations list (includins NIL). The declarations list will be reflaced on the file. JECFILE then frocesses the next entry in the same way, until all entries in eatrylist have been found. An atomic entrslist causes all entries to be processed.

There are two special atoms which can be typed instead of a new declarations list.

> 1. EDIT

The ALISF editor is called on the declarations list. Editor command can be used to alter the list. When the editor is exited, the altered list becomes the declarations list on the file.
2. STOP

Causes INECFILE to stof processins entries and exit. Useful if an atomic entrylist was used, and the file is larse.

In order to use DECFILE, one must know what the format of declarations list elemerits is. Compiler declarations are described in the chafter on the compiler (II.4). The pase marker is the atom FAGE affearins answhere in the list. Pase markers can be deleted bs deletins this atom.

## II Chapter 2

ALISE EEEIIY-EEINI

```
Orie of the sreatest boons to the LISF user is a soon Fretty-frimt frosram. Fretts-arintins means that an S-exfressiomy instead of heins printed as a lineary Farenthesized structure (as one would input it), has line-feeds arid spaces inserted so that it fririts as a hlock structure.
```


## 2. 1 Jescrietion of tbe Erettu-Enint Alaomitam

The difference in readabilits from linear to block structure can be seen in the followins examfley utilizins the familiar recursive factorial furiction:

(LAMBDA (X) (CONI ((ZEFOF X) 1) (T (TIMES X (FACT (SUB1<br>X) ) ) ) )

(LAMBDA. (X)
(CONI ( (ZEROF X) 1)
(T (TIMES X (FACT (SUB1 X))))))
The first exfression above is tyrical frint-out from PRINT the second is the fretts-frint form of the same exfression. Note that ity too, is a valid S-ewpressiong and could be read back. in correctly, simee onils CF's and spaces have been inserted to reformat it.

The task of Frosramming an efficient and readable Fretty-frinter is rot trivial. The alsorithm used for the ALISF pretty-printer does a modifiedy truricated look-ahead down the list structure heins eretty-printed at each frint decision point. The time taken for erettsmarint is less than a cuadratic function of the siae of the list, but frobabls sreater than linear. A
larse list which pretty-mpints in about 30 lines takes around 5 secorios of CF time.

Fretts-printins is most useful for furiction definitions (lambda-expressions), but it can be used with ans tupe of s-expression. The basic action of the frinter can be explairied in terms of three formats: lineary ofen, and miser.

Linear format is used when a list can fit completely on a line. This is the same format used by the FFINT function:
(T (TIMES X (FACT (SUB1 X))))
Open format is used when there is not sufficient room left on a line to frint the complete list, but the list is not overly lons:
(CONI ( $Z$ EROF X) 1 )
(T (TIMES X (FACT (SUB1 X)))))
Oren format frints the first element of the list followed bs the second element on the same line, and succeedins elements inderited on successive lines, as above.

Miser format is used when sface is very tisht, and a lons list must be frinted. Each element is frinted on a new line, elements after the first beins indented by one sface:

```
(COND
    ((ZEROF X) 1)
    (T (TIMES X (FACT (SURI X)))))
```

In the order in which thes have been fresented, each successive format uses more vertical limes ( 1,2 , and 3 , respectively) and less Fase width (50, 36, and 31, respectively). In seneral, pretty-printer tries to frimt s-expressions in as few vertical lines as possibley so it is biased towards usins linear and open format. Dveruse of ofen format will sauash a lons list asainst the risht hand marsing too much miser format sacrifices readability. I have a truncated look-ahead that makes a decision between these two based on a number of parameters; it works at least acceptably.

In adoitiong special formats are used for some furictions such as LAMBDA, FROGy SETQ, and others. The furiction RUOTE is coriverted into the macro character '. Sometime in the future, a macro format facility will be incorforated that will enable the user to define his own formats for sfecial handins of specified list structures.

The pretts-arint prosram is a srous of ALISF functions contained on the indirect-access ALISF file FRINFNS in the ALISF librars. Thes are loaded with the initial ALISF system. Eoth the filins furiction (in particular, GRIND) and the editins Fackase (FF command) make use of the pretty-print functions.

FFFiNT is msed for Frettsmarintiris 1 ambda-expressioris. It is a FLAMBNA of orie arsumerity the rame of the furiction to be frinted. To frint the furiction FACT, for example, use:
(FFFINT FACT)
FFFINT will return NIL if its arsumerit does not have a valid lambda-e久fression in its valme cell. FFFINT normally returns the name of the furiction it frettu-pririted.

FPRINE is used to fretty-frint S-ewpressions in seneral, It is a LAMBIA expression of one arsument. To prettsmprint the value of $F O O$, for exambley use:
(F'FRINE FOO)

## II Chapter 3

## alise EuIIING

The ALISF editins packase is powerful means for chansins the structure of s-expressions in the ALISF system. The editor is written as a sroup of ALISF functions, which are in the file EUITFNS on the ALISP library. The editor is automatically loaded with the iritial ALISF system. Orie command, FF, uses the pretts-print packase (section II.2).

A list editor takes some settins used tog but once learned, the ALISF editor is one of the most valuable tools in the ALISF sustem for modifuins larse prosrams. The followins sections explain how to call the editory kes editins concerts, and the command repertoire for the ALISF editor.

### 3.1 Callins the Editor

There is only one function call for editins: EIIT, a LAMBMA expression of one arsument. EIIT will only work on non-atomic arsuments.

To edit a function definition, use:
(EIITT FNNAME)
where FNNAME is the name of the function. Since function definitions are contained in the value calls of atoms, EliIT sets the value of FNNAME, that is, its lambda-exfression function definition. This is the most common EIIT call.

To edit a plist (in this case, the plist of Foo), use:

## (EIIT (FLIST 'FOO))

Orice the EnIT function has been called, it responds by printirs the editins prompt character ": " and waitins for infut from the terminal. The user then tyfes editins commands, as manus fer line as he wishes (or can fit), which the editor interfretes and afflies to its arsument. The editiris is ended with the command ENM, at which point the furiction EDIT exits with value ENI/ EDIT. All chanses made to the edited list are permanerit, that isy thes retain their effects after the exit from EIIT. A sample session is siven below in nialosue 3.1.

Iialosue 3.1
A Sample Editins Session


Note that the editor does not print a response to evers command it is siven. At the end of the edit, the messase "ENH EHIT' is printed.

Errors can occur on certain editing commands. If this hamens, an error messase is frimited, the rest of the infut line is cleared, and the editor asks for more infut. No cause for alarm.

### 3.2 Editios Conceets

The editor looks at only one list at a time. At ans siven moment, the list the editor is lookins at is called the current level (CL). When the editor is first entered, the CL is set to its arsument. The editor is able to desend from the CL bu makins non-atomic elements of the CL into a new CL; and ascend from the CL. (if it is not alreads at the tof) bs reversins this process (see 3.3 .2 below).

The elements of the CL are referred to in editins commands bu rumber, j.e., the first element is 1 , the second 2 , etc. Some commands allow a reverse sfecification: -1 is the last element, -2 the second from last, etc. If an attempt is made to reference a ron-ewistant elemerit (e.s., 10 on a five element list), then a bounas error will be siven. The last chf element of a list cari be accessed bs usins an asterisk. In fisure 3.1 some illustrations of the element numberins sustemfor the $C L$ are siver.

The CL must alwass be a list, with at least one element. An attemet to make an atom the CL will result in an ATOMIC SUELIST errory since the CL. must alwass be a list. If the CL is a seneral S-expression rather thar a true list, there is no problemg since an asterisk can be used to reference the firial CIIF. It mas be wifed out by certain commands, such as addins elemerits to the end of the CL.

The CL corresfonds to file fointers in a text-oriented editor. Instead of movins back and forth alons text irl a sequential file, howevery the CL, as the center of the editor's attention, moves us and down throush levels of a list. A normal seauence of list editins is to fird the risht CL, replace an element of the CL, ano so back to the orisinal level.

The CL is really the onls concept needed to start usins the editor.

### 3.2.1 Editor Values

Note - this section is for somhisticated users of the editorg it may be skiffed by those just learrins to use the editor.

Within the editory it is convenient to have a mearis for referins to different farts of the CL, or to other lists defined within an edit. The editor uses a convention for this purfose. The $\$$ character, wherever it apfears in ari editor command, refers to the editor value of the expresison immediately followins it. The followins are pre-set editor values:
$\$ r_{1}-$ element of a list
a is an inteser. If positive, this is the ath

Fisture 3.1
The Cl. arid its Elemerites

element of the listy if nesativeg the ath element from the hottom of the list. This value is actually a sinslewlevel cofs of the specified elementy so it can be usedy for exampley in a reflace or add commandy without fear of creatins a circular list structure.
\$STF -- extracted list
This is a cofy of the list extracted by the extract command. If rone has been extracted. \$STR has value NIL.
\$\% --- set value
x must be an nslitaty but not STF. . Value is the ewfression \& has been set to usins the SET editor command (see below, section 3.3.6).

The editor values are vers hands when doins extractions or multifle reflacements of the same listy or when used in coniunction with the search commands. Examples of their use will be siven with individual editor command descriptions. Note that, within the editor; the $\$$ macro has been re-sefined to gield editor values, rather than doins an immediate evaluation.

### 3.2.2 Command Format

There are two basic tofes of command formats:

1. com
2. (com arst ars2 . . arsm)
where com is a one-to-four-letter commande and ars thru ansn are arsuments to the command. The form (com) with ro arsumentsy is equivalent to the first format above. Some commands can be used
with either format, while some take just one or the other. Extra arsuments to a command are alwass isnored; too few will cause an error. If the editor cannot recosrize a command, it will sive an error.

Editor values ( $\$$ ) can be used at ans foint within a command format, or at ans level within an arsument. Thes are translated directily bron infut into their actual values sexceft for the searchins commands, which hold back assisnment of some editor values until thes complete a successful matchi see 3.4 below).

### 3.3 Editor Commands

This section sives a complete descriftion of all the editor commands, tosether with examples of their use. The recursive factorial function FACT defined earlier in the manual (see section II.2) is the frincifal list used in these examples.

### 3.3.1 Frintins and Listins

One of the first reauirements of editins is that sou know what sou are editins. Two commands, $F$ and FF, enable all or parts of the CL to be displased at the terminal.

F -- print elements
The $F$ command erints and numbers elements of the
CL. It uses the function HAL.FFRI for forintins, so that only the first four atoms of lons elements are frinted. Roth command formats can be.used. The first format causes all elements of the $C L$ to be printed. If the second format is used, ars thru arsir must be intesers specifsins elements of the $C L$ to be printed. Nesative intesers can be used.

FF -- pretty-print elements
The FF command pretty-frints the CL or elements of the CL. If the first format is used, the entire CL is pretty-printed. If the second format is used, ars thru arsn must be intesers specifyins elements of the CL to be fretty-printed (nesative intesers are ok); elements are numbered and pretts-pririted.

Examples of the printins commands are siven in Dialosue 3.2 below.

### 3.3.2 Traversins List Structures

It is often desirable to chanse the CL, in order to get the editor closer to a particular structure that must be operated on The list traversins commands 19 GO, RET, $U$, and TOF provide arn easy facility for soins down and forfins back up thru list

## Inialostie 3.2

The Listiris Commands $F$ and $P F$.

```
        ?(ENTT FACT)
; F'
1 LAMEIA
2 (X)
3 (COND ((ZEFOF X) 1) ... )
: (F' 2 1)
2 (X)
1 (LAMBIIA)
#FF
(LAMEMA (X)
    (CONII ((ZEFOF' X) 1)
                            (T (TIMES X (FACT (SUB1 X))))))
```

| $:(F F-2)$ | Here the nesative ele- |
| :--- | :--- |
| $2(X)$ | ment specification was |
| $\vdots$ | used to fretty-frint |
|  | the secondelement from |

levels.
[ - - set CL to ath element
a is an inteser, either positive or nesative, specifyins the element of the CL which is to become the new CL. The element must be non-atomic or an error is issued.

U -- set CL uf levels
The $U$ command backs the $C L$ uf to a previous level after the a command has been used. With no arsuments, it backs up one level; with one arsument, a positive inteser, it backs fif the rumber of levels specified by that inteser. If you attempt to back ur fast the tof level of the edited list, an error will be issuedy and nothins done.

TOF -- set CL to top level
Sets the CL to the tof level first used as CL when the edit was entered. Used with no arsuments.

GO -- set level marker
The Go commarid sets a level marker that can be returned to with a FET commarid. GO saves the CL so that maris list traversal commarids can be used without Keepiris track of them FET alwass returris the CL to its value at the last go. GO commands can be nested. Used with no arsuments (first format).

FET - - return to level marker
The RET command returns the CL. to the first value when the last $G 0$ was called. If no $G 0$ had been called, an error messase is frinted. Loins a RET wifes out the Jast GO marker. Used with ro arguments.

Examples of these commands will be found below in Inalosue $3 \cdot 3$.

### 3.3.3 Element Marifulation

These commands actually chanse list structure. Elements of the CL can be replaced or removed, and riew elements can be added.
a - - reflisce element
o must be a positive or resative inteser sFecifuins the elemerit to be reflaced. Orily the secorid rommand format mas be used. ansi thru ansn are elements which will be substituted for the sfecified element. At least one arsument must be fresent.

II -- delete elements
Orily the secorid format is allowed for the II commarid. arsi thru arsn are intesers specifyirs elements to be deleted, in aris order (nesative intesers are ok.). At least one argument must be present. Inplicate arsuments are eliminated. Note well: the final element of a list cariot be removedy that isy the In command earimot delete all elements from the $C L$. If this is attemmtedy an error will be issued.

A - - ado elements
Onls the second format is allowed for the A command. arsi must be a fositive or nesative inteser sfecifuins an element after which additional elements are to be added. If ansl is zeroy elemerits are added before the first element. ans? thru ansn are the elfuents to be added.

Note that all of these commariss cari charise the number of elements within the CLy and this affects the operation of subsequent commarids. If sou are rot sure of element numberins after one of the ahove commandsy do a F command to print out all the elements of the CL, or a (F - C ) to print out the last element arid thus firid the rumber of elements in the CL. Examples of the element manifulation commands will be found in fialosue 3.4
? (EnIT FACT)
:3 F
1 CONA
2 ( ZEROF $X$ ) 1 )
3 (T (TIMES X (FACT ... )))
:-1 F'
1 T
2 (TIMES X (FACT (SUB1 ...)) )
: U (F 1)
1 COND
:G0 32 F
1 TIMES
$2 \times$
3 (FACT (SUB1 X))

FET ( $F$ 1)
1 CONA

The command 3 causes the CL to become the third element of the old CL, i.e., the CONI form of the FACT function (refer back to fialosue 3.2, and riote that the $F$ command reveals the CONA form as the third element). Now the editor is acting on the CONI form, so that the $F$ command rrints the elements of this form.

The command - 1 causes the CL to become the first element from the end of the old CL, i.e., element 3 , the second arsument to the COND furiction.

The $U$ command causes the CL to move back. uf one level, undoins the effect of the -1 command. Now the CL is the COND form asain.

The GO command saves the CL for later recall by the RET command. The 3 and 2 commands traverse down the coNn form, finally endins up by makins the CL be the TIMES list.

The RET command causes the CL to be reset to the list which was the CL when the last GO command was executed. The CL is back at the CONII form asain.

```
#TOF (F 1 2)
1. LAMBMA
2 (X)
#END
ENLI EOIT
?
```

The TOP command sets the CL back to the orisinal CL when the editor was entered. i.e., the LAMBNA form.
below.

### 3.3.4 Level Manifulation

At times it is desirable to charse the level fosition of an elemerit, either to make it a sub-element, or to make its sum-elements irito CL elements. Takey for exampleg the list:
(TIMES (X FACT \{SUE1 X))))

There is an extra set of Farentheses after the atom TIMES. What should be done is the elements of the list ( $X$ (FACT (SUB1 $X$ ))) should be made elements of the list (TIMES . . .) that isy thes sould be moved uf one level. This can be accomflished with the 0 commarid.

Similarlsy it is often riecessary to convert elements to sub-elements, for examfle in the list:
(FACT SUBI X)

What should be dorie here is combine the elements SUBi and $x$ into a simsle elementy (FACT (SUBI X)). This can be accomplished with the $C$ command. In combinationy the 0 and $C$ commands can effect any arbitrary level marifulations reauired.

```
0 -- owen elements into CL
The 0 command takes sub-elements of specified elements of the CL and moves them uf as elements of CL. Essentiallsy it removes a set of Farentheses from seecified elements. Oris the second command format can be used. arsi thru arsm are fositive or nesative intesers sfecifyins elements to be ofened, in aris orier, Luplicate arsuments are isnored. All specified el.ements must be nori-atomic.
```

C -- close elemerts in CL
The C commariof combiries orie or several elemerts from CL into a sinsle element of CL. It takes two arsumentsy both fositive or nesative intesers. ansi sfecifies the first element to be included, ans2 the lasti obviouslsg arsi must sfecifs an element before

## Element Marifulation Commands

```
? (EIIT FACT)
\(: 332 \mathrm{~F}\)
1 TIMES
\(2 \times\)
3 (FACT (SUE1 X))
: (1 FLUS) (F 1)
1 FLUS
: (-1 \(Y\) (Z) ) \(F^{\prime}\)
1 FLUS
\(2 \times\)
\(3 Y\)
4 (Z)
: (113-1) \(F\)
1 F•LUS
\(2 \times\)
: (A 2 (FACT (SUE1 X)) Y) F'
1 FILUS
\(2 \times\)
3 (FACT (SUB1 X))
4 Y
: (1 TIMES) ( 1 -1) \(\mathrm{F} \cdot \mathrm{F}\)
(TIMES X (FACT (SUEA X)))
:
```

The three commarids 33 2 take the CL down to the level of the TIMES furiction.

The first command here chanses element 1 from TIMES to FLUUS.

The -1 command reflaces the last element of the CL with twa elements, $Y$ arid $(Z)$. Thus the lerigth of the CL has been exparided from three to four.

The II command deletes the third and fourti elements from the CL .

The A commarid adds, after element 2 of the CL, the two additiorial S-expressioris
(FACT (SUBI X)) and $Y$. Asainy the lensth of the CL has been charised.

The 1 command reflaces the first element with TIMES, and the II com. mand deletes the last element. Now the orisirial TIMES list has been restored.
ars? in the CL. All elements fromarsi to ars2 are closed, inclusivels. If ansl=ans2, only a sinsle element is closed. Essentiallyy the $C$ command puts an extra set of Farentheses before arsi and after ans2.

Examfle of these two level manifulation commands will be foumb below in Hialosue 3.5.

Mialostue $3+5$
Level Marifulation Commarios $O$ and $C$


The 0 command was used to ofer the third element of the CL. This caused the CONII 1 ist to be oferied onto the CL. so that elements of the CONI list are elemerits of the CL. Note that the leristh of the CL chansed, as is usual with the 0 or $C$ comm marids.

The $C$ command closed the elemerits 3 tinru 5 of the CL. as one list. This reversed the effects of the 0 com mand; 0 arid $C$ can be used as inverses.

First the CL is sent down several levels to the first COND clause. Then the $C$ command is afolied to the secorid element of the CL, 1. Note that when the $C$ commarid has eaual arsum meritsy the effect is to mate a orie-elemerit 1ist.

The 0 command oferis both the first and secorid elemerits of the CL, yieldins a new CL with 3 elements.

The $C$ commariod closed the first two elementsy restorins the conn clause to its orisinal form.

Evers commaris in the editor is undoabley which is to sas its effects are reversible. Think of commaris which are siven to the oditor as beiris kewi, in a stack. At aris siven moment, the state of an edit is siven bu this commarid stack. Uridoins causes the last entries to the stack to be forfed and their effects reversed. For examfle, suffose the stack is:

```
F
([113 4)
2
(3 (QUOTE FFOO))
G0
I.
(A 2 X)
```

Most recent entries are at the bottom of this list. If the last three commandsy sasy are uridome, the stack. will look like:

F
(1. 3 3 4 )

2
(3 (QUOTE FOO))
aris tine state of the edited list will be exactly the same as if onls the four above commands had been siven. Subseauent urido's will. Fof the stack further; you can't undo an undo. All commandsg even those which don't affect list structure such as $F$ or FFF are inlourjed in the command stack. The $E$ command is used for undoins.

B --- back uF command stack.
If the first format is usedy the last command is
uridone, If the second format, is usedy arsi must be a Fositive inteser specifuins the rumber of commands to be undone.

CLF -- clear command stack.
The CLF commarid uridoes the effect of evers editor commarid. The CLF commarid is a last resort if you have totally serewed the function sou are editinst it restores the function to its orisirial form. No arsuments are used.

Examfles of the undo commands will be found in Dialosue 3.6 below.

### 3.3.6 Settins and Extraction

Settins and extraction commands are used in conjunction with editor values to move lists from one place to another in an

edited stricture. The extract command STF, sets the extract buffer to the CL or an element of the CL. The set commarid, SET, sives a name to a inst structure so that it can be referenced in subseruent commands as an editor value (see section 3.2 above).

SET --- set editor value
Orily the second format can be used with the SET command. arsi must be an nslitat, but not STR. ars? can be ans S-expression. The effect of SET is to cause ansi to have an editor value of ans2. This value can be accessed later bs usins "ars1" in an editor command.

STF -- 5et extract buffer
The STF command sets the extract buffer to either the CL. or an element of the CL. The previous value in the extract buffer is flushed. If the first format is usedy the buffer is set to the whole CL. If the second format is usedg arst must be a fositive or nesative interser specifuins an element of the CL to which the buffer is set. The value in the the extract buffer is accessed with "\$STR".

Examples of the settins and extraction commands will be founs in rialosue 3,7 below.

### 3.3.7 Conditional Editing

There is one conditional command, IF, for use with the editor. It is most valuable when used in condunction with the search commands (see section 3.4 below). The IF command evaluates an s-ewmession and, if the result is non-NIL, afflies a burich of editor commands.

IF -- - conditional edit
Onls the second format can be used with the IF command. arsi is an S-expression which is evaluated with EVAL, If the result is non-NIL, ars2 thru arsn are treated as editor commands. If the result is NIL, mo editor commands are called. Editor values ( $\$$ ) can be used in arsl for testing.

Exameles of the conditional editins command will be found below in tialosue 3.8 .

### 3.4 Seanch Commands

These are the most fowerful editins commands. With them, the user can do context-oriented editins, by lookins for list

## Inalosue 3.7

The Settina and Extraction Commands SET and STR

structures which match a patterri. The heart of the search commarids is the fattern matcher.

### 3.4.1. F'attern Matchins

The workiriss of the Fattern matcher must be understood before the search commarids can be used. Basicalls, the matcher takes a pattern composed of comstarits arid variablesy and tries to match it to structures in the list beins edited. The patterm can either be a sirisle atomy or a multi-level list structure. A ? character in the mattern indicates a pattern variable. Examples of Fatterms:

FOO

```
        ?(EIIT FACT)
        :(F 1) (IF (EQ $1 'LAMEIIA)
1 LAMBHA
: (1 FLAMBMA) (2 (Y)) ) F.
2 (Y)
3 (CONII ((ZEFOF X) 1) ... )
```

: (IF (ANI 《EQ $\$ 1$ (FLAMBIIA) (ATOM
:
:(IF (LISTP $\$ 2$ ) ( 1 LAMEMA)
$:(2(X))(F 12)$
1 LAMBDA
2 (X)

The first print command shows that the first element of the CL is LAMEIAA. The second command is an IF command, which coritiruses across several infut lines. The first arsum ment of the IF commanid uses the $\$ 1$ to test if the first element of the CL is the atom LAMBLAA. Since this test is successfuly the IF Froceeds to use tine rest of its arsumerit as editor commaridsy chansing the first element of the CL to FLAMENA, the secorid element to (Y).

This IF command fails because the second element of the CL is not atomic.

This IF command succeedsy replacins the first element of the CL with LAMBDA, the secorid with (X).

```
(FOO BAF)
(FOO ? (BAF ??))
(?UAR FOD (?VAF'2 BAF))
(?(VAR (EQ =VAF 'CONII)) EAR FOO)
```

Eversthins not immediatels freceeded bus a p character is a constant, and must match exactly its correspondins part in a list structure in order for the matich to succeed.

A ? by itself (third Fattern above) matches ans element of the data. Thus:
(FOD ? BAF)
matches
bust riot
(FOO NIL BAK) (FOO (RUOTE MOO) RAR) (FOO FOO BAR) (FOD EAR)

A ?? by itself matches ans number of elements in the data. Thus:

| (FOO ? ? EAF | matches | $\begin{aligned} & \text { ¿FOO } \\ & \text { ¿FOO } \\ & \text { \&FOO } \end{aligned}$ | NIL EAK) <br> (QUOTE MOO) <br> (QUOTE MOO) | EAF: <br> EAR ) |
| :---: | :---: | :---: | :---: | :---: |
|  | arid also | $\begin{aligned} & \text { YFOO } \\ & \text { (FOO } \end{aligned}$ | $\begin{aligned} & \text { BAR) } \\ & \text { MDO (MAR) } \end{aligned}$ | AR ) |

Alons with the variable indicator characters, a variable to be bound to rart of the data at match time can be specified. For instancey in the fourth rattern above, ?UAF matches ans first elemerit of the datay arid biross UAF to that element. The bindiris is accomflished by settins the editor value of VAF to the element if the match succeedsi it can then be accessed with sUAR . ExamFles:

| Eat.t |  | data |  | UAE set to |
| :---: | :---: | :---: | :---: | :---: |
| <FOO | ? UAR) | (FOO | EAF ) | BAR |
| (FOO | ? ${ }^{\text {PAF }}$ | 〔FOD | (QUOTE EAR)) | (RUOTE EAF) |
| (FOO | ? ? UAR | (FOO) |  | NIL. |
| (F00 | ??UAF) | (FOO | EAFF) | (EAR) |
| (FOO | ? ${ }^{\text {PUAF) }}$ | (FOO | EAF (MOO) | (EAR (MOO)) |

Finalls, conditions can be on the type of data which a variable will match. This type of fattern is fresent in the fifth Fattern above. The format is:

```
?(Var exw)
or
??(var ew%)
```

where van is an nslitat, and exe is ans S-expression on ericouriteriris a form like this in the patterng the matcher first binds var to the corresforigins fart of the data, then evaluates exs (which contain =var to access the biridins of war) arid succeeds if the result is rion-NIL. Thus:

```
(FOO ?(UAF' (EQ (CAF =UAF) 'CONII)) EAR)
matches (FOO (COND) BAR)
(FOO (CONI (X X) (T T)) BAFi)
```

but riot
(FOO (X CONII) EAF)
(FOO BAF)
(FOO CONLI UAFI)
One must exercise caution when usins this format for fattern variables. Note that attemftins to match the last data, (FOO COND EAF), will semerate an error when the esipression (CAR =UAR)
is evaluated in the pattern. To be perfectly safe from this kind of errory the followins expression should have been used:
? (VAF (ANII (LISTF'=UAF') (EN (CAF =UAF') 'CONII)) )
When usins ? or ?? with variaklesy it is imfortant that there be no sface between the macro character and the variable expression. The following two patterns match wholly different Sata:

```
(? UAF FOO)
(?VAF FOO)
```

The first Fattern matches data lists with three elementsy the second matches data lists with two elemerits and binds UAR to the first elemerit.

Eoth ?, $\$$, arid $=$ are macro characters in the editory arid cannot thus be infutten in frames unless slashed. no not use STR as a variable with ? unless sou do not intend to use the extract editor values (\$STR, see section 3.2.1), with which it will conflict.
3.4.2 Find

The find commandy $F$, searches for a data structure which matches a fattern, then applies the editor to the list of which that data is an element. The firid format is:

```
(F Fat com1 com2 ... comn)
```

where eat is a valid fatterm for the matcher as discussed in 3.4.1 ahove, and coml thru camn are optional editor commands to be apflied each time a match to Eat is found.

The order of events on invocation of the find command is as follows:

1. The CL is searched linearly from left to risht for a match to Eat. If no match is found, the find erids with the messase "ENI FINI".
2. When a match to eat is foundy the editor is called with a CL of the list in which the match was made. All variables bound in the maton have their corresporidins editor values (see 3.4.1 above).
3. The editor checks to see if there are aris cam iri the find command; if soy thes are interfreted as editor commands. If not, the CL is printed.
4. The editor is now oferatins with the matched list as its top level. All editor commarids, even more

F's can be called at this foint. Undoins will work, but only with commands siven in this particular firid eall. The $U$ commarid canrot be used to so back further than the orisinally matched list.
5. To exit from the firidy either ENI or ENIF cari be used. ENI causes the commarid to so back to stef 1 and find the rient ocourrence of the fattern. ENIF causes the firid to exit without searchins for other matches. Both ENI and ENDF couldy of coursey have been used as comri int the find command itself. On exit from a findy the CL is the same as before the firid was entered.

Basically there are two modes to the find command. Initeractive mode is when one of the cam are includedy so that the Cl is printed each time a match is successfuly and the editor waits for irifut from the user. Automatic mode is when the cam are includedy arioi the last orie is an END or ENDF command. In automatic mode, nothins is frinted out (uriless one of com commands is a $F$ or $F^{\prime} F$ ) and the firid exits automaticallyg without waitins for user infut. A comfromise mode is achieved if cam are included, but no ENn or ENNF, Then a few commands are afalied atomatically on each matchy arid user irifut is also accefted.

Some examfles of these three modes of the $F$ command are siven below in Hialosues $3.9,3.10$ and 3.11.

The E command considers everythins done urider one $F$ command to be a sirisle command. Thus backins up the command stack after doins an F backs uF Fast everythins done in that F. Within the F, a local command stack is usedg so that commarids within an $F$ command can be undone. Once the $F$ exitsy howevery all these commanids are considered $3 s$ one bs the undoins command.

### 3.4.3 Reflace

The rewlace commandy $F$, searches for a data structure which matches a Fatteriy and replaces or deletes that structure. The rewlace format is:
(F Fat dat)
where eat is a valid fattern for the matcher, and dat is omitted, a Selete is done.

Within dat, editor values can be specified which deferid on matcher variables in Eat. A cofs of dat is used in replacemerits, so that there is ro meed to fear circular list structures.

Finallsy it is imfossible to delete the last element in a list, arod the $F$ command thus carinot delete all elements from the

| $\begin{aligned} & ?(E \operatorname{EIT} F A C T) \\ & :(F X) \end{aligned}$ | The $F$ commarid searches for all occurrences of the atom $X$. |
| :---: | :---: |
| $\begin{aligned} & 1 \times \\ & \text { END } \end{aligned}$ | The first $x$ found was the variable list of |
|  | FACT. Note that $F$ |
|  | afplies the editor the |
|  | list of which $X$ is an |
|  | elemerit. The END com- |
|  | mand causes the $F$ com- |
|  | mand to search for the |
|  | rext occurrence of $X$. |
| 1 ZEFOF' | Here the user reflaces |
| $2 \times$ | $X$ with $Y$, then uses ENa |
| : 2 Y O ) ENII | to start searchins for |
|  | the riewt $X$. |
| 1 TIMES | The user soes down one |
| $2 \times$ | level to element 3, |
| 3 (FACT (SUB1 X)) | then soes back to the |
| : 3 F TOF F | tor level with ToF. |
| 1 FACT | Note that the TOF comm |
| 2 (SUB1 X) | mand will only so back. |
|  | as far as the matched |
| 1 TIMES | list when the $F$ command |
| $2 \times$ | is int effect. |
| 3 (FACT (SUB1 X)) |  |
| : ENIIF | The ENDF command halts the $F$ command. |
| : (F (ZEFOF ? ${ }^{\text {( }}$ ) $)$ | The pattern siven to the $F$ command matches |
| 1 (ZEFOF $X$ ) | the list (ZEROF $X$ ). |
| 21 | The variable $U$ has ari |
| : (2 \$V) F | editor value of $X$. |
| 1 (ZEFOF X ) |  |
| $2 \times$ |  |

CL. If צou attemft to do thisy ari editor error will be issued.

Ee extremels careful with the $k$ commandy it is a vers Fowerful list-alterins function. Its effects can be undone, thousin, with the $E$ command.

```
3.5 Eoitar Errors
```

Mialosue 3.10
The F Commario: Automatic Mode


Mialosue 3.11
The $F$ command: Mixed Mode


The editor trass all errorsy The messase printed on the terminal should be of the form:

USEFT-EF FROM EIITT
messase

The edit commarid which called the error is rot ferformedy arid aris commands after it in the infut buffer or in a find or IF command strins are aborted.

## III CHAFTER

Comeiler


#### Abstract

Arı overlas comfiler is available for use with ALISF functions. Savings in space and execution time of functions results from usiris the compiler.


### 4.1 Qverlay Cameiler-Assembler

This Fackase Ferforms compilation and loadins of ALISF functions. Savinss in execution timey core storaseg and GC time will result from compilation of user furictions.

Complete linkase between compiled functions and other functions and slobal variables is possible. Howevery tracins and backtraciris of furictions called from comfiled functions will never occur. Debus sour frosrams before sou comfile them.

User furictions to be combiled must reside on an ALISP file. The comfiler accefts ans rumber of such files as infut, arid either loads the compiled code directls into corey or saves it in amother file for later loadins by the assembler.

Where frosram sesmentation makes it feasibley sroups of furictions can share the same core space as overlays. The overlas oftion is described in more detail below.

The compiler is irivoked with the command:
(COMFILE flist fri)

Neither flist or fa is evaluated flist is either a sinsle file rame or a list of file names which hold the functions to be comfiled. If the first atom of flist is overlasg an overlay will be compiled (see below).
fa directs the outrut of the compiler. If it is the atom LINK, the compiled furictions will be loaded directly into core. If not, fo is the name of the file to which the compiled code will be sent. This code mas be loaded at any later time with LAF, the ALISF assembly frosram.

The compiler will print a list of functions compiled, and the amount of core used if the LINK oftion was selected. In the latter case, LAF mas also frint some error messases in loadins incorrectly comfiled functions. The user should consult the LAF' error section below.

In addition to compilins function definitions, the compiler will infut all flist definitions (LINK oftion) or send them to the outfut file. If an entry value is not a function. or has been declared NOCOMFILE, then the comfiler will also infut that value as an s-ewfression (LINK oftion) or serd the value defirition to the output file. Thus, the COMPILE function acts just like the INFUT function in loadins ar, ALISP file into the ALISF systemf the only difference is that some functions are combiled irito machine subroutines.

Before compiling a file, the user should check carefully that all function and variable linkases are correct, as described below.

### 4.2 Eunction Linkase

When a function is compiled, the value of the atom which is the function name chanses from a lambda-expression (list structure) to a machine lansuase subroutine (PNUM). All uncompiled functions which call the compiled function will simples use this FNUM instead of the lambda-expression. Even functional arsument uses of the compiled function will work correctiy, thanks to the MeCarthy EVAL. No problems here, unless you were explicitly manifulatins the list structure of a lambda-expression you compiled.

When a function is compiled, the function calls it makes also set comfiled into various linkases. These fall into two mairl tspes:
i. Machine lambda subroutine calls.

Calls to ere-defined functionsy previously compiled functions, and concurrently compiled functions all use a very fast link, All information as to the name of the function beins called is lost; instead a direct jume to the furiction code is made. If the function beins called is later re-defined, this linkase will still be to the old function defirition. Tracins end backtracins of this linkase is not fossible.

If a furction to be compiled is only called by
furictions which are comfiled aloris with ity then it is rio lonser riecessars to keef the called furiction name aroumd after comfilation. Femovins the name relieves conflicting mame froblems and frees luf sface on the OBLIST. If a fumction is declared NONAMEy its name will varish after comfilation (see section on declarations below).
ii. Lambda-expression furiction calls.

Calls to uridefiried or uncomfiled functions use this lirkase. The rame of the called furiction is retained, and if the called function is re-defined, the linkase will be to the new function definition. Tracins of this linkase is not fossible: If the called furiction is undefined on execution of the call, a FUN-EFFF from AF'FLY will result.

A function call mas be exflicitly compiled with this link by usiris the LAMENA or FLAMBnA declaration (see below, Ieclaratioris).

Orie further froblem exists in limkins to functions which are uridefined at comfile timey or which are used as functiorial arsuments. The compiler must make a secision $a s$ to whether an undefined furiction's arsuments are evaluated or riot. The default is that thes are evaluated. The user can cause them to be unevaluated bs declarinas the undefiried function to be of tupe FLAMEIA (see belowy neclarations).

All functional ewpressions within a compiled furiction are also compiled. For exampleg in the function:
(IIE FOO (BAR)
(DREIGE EAF (LAMBIIA (C) (CONS C MOO)) (CIR BAR)))
the lambda-expression in the call to DREIGE will be compiled irito a FNUM If sou wish to fass a lambda-expression as a list, rather than havins it compiled, use (QUOTE (LAMEIAA ...)) rather than (LAMBNA .+.).

Uaniable Bindiass

The variables of a fumction can be compiled in either of two ways.
i. If the variables are referenced onls within that furictiony then the variables are compiled to locations on the stacky and their names are lost. They will no lonser reference the value cell of the variable atom name. Any furictions, compiled or uncompiled, which the
compiled furiction callsy canmot reference these variables.
ii. Variables whose value cells must be referenced outside the comfiled furiction (slobal varaibles) must be declared SFECIAL (see helow, Ieclarations). A SFECIAL variable in a comfiled functions retains its riame, and the compiled function will reference the value cell of that atom. Thus compiled sFECIAL variables will Ferform as rormal uncomfiled variables, arios will show up on backtracking outfist.

All system switches (OUTUNIT, INUNIT, etc.) are automaticalls declared SPECIAL.

Be careful when usims comfiled function variables as free variables in functional exfressions. For examfle, the function:
(IIE FOO (X)
(EAR Y (LAMELIA (Q) (LIST Q X))))
should have $X$ declared SPECIAL, since it is unbound in the lambda-expression. Arı exception to this rule is the MAF srous of functions. The function:
(IIE FOD (X) (MAFC Y (LAMEIIA (Q) (LIST Q X))))
need not have $x$ declared SPECTAL when compiled.
Remember to declare SFECIAL all variables in all lambda-expressions of a compiled furiction, which are to be used slobally (freely) in functions called by the compiled function.

### 4.4 Declarations

There are four tsfes of declarations the compiler listens to. All can be sent to a file usiris the IIECFILE furiction (see 5.).
i. NOCOMFILE

An entrs in a filey if declared NOCOMFILE, will be infistted unichamsed bs the combiler. The atom NOCOMPILE must be fut on the declarations list of the entry.

## ii. NONAME

Arı eritry irı afileg if declared NONAME, will lose its name when comfiledy and earinot be referenced bs ans other function. All calls to the compiled furiction by compiled functions in the same file(s) will be correct, however. Note that all refererices to the atom declared

NONAME, whether to its flist or value, will rot firid the atomi it will be WIFE'd. The atom NONAME must be Fut on the declarations list of the entry.
iii. SFECTAL

Variables used slobally (freely) outside a compiled function (excert in MAF function calls) should be declared SFECIAL. All ssstem switches are automaticalls SFECIAL.

Variables bound bs a function can be made SFECIAL bu puttiris a list of the form:
(SFECIAL. varl var2 ... varm)
on the declarations list for that furiction. The SFECIAL status lasts only durins the compilation of the fumctionis other furictions which have these atoms as variables must also declare them SFECIAL if thes are to be used sloballs. Note that furictions which merels refer to the slobal variablesy as offosed to hindins them in a LAMBLA or FFOG expressiony reed rot declare them SFECIAL.

```
iv. LAMEIIA or FLAMBLIA
    A comFilled furiction call can be declared either a
LAMELIA or FLAMEMA furiction call (evaluated arsuments,
respectively) if the furiction is either uridefinedy or a
defirmed function tsfe is to be overridden. For
examfle, the form:
```

(FOOXY)
where $F O O$ is an unobefined furnction at compile timeg can be compiled either as a LAMBNA or FLAMEnA function by wuttins the list:

LAMELA
(or FOO)
FLAMEIIA
on the declarations list of the function where the form ocours. Hefault for uridefined functions is LAMBMA.

Bestrictions on Comeiled Eunctions

1. All GO's and RETUFN's to a comeiled FFOG must occur explicitly in the hods of the FFOG, and not in functions called by the FFOG.
2. No GO's with evaluated arstments mas be used in compiled FROG's, i.e., all GO statemerits must be of the form:
where latel is an atomic Fifog label. Aris references bs GO to uridefiried labels will be traffed as anterror.
3. GO's and RETUFN's in comfiled functions that are called bs uncompiled FFOG's will work correctls.
4. LABEL is macompilable at freserit.

### 4.6 Hefinias Okerlass

Ar overlay is a srouf of compiled furictions that share the same core space. Swapains of overlay functions is automatic and involves a mirimum of CF timer but disk time for each swap is affireciable (on the order of 200 milliseconds). Therefore reasomable losical sesmentation of overlas furiction sroufs is important to reduce the number of swafs required. Each time a furiction not in fri is called, the correct overlas sesment is swamed into corey the function is executed, and fni is swaffed back into core at completion of the execution.

Tr all reswectsy overlas fumctions losically act like normal machime subroutiries (F'NUM's).

### 4.7 Ihe Assembler (LAE)

IF compiler outfut has been sent to a filey then the assembler can be used to load that file. Use:

> (LAF frol
where fri is the name of the file that has the comfiled code. The LAF Frosram is almost as fast as the kionos COMFASS assemblerg loadins 140 limes of macro instructions fer second of CP time.

Foutimes that must execute im minimum time (those bottlemeck inner loofs cari be hang-coded usins a macro instruction set. SFecifications on this set, as well as the internal sfecs on on Al. IGF mecessary to write correctly lirkiris code, are not yet available (coushy coush).

## Appendix B

## ALISP Control Card

This Appendix describes the legal parameters and default values for the ALISP control card. Both batch and TELEX origin jobs are considered.

The comma, period, and slash are the only valid ALISF control card separator and terminator characters. After each comma must appear one of the valid control card parameters listed below, unless the LD parameter is used; in this case, the user does his own control card processing.

| $\frac{\text { Para- }}{\text { meter }}$ | Meaning | $\frac{\text { Legal }}{\text { Values }}$ | Action |
| :---: | :---: | :---: | :---: |
| AS | Ascii <br> character <br> set | omitted | The value of TYYCHAR is set to $T$ for timesharing origin jobs and NIL for batch origin jobs. |
|  |  | AS | The value of TTYCHAR is set to NIL. |
|  |  | $A S=0$ | The value of TTYCHAR is set to T. |
| E | Echo control | omitted | ECHO is set to NIL for timesharing origin jobs, and set to SYSIN for batch origin jobs. |
|  |  | E | ECHO is set to SYSIN. |
|  |  | $\mathrm{E}=0$ | ECHO is set to NIL. |
| FL | Field length | omitted | The maximum field length for the ALISP job is set at 60000B (about 24K decimal). |
|  |  | FL | Maximum field length is set to 100000B ( 32 K decimal). |



| PE | Print line length | omitted | PRINEND is set to 72 for timesharing orgin jobs, 130 for batch origin jobs. |
| :---: | :---: | :---: | :---: |
|  |  | PE | PRINEND is set to 100. |
|  |  | $\mathrm{PE}=\mathrm{n}$ | $n$ must be an integer from 1 to I50. PRINEND is set to $\underline{n}$. |
| SI | SYSIN <br> unit | omitted | SYSIN is set to 0 , i.e., the terminal on timesharing, the card reader on batch origin jobs. |
|  |  | SI | The permanent file INFILE is opened as unit 1 , and SYSIN is set to 1 . |
|  |  | $S I=p f n$ | The permanent text file pfn is opened as unit 1 , and SYSIN is set to 1. |
|  |  | SI=pfn/usernum/passwor |  |
|  |  |  | Alternate user number and file password specified on pfn. |
|  |  | $\mathrm{SI}=\mathrm{n}$ | n is an integer from 1 to 4. S̄YSIN is set to local unit n. The local file ITAPEn shouId exist before ALISP is caIled. |
| SO | $\begin{aligned} & \text { SYSOUT } \\ & \text { unit } \end{aligned}$ | omitted | SYSOUT is set to 0 , i.e., the terminal on timesharing, and the printer on batch origin jobs. |
|  |  | So | SYSOUT is set to local output file unit 1: When ALISP exits, local file OTAPEl will have the output from the supervisor. |
|  |  | $\mathrm{SO}=\mathrm{n}$ | n must be an integer from 1 to 4. SYSOUT is set to local output file unit $\underline{n}$; when ALISP is exited, OTAPEn̄ will have the output from the supervisor. |
| TL | Time limit | omitted | Time limit remains unchanged when ALISP is called. |
|  |  | TL | Time limit is set to 64 CP seconds. |
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$T L=n$
$\underline{n}$ must be an integer. Time limit is set to $\underline{n}$.

## Appendix C

Initially Defined Functions and Switches
This Appendix details the pre-defined function and switch names found in the ALISP system when it is initially loaded.

There are four columns in this table. The first column is the atom name. The second column is the type of its value, as either a function or a switch. Function types are given as SUBR, FSUBR, etc.; an integer immediately following it specifies the number of arguments to the function, if it takes a definite numbber. The third column is a brief description of the function or switch. The fourth column is a list of references to chapter sections in which the atom is described in more detail.

Within the description given here, argil, arg, etc., are used to name the arguments to the function; arg is used as the last argument. When an argument is qualified (such as, "the list argil"), it indicates that the function normally takes that data type for its argument. These restrictions are not absolute, however; for instance, NCONC will work on atomic as well as nonatomic arguments. See the references for more detail.


| AND | LSUBR | Evaluates each argument until one returns the value NIL; else returns the result of the last evaluation. | 8.1 .2 |
| :---: | :---: | :---: | :---: |
| APPEND | SUBR, 2 | Non-destructive merging of top levels of list argl and list arg2. | 10.2.2 |
| APPLI | SUBR, 2 | Applies function argl to argument list arg2. | 6.2 .4 |
| APPLY* | SUBR* | Applies function argl to arg2 thru argn. | 6.2 .4 |
| ARGN | SUBR, 2 | Returns the SNUM arg2 element of argl. | $\begin{array}{r} 6.3 .1 \\ 10.2 .1 \end{array}$ |
| ATLENGTH | SUBR,1 | Returns character printing length of atom argl as an SNUM. | 5.3.1 |
| ATOM | SUBR,1 | Returns $T$ if argl is atomic, NIL if not. | 2.2 .3 |
| BACKPRN | switch | Controls the backtracing printout. Initially NIL, i.e., normal backtracing printout. | 12.1.1 |
| BACKTRK | switch | Controls backtracing. Initially NIL, thus no backtracing. | 12.1.1 |
| BATCH | SUBR, 0 | Returns $T$ if ALISP job is of batch origin, NIL if not. | 15.3 |
| BREAK | LAMBDA, 2 | BREAK supervisor function. | 12.2 .2 |
| CAAAR to CDDDR | SUBR, 1 | Standard CAR and CDR functions; they work with NIL, but no other atoms. | 10.2 .1 |
| CARS | SUBR, 2 | Returns a list of the first SNUM arg2 elements of list argl. | $\begin{aligned} & 10.2 .1 \\ & 10.2 .2 \end{aligned}$ |
| CDRS | SUBR, 2 | Does SNUM arg2 CDR's of list argl. | 10.2.1 |
| CLOSE | SUBR, 2 | Closes local output unit number arg2 as permanent file argl. Returns argl. | 14.2 .2 |
| CLiRBIT | SUBR, 2 | Clears the SNUM arg2 bit of LNUM argl. | 11.5 |


| CONC | SUBR＊ | Strings lists argl thru argn together with multiple NCONC＇s． | 10．3．1 |
| :---: | :---: | :---: | :---: |
| CONCONS | SUBR＊ | Strings argl thru argn together with multiple CONS＇es． | 10．2．2 |
| COND | LSUBR | Conditional function． | 8，1，1 |
| CONS | SUBR， 2 | Standard CONS function． | 10．23．2 |
| COPY | SUBR， 1 | Returns a top－level copy of argl． | 1考工的 |
| $\operatorname{COS}$ | SUBR， 1 | Yields the cosine function of num－ ber argl；argl is in radians． | 11．3．2 |
| CSHIFT | SUBR， 2 | Does circular shifting of LNUM argl by SNUM shif．t count arg2． | 11．4：2 |
| DCOPY | SUBR， 1 | Returns a complete（all－levels） copy of argl． | 10．2．2 |
| DEFPROP | FSUBR， 3 | Puts arg3 on the plist of nlitat argl under label arg2． | 10.1 |
| DELETEL | SUBR， 2 | Destructively deletes the SNUM arg2 element of list argl．Cannot remove last element of argl． Returns altered argl． | 10．3．2 |
| DE | LSUBR | Defines LAMBDA－expressions． | 6．4． |
| DF | LSUBR | Defines FLAMBDA－expressions． | 6.4 |
| DIFF | SUBR＊ | Returns argl－（arg2－（arg3．．．．－argn）． | 11．2．1 |
| DIGITS | switch | Controls number of significant dig－ its on BNUM printing．Initially 13. | 4.2 .1 |
| DIVIDE | SUBR＊ | Returns argl／（arg2／（arg3．．．／argn）． Result is always a BNUM． | 11．2．2 |
| DO | LSUBR | Performs argl iterative evaluations of arg2 thru argn；argl is evalu－ ated．Returns NIL． | 8.3 |


| еСНо | switch | Controls echo of input lines to OUTUNIT device. Initially NIL, i.e., no echo. | $\begin{aligned} & 3.1 .6 \\ & 14.1 .2 \\ & 15.2 \end{aligned}$ |
| :---: | :---: | :---: | :---: |
| EFFACE | SUBR, 2 | Dstructively deletes argl from list arg2, if found. Returns arg2. | 10.3.2 |
| EOFSTAT | SUBR,1 | Returns $T$ if local input file unit argl is at EOI or empty, NIL if not. | 14.1.2 |
| EOLR | switch | Controls appending of CR character at end of input line. Initially $T$, i.e., $C R$ is appended. | $\begin{aligned} & 3.1 .2 \\ & 3.2 .2 \\ & 3.3 \end{aligned}$ |
| EOLW | switch | Controls appending of CR-LF at end of output line. Initially $T$, i.e., CR-LF is appended. | 4.1 .3 |
| EQ | SUBR, 2 | Returns $T$ if argl is the same ALISP pointer as arg2, NIL if not. | $\begin{aligned} & 9.1 \\ & 9.4 \end{aligned}$ |
| EQP | SUBR, 2 | Numerically compares numbers argl and arg2. Uses FUZZ as a comparison tolerance. | 9.2 |
| EQUAL | SUBR, 2 | Compares list structure. | 9.3 |
| ERR | SUBR, 3 | Causes an immediate USER-ER; argl; arg2, and arg3 are messages. | 12.1.3 |
| ERRPRIN | switch | Controls printing of error messages; initially $T$, i.e., error messages are printed. | 12.1.1 |
| ERRSET | FSUBR,2 | Evaluates argl, returns a list of the result if no errors occurred. If an error was issued, arg2 is evaluated, and NIL is returned. | 12.1.2 |
| ESHIFT | SUBR, 2 | Does end-off shifting of LNUM argl by SNUM shift count arg2. | 11.4 .2 |
| EVAL | SUBR, 1 | Evaluates argl using the McCarthy EVAL function. | $\begin{aligned} & 6.2 \\ & 6.2 .3 \end{aligned}$ |
| EVLIST | SUBR, 1 | Evaluates each element of argl, returns the result of evaluating the last element. | 6.2 .3 |
| EXIT | SUBR, 0 | Exits from the ALISP system. | $\begin{gathered} 1.1 \\ 6.1 .4 \\ 15.1 \end{gathered}$ |
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| LAMBIDA | LSUBR | Identity function. Also a function definition. | $\begin{aligned} & 6.2 .2 \\ & 6.3 \\ & 6.3 .1 \\ & 6.4 \end{aligned}$ |
| :---: | :---: | :---: | :---: |
| LAST | SUBR, 1 | Returns the last element of list argl. | 10.2.1 |
| LENGTH | SUBR, 1 | Returns the top-level length of list argl as an SNUM. | 10.2.1 |
| Lessp | SUBR, 2 | Returns $T$ if number argl is less than number arg2, else NIL. | 9.2 .1 |
| LISTP | SUBR, 1 | Returns $T$ if argl is a list, NIL if not. | 2.2.3 |
| LIST | SUBR* | Strings together argh thru argn in a list. | 10.2.2 |
| LITP | SUBR, 1 | Returns $T$ if argl is a nglitat, else NIL. | 5.2 .3 |
| LOAD | SUBR, 1 | Loads the ALISP overlay argl. | 14.3 |
| LOG | SUBR,1 | Returns the natural logarithm of number argl. | 11.3 .2 |
| LOGAND | SUBR, 2 | Returns the logical and of argl and arg 2 , both LNUM's. | 11.4 .1 |
| I.OGICAL | SUBR, 1 | Converts number argl to an LNUM. | 11.1.2 |
| LOGNOT | SUBR, 1 | Returns the logical complement of LNUM argl. | 11.4 .1 |
| LOGOR | SUBR, 2 | Returns the logical inclusive or of argl and arg2, both LNUM's. | 11.4.1 |
| LOGP | SUBR, 1 | ```Returns T if argl is an LNUM, NIL if not.``` | 11.1 .1 |
| LOGXOR | SUBR, 2 | Returns the logical exclusive or of argl and arg2, both LNUM's. | 11.4 .1 |
| LSUBR | switch | Function type. | $\begin{aligned} & 6.3 \\ & 6.3 .2 \end{aligned}$ |
| MAPC | SUBR, 2 | Applies function arg2 to successive CAR's of list argl; returns last result. | 7.2 .1 |


| MAPCAR | SUBR, 2 | Applies function arg 2 to successive CAR's of list argl; returns list of results. | 7.2 .1 |
| :---: | :---: | :---: | :---: |
| MAPCON | SUBR, 2 | Applies function arg2 to successive CDR's of list argl; returns a CONC of the results. | 7.2 .3 |
| MAPCONC | SUBR, 2 | Applies function arg 2 to successive CAR's of list argl; returns a CONC of the results. | 7.2 .3 |
| MAPL | SUBR, 2 | Applies function arg2 to successive CDR's of list argl; returns the last result. | 7.2 .2 |
| MAPLIST | SUBR, 2 | Applies function arg2 to successive CDR's of list argl; returns a list of the results. | 7.2 .2 |
| MAX | SUBR* | Returns the maximum of numbers argl thru argn. | 9.2 .1 |
| MEMB | SUBR, 2 | Returns $T$ if argl is on any level of list arg2; else NIL. | 9.1 |
| MEMBER | SUBR, 2 | Returns rest of list arg2 starting with argl if argl is on the top level of arg2; else NIL. | 9.1 |
| MIN | SUBR* | Returns the minimum of numbers argl thru argn. | 9.2 .1 |
| minus | SUBR,1 | Returns the negative of number argl. | 11.3.1 |
| MINUSP | SUBR, 1 | Returns $T$ if number argl is negative, NIL if not. | 9.1 |
| NIL | switch | Value of NIL is NIL; CAR and CDR of NIL are NIL. | 5.2 .1 |
| NCONC | SUBR, 2 | Destructively merges lists argl and arg2 on top level. | 10.3.1 |
| NOVAL | switch | Value returned by some functions to indicate that no value exists. | 5.3.2 |


| null | SUBR, 1 | Returns $T$ if argl is NIL, else NII. | 5.2 .1 |
| :---: | :---: | :---: | :---: |
| NUMBERP | SUBR,1 | Returns $T$ if argl is a number token, else NIL. | 11.1.1 |
| OBLIST | SUBR, 0 | Returns a copy of the internal hash buckets holding literal atoms. | $\begin{aligned} & 3.2 .2 \\ & 5.1 \\ & 5.1 .1 \end{aligned}$ |
| ODDP | SUBR,1 | Returns $T$ if integer portion of number argl is odd, else NIJ. | 9.1 |
| OPEN | SUBR (1) | Opens permanent file argl as local input file unit number arg2. Returns argl. | 14.2.2 |
| OR | LSUBR | Evaluates each argument until one returns a non-NIL value; else returns NIL. | 8.1 .2 |
| OUTBASE | switch | Controls the output representation for numbers. Initially \#l2, i.e., base 10. | $\begin{array}{r} 4.1 .1 \\ 14.1 .3 \end{array}$ |
| OUTUNIT | switch | Controls the local file unit used on output. Initially 0 , i.e., the terminal. | $\begin{array}{r} 4.1 .1 \\ 6.1 .2 \\ 14.1 .1 \\ 14.1 .3 \end{array}$ |
| PACKI | SUBR, 1 | Packs the character represented by SNUM argl into the output buffer. Returns argl. | 4.3 .1 |
| PACK | SUBR,1 | Forms the literal atom specified by the first character of the pnames of atom elements of list argl. | 5.3.1 |
| PARAMCP | SUBR, 0 | Returns the control card parameters for the ALISP job as a list. | 1.1 .1 |
| PARAMFL | SUBR* | With no arguments, returns the field length parameters for ALISP a s a two element list of SNUM's; with one argument, sets the maximum field length to that argument. | 13.2 |
| PARAMGC | SUBR, 0 | Returns a list of garbage-collect statistics. | 13.1 |

$$
c-9
$$

| PARAMTL | SUBR* | With no arguments, returns a list of the time limit statistics. With one argument, sets the time limit to that argument. | 12.1.4 |
| :---: | :---: | :---: | :---: |
| PLIST | SUBR* | With one argument, ret urns the plist of nlitat argl. With two arguments, sets the plist of argl to arg2. | $\begin{gathered} 5.3 .3 \\ 10.1 \end{gathered}$ |
| PLUS | SUBR,1 | Returns argl+(arg2+(arg3...argn). | 11.2 .1 |
| PLUSP | SUBR,1 | Returns $T$ if argl is positive, NIL if not. | 9.1 |
| PRINB | SUBR,1 | Packs argl blanks into the output buffer. Returns argl. | 4.3 .1 |
| PRINBEG | switch | First character position in the output buffer. | $\begin{array}{r} 4.3 \\ 15.2 \end{array}$ |
| PRINEND | switch | Last character position in the output buffer. | $\begin{aligned} & 4.1 \\ & 4.1 .3 \end{aligned}$ |
| PRINLEN | switch | Current character position in the output buffer. | 4.3 |
| PRINT | SUBR,1 | Primary print syntaxing function. Outputs argl to the current output device. Returns argl. | $\begin{aligned} & 4.2 .1 \\ & 4.2 .2 \end{aligned}$ |
| PRIN1 | SUBR,1 | Same as PRINT, except does not do a TERPRI after it prints. Returns argl. | 4.2 .2 |
| PROG | LSUBR | Program feature. | 8.2 .1 |
| PROGN | LSUBR | Evaluates argl thru argn, returns the last result. | 8.2 .2 |
| PROMPT | switch | Controls the input prompt character. Initially NIL, i.e., a b? prompt. | $\begin{gathered} 3.1 .3 \\ 15.2 \end{gathered}$ |
| ${ }_{P} \mathrm{PROP}$ | SUBR, 2 | Returns the plist of nlitat argl starting from but not including the indicator arg2, if found; else NIL. | 10.1 |
| PURGE | SUBR,1 | Purges permanent file argl. Returns argl. | 14.2 .2 |


| PuT | SUBR, 3 | Adds arg 3 under the indicator arg 2 on litat argl's plist. | 10.1 |
| :---: | :---: | :---: | :---: |
| QSFTQ | LSUBR | Sets nlitat argl to arg 2; takes an indefinite number of pairs of arguments. | 5.3 .2 |
| QUOTE | FSUBR, 1 | Identity function, returns argl. | 3.2 .2 |
| Quetrens | SUBR* | Does $\quad \arg 1 /(\arg 2 /(\arg 3 . . . / \operatorname{argn})$. Truncates the result of each divide operation to an integer. | 11.2.2 |
| Ennoy | SUBR, 0 | Returns a pseudo-random BNUM in the open interval (0,1). | 11.3 .2 |
| READ | SUBR, 0 | Returns the next S-expression in the input buffer. | $\begin{aligned} & 3.2 \\ & 3.2 .2 \end{aligned}$ |
| READBEG | switch | First character position to start reading in the input buffer. Initially 0 . | 3.3 |
| rempend | switch | Last character position in the input buffer. | 3.3 |
| UEADENT | SUBR, 0 | Does a TEREAD before a READ, returns the result of the READ. | $\begin{aligned} & 3.2 \\ & 3.2 .4 \end{aligned}$ |
| readieer | switch | Current character position in the input buffer. | 3.3 |
| Memer | SUBR, 0 | Returns the next character in the input buffer as a single-character atom. | 3.3 .1 |
| READNB | SUBR, 0 | Returns the next non-blank (STATUS $\neq 2$ ) character from the input buffer as a single-character atom. | 3.3 .1 |
| RERDHM | SUBR, 0 | Returns the SNUM equivalent of the next character in the input buffer. | 3.3 .1 |
| READPK | SURR, 0 | Same as READCH, except it does not advance READLEN. READLEN=READEND, returns NIL. | 3.3 .1 |
| REMAINDER | SUBR, 2 | Returns the remainder of argl/arg2. | 11.2 .2 |


| REMOB | SUBR,1 | Removes the value of atom ninc: argl, by making it ILLEGAL. | 6.4 .2 |
| :---: | :---: | :---: | :---: |
| REMPROP | SUBR, 2 | Removes indicator $\arg 2$ and associated property from the plist of nlitat argl. Returns NIL. | 10.1 |
| RETURN | SUBR, 1 | Causes PROG to exje with value argl. | $\begin{array}{r} 8.2 .1 \\ 12.2 .2 \end{array}$ |
| REVERSE | SUB.2,1 | Reverses top level of list argl. | 10.2.2 |
| REWIND | SUBR,1 | ```Rewinds input local file unit argl. Returns argl.``` | 14.2.1 |
| RPLACA | SUBR, 2 | Destructively replaces the $-1 / \%$ list argl with arg2. Returns the altered argl. | 15.1.1 |
| RPLACD | SUBR, 2 | Destructively replaces the CDR of list argl with arg2; returns arg2. | 10.3 .1 |
| RUNTIME | FSUBR* | With no arguments, returns the RUNTIME clock as a BNUM of milliseconds. If argl is a BNUM, sets the RUNTIME clock to argl. Else, evaluates argl and prints the evaluation time in milliseconds on OUTUNIT, and returns the result of the evaluation. | 12.1.4 |
| SAVE | SUBR,1 | Saves the ALISP system as an overlay file with name argl. Returns argl. | 14.3 |
| SCRATCH | SUBR, 1 | Scratches local output file unit argl. Returns argl. | 14.2.1 |
| SETBIT | SUBR, 2 | Sets the SNUM arg2 bit of LNUM argl. | 11.5 |
| SET | SUBR, 2 | Sets the value of nlitat argl to arg2. | 5.3.2 |
| SETQ | LSUBR | Sets the value of nlitat argl to the evaluation of arg2. Takes an indefinite number of pairs of arguments. | 5.3.2 |
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| SIN | SUBR, 1 | Returns the sine function of number argl. Argl should be in radians. | 11.3 .2 |
| :---: | :---: | :---: | :---: |
| SIAASIES | switch | Controls the printing of slashes on output of exotic pnames. Initially NIL, i.e., no slashes. | 4.2 .1 |
| SPECIAL | SUBR* | With one argument, returns the special status of nlitat argl as $T$ c NIL. With two arguments, sets tl special status of argl to $T$ or NIL. | $4.2$ |
| SQRT | SUBR, 1 | Returns the square root of the absolute value of number argi. | 11.3 .2 |
| Sunck | SUBR, 0 | Returns a list of penclant function calls. | 12.2.1 |
| STATUS | SUBR* | With one argument, returns the status of the first character in nglitat argl's pname as an SNUM from 0 to 7. With two arguments, sets the status of argl to SNUM arg2, returns the previous STATUS of argl. | 3.2 .1 |
| SUBR | switch | Function type. | $\begin{aligned} & 6.3 \\ & 6.3 .2 \end{aligned}$ |
| SUBR* | switch | Function type. | $\begin{aligned} & 6.3 \\ & 6.3 .2 \end{aligned}$ |
| SUB1 | SUBR, 1 | Subtracts one from number argl. | 11.3 .1 |
| SYS | switch | Controls the type of supervisor in effect at top level. Initially NIL, i.e., an EVAL supervisor. | $\begin{array}{r} 6.1 .1 \\ 12.2 .2 \end{array}$ |
| SYSIN | switch | Output device for supervisor and error processing. Initially 0 , i.e., the terminal. | $\begin{aligned} & 6.1 .2 \\ & 12.1 .1 \\ & 12.2 .2 \\ & 14.1 .2 \\ & 15.1 \\ & 15.2 \end{aligned}$ |
| SYSOUT | switch | Output device for the supervisor and error processor. Initially 0 , i.e., the terminal. | $\begin{aligned} & 6.1 .2 \\ & 12.1 .1 \\ & 12.2 .2 \\ & 14.1 .2 \\ & 14.1 .3 \\ & 15.1 \\ & 15.2 \end{aligned}$ |


| SYSPRIN | switch | Controls supervisor printing. Initially $T$, i.e., the supervisor prints its output. | $\begin{array}{r} 6.1 .3 \\ 12.2 .2 \end{array}$ |
| :---: | :---: | :---: | :---: |
| TEREAD | SUBR, 0 | Empties the input buffer and reads in a new line from INUNIT. Returns NIL. | 3.2 .4 |
| TERPRI | SUBR, 0 | Terminates the print line and dumps the output buffer to oUTUNIT. Returns NIL. | $\begin{aligned} & 4.1 .3 \\ & 4.2 .2 \end{aligned}$ |
| TIMES | SUBR* | Returns argl*(arg2* (arg3...*arg n). | 11.2 .1 |
| TOGBIT | SUBR, 2 | Complements the SNUM arg 2 bit of LNUM argl. | 11.5 |
| TRACE | FSUBR* | With no arguments, returns a list of all atoms currently being traced. With arguments, sets the tracing status of argl thru argn. | 12.3 |
| TRACFLG | switch | Controls tracing. If NIL, no tracing is done; if non-NIL, tracing is done. Initially $T$. | $\begin{aligned} & 12.3 .1 \\ & 12.3 .2 \end{aligned}$ |
| TSTBIT | SUBR, 2 | Returns $T$ if the SNUM arg2 bit of LNUM argl is set, else NIL. | 11.5 |
| TTYCHAR | switch | Controls translation to upper-case on input. If NIL, no translation is done; if non-NIL, it is. Initially T. | 3.1 .5 |
| UNPACK | SUBR, 1 | Returns a list of single-character atoms formed from the pname of nonGENSYM atom argl. | 5.3 .1 |
| UNTRACE | FSUBI:* | With no arguments, turns off the tracing status of all atoms. With arguments, turns off the tracing status of argl thru argn. | 12.3 |
| VALUEP | SUBR, 1 | Returns $T$ if litat argl has a value, else NIL. | 5.3 .2 |
| WIPE | SUBR, 1 | Puts nglitat argl on the WIPELIST. | 5.1 .2 |
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## Appendix D

## Error Messages

This appendix is a quick reference to most of the errors given by the ALISP system; it enables the keen-eyed user to decipher the error messages issued. More detailed information on the conditions which will cause an error will be found with individual function descriptions in the manual.

An ALISP error will normally print as three asterisks, followed by a group of characters ending in "ERR". Up to four different pieces of information can be included in an error message; these help to pinpoint the source of the error. For intricate programs, a backtracing of function calls and variable bindings (section I.l2.1.l) can be a useful supplement to the error message.

The error message format is as follows:
*** $x x x-E R R$ FROM $Y$
OFFENDING VAL (or ARG) $=2$ message

For any particular error, some parts of this fornat may be omitted.

The most important part of the error message is the parameter $Y$. Usually, $Y$ is the function name where the error occurred. $z$ and message specify subsidiary conditions or explanations of the error.

A table of errors and error messages follows. They are ordered by type of error (xxx-ERR) and sub-ordered by message.

FUN-ERR Function error.
If yis given, it is the atom name which caused the error. If not, the error was caused by a list as the first element of an evaluated form. In general, a FUN-ERR means that EVAL (or APPLY) failed to find a valid function definition for $y$. If $z$ is given, this is usually the value of $y$ which caused the problem. Re-read the section on the interpreter (I.6) if you cannot figure out why a FUN-ERR occurred.

SYN-ERR Syntax error.
$y$ is usually READ. This error is issued when READ attmpts to parse an incorrectly syntaxed string. Section I.3.2.2 describes the READ syntax.

BAD NUMBER SYNTAX
An incorrectly formatted numeric string was in the input stream. $z$ is the character position in the input line at which the error occurred.

PNAME TOO LARGE
Pnames of more than 64 characters are illegal.

INITIAL RIGIIT PAR
A right parenthesis was the first non-blank character READ found in the input stream when attempting to form an s-expression. $z$ is the character position of the parenthesis in the input line.

MISSING RIGITT PAR
A right parenthesis was missing after a comma when forming a dotted s-expression. For example, the line:
(FOO , BAR MOO)
will cause this error, because READ expects a

$$
\text { D. } 2
$$

```
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right: parenthesis after BAR. $z$ is the character position in the input line where the parenthesis should have been.

ARG-ERR Argument error.
This is the most common type of error. Either the interpreter decided the.t the arguments to a function were not correct, cir the function rejected them after they were passed by the interpreter. $y$ is the name of the function, and $z$ is usually the argument which caused the problem.

WRONG NO. OF ARGS
The wrong number of arguments was passed to a function. For lambda-expressions, $\underline{z}$ is the variable list.

VAR NOT LIT. ATOM
A variable in a lambda-expression was not an nlitat z is the offending variable.

BAD FN. FORM
A function $y$ was used in an incorrectly formatted form, for instance, the form:
(PROG)
would give this error when evaluated, since the variable list and body of the PROG are absent. This error is called by LSUBR type functions.

No PROG IEXECUT:NG
Called by GO or RETURN when used outside the scope of a PROG evaluation.

CAR (or CDR) OI: UNNIL ATOM
CAR or CDR was given an atomic, non-NIL argument. $\underline{z}$ is the argument.

ARG NOT SNUM
An SNUM was expected as an argument, for example, as the second argument to the DO function. $z$ is the criminal argument. This message is usually given by the functions which consider lists as numbered vectors of elements, e.g., ADDEL, DELETEL, ARGN, etc.

LIST TOO SIIORT
A list given as an argument did not contain enough elements. The element manipulation functions such
as ADDEL and DELETEL issue this error, $z$ is the faulty list.

ATOMIC ARG
ARG NOT LITAT
ARG NOT ATOM
The wrong type of argument was supplied to a function. $z$ is the offending argument. Valid argument types are detailed in individual Eunction descriptions in this manual.

NUM-E FR Numeric error.
The input and output buffer pointers, as well as the switches INUNIT, OUTUNTT, INBASE, OUTBASE, DIGITS, and Compiain when used if they are set to non-numeric or out of range values. $y$ is the mis-set switch; $\underline{z}$ is the fauliy value.

The arithmetic functions also complain with this error. In this case, $y$ is the name of the arithmetic function which issued the error. The following messages apply to arithmetic errors.

TOO FEW ARGS
A dyadic function was given one or no arguments.
NON-NUMERIC ARG
An argument to an arithmetic function was not an ALISP number type. $\underline{z}$ is the argument at fault.

RESULT OUT OF RANGE
Called by FIX or LOGICAL when attempting to form an SNUM or LNUM from too large a number; here $z$ is the number.

Also called by any arithmetic function which generates a number out of floating-point range, i.e., on division by zero.

GC-ERR Garbage-collect error.
Called when the GC routine fails to free up enough space in one of the storage areas, and the field length maximum has been reached. See section I.13.

FIL-ERR File error.
Called by the read functions on certain errors when reading from a local file; $y$ is then READ. Also called by the permanent file manipulating functions; $\mathbb{X}$ is then the function.

LINE TOO LONG
A line longer than 150 characters was inputted
from a local file. zis the local input file unit number.

READ PAST EOI
An attempt was made to read from an empty input local file; or one which had reached the end of information. $\underline{z}$ is the file unit number.

WRONG VERSION NO.
An attempt was made to load an ALISP overlay file created by an ALISP systern with a different version number. $\underline{z}$ is the overlay name.

FL TOO SMALL
An attempt was made to load an overlay file which required an execution field length larger than the current maximum field length.

BAD KRONOS NAME
A permanent file name, user number, or file password was not in acceptable KRONOS format; see section I.14.2.2. $\underline{z}$ is the name given.

BAD UNIT NO.
An attempt was made to OPEN or CLOSE an illegal local file unit numbur; $\underline{z}$ is the unit number.

BAD ACCESS
The user attempted to access an alternate user number for which he was not properly permitted; see section I.14.2.2. $z$ is the offending access.
PF NOT FOUND ,
Issued by OPEN or PURGE if a permanent file cannot be found. $\underline{z}$ is the file name.
; IILE TOO BIG
STORAGE FULL
TOO MANY PFS
These errors are issued by CLOSE if the user overflows his catalog limits in attempting to save a file. $\underline{z}$ is the file name.

BAD PARITY
A file operation could not be verified. Re-try the operation.

USER-ER User definable error.
This error is issued by some of the ALISP filing system functions in section II.1, with an explanatory message.
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