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#### Abstract

Ali, 2 can take you to a marvelous new place called "packageland." Nice fell into a package (rabbit?) hole and is confused about what packages are, what in package, how to do it, and how to use it. We ll go in after Alice, and find a fascinating world of new ways to make APl 2 more productive.


## Once Upon a Time...

Al', was originally confined to working only with ohjects within the workspace. When API. 2 V1 R2 came along you could then access ohjects in Assembler, IORTR $A N$, and RIXX. Now, with "the then curment release" of $\Lambda \mathrm{Pl}, 2$ you can add $\Lambda \mathrm{PI}, 2$ to that list.

## I must be dreaming...

During the FIP (field introduction program) we had one customer give us a fantastic report after using packages. Several APL 2 Release 2 workspaces were converted into API 2 Reicase 3 packages. The customer reported exciting improvements in elapsed time, CP! time, and programmer productivity. These gains were attributed to sharing code among mulliple users, the ability to climinate function files (resulting in simpler code), and the need to only maintain a single copy of a packaged workspace.

## What is a package?

$\Lambda$ package is simply another form of a sared workspace. Using ) SAVE you store the active workspace out onto disk. The PACK $\wedge$ GE function takes the saved workspace and makes an object deck out of it. You can then use the linkage editor to make an ohject module out of it. Howerer, it is still just a saved workspace, we've just put it into a wrapper that the operating system can understand.

You can get at objects in the packaged workspace with $\square N A$. For example, 311 ONA 'TIME' will get you the TIME; function from the TIME; packnged workspace. If you do ) FNS you'll sec TIME; however, all you really have in the active workspace is a pointer to the TIVI: function in the package (if you try $D C R T I M E$, the result will be an empty masrix). The function itself is still in the package. The package, if not already in memory, will be loaded when you do the first DNA to the package.

## A simple packaging example.

II's quite simple to package a workspace. For cxample, we can quickly package the DISPI AY workspace:

```
        )CLEAR
CLEAR WS
```

A FACKAGE A SAVED WORKSPACE
1
311 DNA 'PACKAGE'
PACKAGE 'DISPLAY VOOOOOO1' A PACKAGE IT
DISPLAY TEXT A
) HOST LKED DISFLAY (LIBE FKGLIB A LINK EDIT IT
. $\operatorname{CMS}(0)$
A NOW DNA TO THE PACKAGE
) CLEAR
CLEAR WS
'PKGLIB.DISPLAY' 11 口: ${ }^{\prime} A$ 'DISPLAY'
1
'PKGLIB.DISFLAY' 11 Di'A ' $\triangle L X$ DLX'
1
DISPLAY $\triangle L X$
A USE FN AND VAR FROM PACKAGE
$|\overline{C O I B M}|$
1.......
$A \leftarrow^{\prime} A B C D E '$ a VAR FROM THE ACTIVE WORKSPACE
DISPLAY A A USE FN FROM PACKAGE
$|\overrightarrow{A B C D E}|$

You would normally "clean" the workspace tefore packaging it. You clean it by ) COPYing it into a clear workspace, resetting the system variables, and then resaving it.

The example is from CMS (you can tell hecause the result of the P $\wedge$ ( $\mathrm{C} \wedge$ ( B : function is a TEXT deck). It turns out that in CMS, you can use a TFXT deck without doing the linkedit, hut it is NOT recommended.

In the example we find out what $D L X$ in the I)ISll AY workspace is. Doing ) $N M S$ in the workspace would give you $\triangle L X .2$ A. 2 DISELAY.3. Ilowever, only $A$ actually exists in the workspace, the others are pointers into the packaged DISPLAY workspace.

You'll notice that we could not do $\square N A$ to $\square L X$ dircctly. A quad name may only be accessed via $D N A$ as a surrogate name. Siso notice, that $D I S P L A Y$ and $\triangle L X$ act as if they were in the active workspace.

## Why Use Packages?

There are several advantages to using packages:
Name Isolation
Run Only Applications
Shared Code

Name Isolation. Many applications that expect to share a workspace inust goto extraordinary lengths to keep from having name conflicts. For cxampic. look at the names of things in the PRINTWS workspace; I tried to print out a workspace that contained a function called IIOSI: it turns out that PRINTWS also has a function called IIOST, so mine got ohliterated. If IRINIWS were in a package, then it could use its own IIOST function and print mine at the same time.

Run Only Applications. It's easier to hide All from a user. when using packages. It is also possible to make decommenting and unmeaningful names an automatic part of the packagine process.

Shared Code. There are a number of advantages to sharing code among multiple users and or workspaces.
Maintenance
Performance
Eliminate Function Files
Reduce storage requirements
The customer noted above attributed the gains to the use of shared code. The performance was due to the climination of function files, and the productivity came from reduced maintenance costs and case of implementation (versus function files). Please understand, the package is still All, and runs at the same speed as APL in your active workspace. The performance improvements are due to things such as reduced paging (multiple users share one copy of the package), less logic required than for function files, less I O. cte.

## What should I package?

Ohviously, anything that you want to share (amongst users or workspaces) is a candidate for packaging. Things that you wish to hide from the active workspace (mayte to avoid clutter or name conflicts) or utility: functions that require frequent maintenance; "end user" applications are also good candidates for packaging.

## Inside of Packages

Now we'll talk a little about name isolation versus localization, changes in a package name scope, and moving around between name scopes.

## Name Isolation

Name isolation is NOT the same as localization! Within the active workspace is a name table that points to the objects in the workspace. The packaged workspace also has a name tahle that points objects within the packaged workspace. When you switch execution from the active workspace to the packaged workspace. you work from the name table in the packaged workspace.

This means that if you have a function FN that you have accessed via ONA then the name table in the active W'S (workspace) will have an entry for IFN that points to the name tahle in the package which actually points to FN in the packaged WS.

Now suppose that we have variables $\Lambda$ and $B$ in the active WS and variable B in the packaged WS. Now when we exccute $F N$, we switch name tables and IVN will only see the $B$ that exists in the package. An attempt to reference something called $\Lambda$ will result in a VAI UIE FRROR because $\Lambda$ exists only in the active W'S. If $F N$ changes $B$, it will change only within the context of the packnge, the $B$ that's in the active WS will remain untouched.

## Changes in a packaged WS

As you may have noticed above, I'N can CIIAN(il: things in the package. However, the package may be in non-writable memory, and anyway, I may not want other users of the package io sec the change. Sn. what do I do?

It so happens that when a package is first accessed, its name tahle is copied into the active workspace. It still points to objects in the package, but now I can make changes to the name tahle and they affect only my active WS, not someone else's. Now if anything in the package changes (or is created), then the new/changed version is put into the active workspace and pointed to by the package's name table (not the active WS's name table), so it acts as if the packnge had changed.

If I )SAVE the active WS after having made changes in the package, the changes will still te there when I re-) $L O A D$ the workspace.

One print of interest. In the CURRIFNF implementation of packages. Any variahle that gets referenced (not just new/changed) will get copied into the active WS. Functions are copied only if new or changed.

## Packages can call other packages

We already know about ONA as a means for accessing a packnge from the active IVS. It can also be used to access a package from a package, or to access the active WS from a package. There is an external function $E X P$ that can be used to access the previour name scone. Consult the System Scrices Reference and the Using Supplied Routines manuals for more information ahout the syntax of ONA and EXF.

## Stopped in a package

Sooner or later, something will go wrong and you will get a SiNTAX ERROR in some function that's in a packaged workspace. As is usual in $\Lambda P I, 2$, exccution will stop inside the function at the print of the error. It is IMPORTANT to remember that 1 PI .2 is now using the name tahle from the package and not the one from the active WS. So, if you do )NMS you will see the names of ohjects in the parkage! Yinu can edit things, create/change/delete things, run things; in short you can do what you normally do in .IPL 2 - you're just doing it using the name table of the package. ) RESET will get you hack to the active W'S. Any changes that were made in the package name scope will remain. If you suhsequently )SAlE the workspace, the changes will still be there when the workspace is again )LOADed.

## Packages can make things easier (an example)

Suppose that you have two versions of the same work sace and you would like to know what schanged. Without packages it's rather difficult, you have to get around name conflicts somehow.

In the appendix you can see a sample workspace that will compare the ohjects in two workspaces and tell you which ones are different. It will even work on itself? The COMIP', RI' workepace only has ahout four simple functions that do the actual comparisons. The rest of the workspace is documentation. some code to allow packaging to work in CMS or TSO, and some code that allows ( ()\IP'ARI to be packased.

It works by packaging the two workspaces to be compared and then accesess the objects in the two packaged workspaces with DNA. Name conflicts are avoided by using surregate names. It will even compare the system variables.

## Other interesting tidbits

If you're going to be scrious about packaging you'll aloo want to know ahout the optional ieft argument to the P'^CK $\wedge$ GE function. It's a list of names that are accessible (via $O N A$ ) from outside of the package. If the namelist is missing or empty, then the default is to allow all names to be aceessed (including system "quad" names). The external function I:XP', hecause it is reaching tack to the previnus name sompe. ignores this name list.

If you do use a name list on a package, you should allow some room for dehugging. If you make the namelist too restrictive, you may find it difficult in isolate a problem.

When using the PACK $\wedge$ GF function in TSO you will need to allocate a SYSPl MCll data set. This is where the P^CK^GE: function will put its ohject deck. On troth CMIS and TSO, you will do well to get the OS/VS I inkage Editor manuals.

IFinally, if you access a package that is NOT sharcd (i.c. in a I)CSS in ( NS or the 1 PA in TSO) then it will be loaded into your free space. That means, that your memory requirements may change. For evample, you may need to use a smaller workspace and a larger free space.

## Summary

Packages are simply $\Lambda P I, 2$ and they do just what you want them to do. Name scopes may be a little confusing (just like the first time you saw indirection or recursion), but are very powerful.

Remember that one customer reported major improvements in clapsed time. CPI time, and programmer productivity when SII. 2 Release 2 workspaces were converted to Al' 2 Release 3 packages. The customer attributed the gains to: sharing code among multiple users, the ability to climinate function files, simplified logic, and the need to maintain only a single copy of a packaged workspace.

Packages allow name scope isnlation. You have the ahility to put out end-user "run only" applications. Liscrs can now SHARE the same copy of API 2 code (without function files) for the first time in APL history. Finally, you may find it a great deal casier to maintain utilitics functions as packages. You can maintain a single copy of the utility and all workspaces will use the same code.

## Appendix

```
                                    COMTARF h'OFKGFACF,
(C) CONYRIGHT 1RM CORF, 1987
```

    ABSTRACT
    iCOMPAFE the objects in tho workspaces for differences.i
CMP_LOAD
-*-------------
| . $\rightarrow-$-. . $\rightarrow---$.
$||P K G|$ |. LOAD| |
| $\cdot-.-1$.-.....
'є-.---.-.-.-....'
CMP_OBJ
---................
| .+--. .+---. |
$||P K G|| . O B J \mid$
| $\cdot \ldots$.... $\cdot . . . \mid$
'є-.-.............
CMPLIE
.------
|PKGLIB|
'-----'
DESCRIBE
tThe mrimary purmose of this workspaces is for COMPAFING ihe i
lobjects in two workspaces (most of hhich will he idemical) |
lin order to see any differences.1
1
IThis workspace should normally be moaned rather than moried |
|because it may create objects in the workshace which conld cansel
Iname conflicts andlor loss of data.
1*****NOTE ***** |
ICOMPARE creates data sets that may OUFRinfte existime data sets $\mid$
l(see warnings in $H O_{\mathrm{u}}$ and in PKG ).
$\mathrm{HO}^{\prime}$


```
I
Iff the workspaces have objects of the same name that do not comparel
|then it will create a variable F_name or v_name (F for funclions orl
loperators and }V\mathrm{ for variables) that. is a two row mat.rix of the (
|form: F_name+2 1p(DCR wsid_a.name)(DCR wsid_b.name). |
|For variables, it will just be the value of the variable.
|Note also, that for functionsloperators, the value for: 2DAT name
|will be appended as the last line of the DCR.
I
lobjects which are in only one of the h'Ss are referred to as
IORPHANS: you'11 see a list of names (if any) for each k'S.
IThe system variables (excent: DAl DIC OTS Dh'A) are also combared.
|Any differences are reported and a variable is created with a
lprefix of QD_ (for example: QD_jO for DlO). These are the same
las above: two element variables containing the value from each w.S.l
| *****SHOKDIF ****** |
|The function SHOhDTF will try to show the differences lelween |
|two objects in one of the created varialies. For example:
| 2-SHOkDIF F_FN
|will show the lines from the two versions of FN thal don't match.
|The lines from FN in the left workslace will be the first ilem
lof the result. SHOWDIF will return the differences side ly side
lif they will display within DFh' (a two element vector), fiherwise
|it will leave the result as a two row malrix.
I
|An optional left arg on SHOWDIF will ca|se SHOFDlF to decomment
|its argument before the comparison. Only the existence of
|a left argument is checked; it:s content is irrelevant.
```



```
i
| ***** औARNING ***** WARNTNG***** \hbarARNING****** kARNING******
IThe PKG function in this workspace will create dat.a set s that may
lOVEFWRITE existing dat.a sets. See the rkg function for details.
[0] COIBM
[1] '(C) COPYRIGHT IBM CORP, 1987'
[0] L CQMPARE R;T;VA;VB;VAB;FA;FB;FAB
[1] A GLOBALS: L_k'S R_k'S \triangleNLA \triangleNIB \triangleCRA \triangleCRR \triangleATA \triangleATR FXIF
[2] a FIRST PACKAGE THEM AND DNA TO THF DNL., DCF, AND DAT OF EACH
    'Packaging k'S''S...'
    ->(v/0=\epsilonPKG"(L_h'S R_h'S)+(\epsilon"L R)~", ')/0 n QUIT JF CAN'T PKG
    ODLR \triangleNA'. \triangleNLA DNI', \triangleNLB DNI,', a GFT ONI, FROM I,R
    ->O\rhoL R \triangleNA",\triangleCRA OCR' '\triangleCRB DCR' n " DCh " " "
    OODL R \triangleNA", \triangleATA DAT' '\triangleATB DAT', " " DAT " "
    OD311 DNA 'EXP' A IN CASFI I'M A PACKAGF
    (L R)-84*LR A TO MAKE DISPIIAY IINE IP NICEIY
    A DO OPERATORS AND FUNCTIONS
    '..... Comparing Functions/Operatcrs .....'
```



```
[13] FAB+(v/T)/FA A COMMON FNS/ON:S
[14] FA+(~v/T)/FA a FNS/OPS FOUND ONLY IN W'S_A
[15] FB+(~vfT)/FB A FNS/OPS FOUND ONLY IN kS_B
[16] :(0<\rhoFA)/''Orphan FnslOps in '',l,'': '',vFA'
[17] ( (0<pFB)/''Orphan Fns/Ops in \cdots,k,'': '',sFR'
[18] COMPARE_FNS"FAB A SEE IF THFY ALF. THE SAMF.
[19] D DO VARTABLFS
[20] '..... Comparing Variables .....'
[21] COMPARF,SYS a COMPAFF SYSTFM VARS FlRST
[22] T-(VA+(c[[2]\DeltaNI,A 2)~",')0.=_-(VB+(c[2]\DeltaNI,R 2) ~", ')
[23] VAB+(v/T)/VA a COMMON VARIABIFIS
[24] VA+(~V/T)/VA a VARS FOUNIN ONI,Y IN W.S_A
[25] VE-(~V/T)/VB A VAKSS FOUNIN ONI,Y IN K'S_A
[26] :(0<pVA)/'MOphan Variables in ''.l.,': ,'.'VA'
[27] l(O<pVR)/''Orphan Vaviables in ''.f.'': '',vV'
[28] CCMFARF_VAKVVAR A SIT IF THFY AKF THF SAMF
```

```
{29] ( CLEANU'
[30] ->ODPKGDELETE L R
[31] ->OPDEX''L_K'S' 'R_W'S' '\triangleNIA' '\triangleNIR' '\triangleCFA' '\triangleCER' '\triangleATA' '\triangleAT'R' 'FXP'
[0] COMPARE_FNS F:A:B
[1] a SEE IF COMMON FNSIONS ARF IDFNTICAI, IF NOT, IUT THFM INTO CALLFER
[2] }A+\triangleCFA F+(\epsilonR)~, ,
[3] B+\triangleCFB R
[4] }->(A=_B)/0 A THEY MATC
[5] a ELSE - CREATE THEM IN THE CAI,IFF'S NAMFSCOPF.
[6] , Mis-match in Common Fn/Op: ',R
[7] A+כ(c[2]A).(E'A \nabla',82 \triangleATA R) A PUT TTMF-STAMP AT THF END
```



```
[9] }->ODEXP('\mp@subsup{F}{-}{\prime},F)'&'(2 1\rhoA B)
[0] COMPARE_SYS:\triangleECA:\triangleECB:SYSVARS:A:B
[1] a SEE IF SYSTEM VARS AKE SAME (EXCFI'T: DAJ DIC, DT: DH'A)
```



```
[3] SYSVARS+(1+SYSVARS='口')=SYSVARS
[4] +OpL_h'S \triangleNA '\triangleECA DEC'
[5] }->0\rhoR_h'S \triangleNA '\triangleECB DFC'
[6] A+\triangleECA SYSVAFS
[7] B+\triangleECB*SYSVAFS
[8] ->(A=_B)/0 a THEY Al,l, MATCH
[9] & ELSE- SOME ARF DTFFFRFNT
[10] (SYSVARS A B)+(~GA=_-*B)/"SYSVARS A B
[11] 'System Vars that* aon''t match:', isysvakS
[12] LOOP: +(0=0SYSVAFS)/0
[13] ->0\rhoEXP('QD_',(1+\epsilon+SYSVARS)~' ')'+'(2 1\rho3>"+"A K)
[14] (SYSVARS A B)+1+"SYSVARS A F
[15] +LOOP
[0] COMPAFE_VAR F:A:B
[1] a SEE IF COMMON VARS ARE IDFNTICAI, IF NOT, PIT THIM INTO CAIIIFR
[2] }->0\cap\mp@subsup{L}{-}{\prime}SS \triangleNA 'A ',R+(\epsilonR)~' '
[3] }->Op\mp@subsup{R}{-}{\prime}'S \triangleNA 'B ', 
[4] ->(A=_-B)/O A THEY MATCH
[5] a El,SE - CREATE T'HEM iN the CAllifR'S NAMF.SCOFF
[6] , Mis-mat.ch in Common var: ', F
[7] +0\rhoEXP('V_',R)'+'(2 1\rhoA B)
[0] Z-L SHOKDIF F:A:B:C:DIO
[1] a SHOH DIFFFRENCF.S RFI'H'EFN 7HF THO (SIDF BY SIDF IF (:AN)
[2] DIO+1
[3] L-2=ONC 'L'
[4] C+D R R F , R A FNSUSF THAT' EACH PART OF G
[5] R+(`2+"1,"C)O"R a IS A MATRIX
- trft afg present
[6] (A B )+C[2]"R a SFPARATF AND FORMAT INTO SIMPIF VEC OF VECS
[7] 2L/'A+(+/"A\"''听盾A)+"A'
a El,Imlnate COMmFNT'S IF l.EFT ARG
[8] &L/'B+(+/"A\",'A''*R)&"B'
[9] C+(A+DIIT*A)0. =__(B+DI,T** 
[10] l-د(~v/C)/A 
```



```
[0] Z+DLT R
[1] a DELETE LEADING/TRAIIING BI,ANK.S
[2] Z-((v\Z)^фv\фZ-R\not=' ')/K
[0] 2+I, \triangleNA R
[1] a Provides DNA COMPATJbI,Y IN CM.S ANII TSO
[2] Z-((('TSO'=__ (HOST)/CMPIIR,'.'),I)11 ONA R
[0] R-PKG K'S;CMD;PACKACE:CTI;DAT;XA;T
[1] a CONVEFTS h'S TO A PACKACED h'OLK.SPACI:
[2] a TSO LEAUESS SYSPUNCH (CMP_OBJ) ANI) CMPIIIB (CMP_IOAN) AIIIOCATFD
[3] a NAMING CONVENTION USFD FOR hORKSTACFS IS: v.risname
[\] ( CMPLIB IS A SIMIIF CHAR l'FC (I.F. CMPIIR&-'KGlIIR')
[5] a IT lS THF Fllename OF THE I.OAD lIIRRAFY
[6] A CMI_ORJ IS A TH'O FMIMENT VFC OF VIICS (I.I. CNI_ORO-1%KG' '.ORJ')
[7] a 'SYSPUMLH' h'lli, kl AlMOCAMFl) TO CNEP_ORJ
```

| [8] | IT hith Contain the obufct deck created fy "jackage" |
| :---: | :---: |
| [9] | A CMP_LOAD JS A Th'O ELEMENT VFCC OF VF:CS (I.E. CMI__OAl) + 'KKG' - .I,OAD') |
| [10] | CMFLIB h'lll be alioocated To CMI_IIOAD |
| [11] | ITS MEMBERS WII, BE THF FACKAGFl) WORK.SPACES |
| [12] | *** NOTE *** |
| [13] | CMS |
| [14] | "packace. Crfates a files: wsname text a. A pre-Existing file of |
| [15] |  |
| [16] | A |
| [17] | TSO |
| [18] | THIS FUNCTION ONLY CHECKS to Sfer that 'sysplinch' and CMplita |
| [19] | are alilocated, it does nQt verify that thfy are alioocatfi) |
| [ 20 ] | TO CMP_ORJ AND CMP_LOAD RESPECTIVEIY. |
| [21] | A |
| [22] | a this function does not protect any pre-existinc data in |
| [23] | a CMP_OBJ AND CMP_LOAD. HFNCE, YOU MUST PROTECT ACAINST DESTROYING |
| [24] | a data sets. additionaliy. the runction "pkgdilitie" melifites |
| [25] | these data sets. |
| [26] | +( ${ }^{\text {TSO' }}$ _ _ CHOST)/TSO |
| [27] | $\rightarrow(1=R+\sim 311$ DNA 'PACKAGE')/ERROR |
| [ 28 ] | $\rightarrow(0=\rho R \rightarrow$ PACKAGE h'S,' Allh'SV2')/FRROR A PACKAGF THI: HORKSIACF |
| [29] | $\rightarrow R+0$ a FPXIT |
| [30] | a |
| [31] |  |
| [32] | CTL $\rightarrow 0$ a CHFCK THF h'ORKSPACF ADDRFSS |
| [33] | $X A+(16 \times 1024 \times 1024) \leq D A T \quad$ a IN XA IF KORKSPACF AROVF THF IIINE |
| [34] | $\rightarrow 0 \mathrm{pDEX} 2 \mathrm{3}^{\prime}$ CT'LDAT ${ }^{\prime}$ |
| [35] | $\rightarrow 0 \mathrm{P} 100$ DSVO 'CMD' |
| [36] | CMD+'APL DDI SYSPUNCH. A SEF IF SYSIUNCH Al.I.OCATFD |
| [37] | $\rightarrow(\sim 8=\ldots+C M D) / 122$ n RRANCH IF Alliocatlil |
| [38] | CMD + APL DSI , ECMP_ORJ A SFE JF DATA SFT lixlistis |
| [ 39 ] | $\rightarrow(\sim 8=\ldots+C M D) / I, 1$ a hFANCH lF l7 lixlsi.S |
| [40] | A ALLLOC NFik DATA SFTT |
| [11] |  |
| [112] |  |
| [113] | $\rightarrow(0=F+C M D) / L 2$ |
| [14] | $\rightarrow E R R O R$ |
| [155] |  |
| [46] | $\rightarrow(0=R+C M D) / E R R O R$ |
| [47] | L,2: $+(1=R-\sim 311$ DNA 'PACKAGE')/EFROR |
| [48] |  |
| [119] | CMD + APL DDI ', CMPIIR A SEE II CMIIIA AIIIOCATED |
| [50] | $\rightarrow(\sim 8=\ldots+C M D) / L 4 \quad$ A BEANCH IHAIIIOCATED |
| [51] | CMD-AFL DSI , eCMP_loan a SFE If DATA SET EXISTS |
| [52] | $\rightarrow\left(\sim 8=\_\right.$CMD $) / L 3$ a REANCH IF IT FXISTS |
| [53] | a ALLOC NEM DAT'A SET |
| [54] |  |
| [55] | CMD*T.'TRACKS DIR(2) RI,KSIZE(1096) RFCFM(U) DSORG(IO)' |
| [56] | $\rightarrow(0=R+C M D) / L .4$ |
| [ 57 ] | $\rightarrow E R R O R$ |
| [58] |  |
| [59] | $\rightarrow(0 \neq R+C M D) / E R R O R$ |
| [60] | IL: $\quad$ OKAY, NOh IINKFIIt THF MF.S.S |
| [61] |  |
| [62] | CMD + T, '(', 'S', ) N NOTF.KM NOPRINT ', XA/'RMODE(ANY)' |
| [63] | $\rightarrow(0=R+C M D) / 0$ |
| [64] | A |
| [65] | ERROR:'PKG ERROR ', Jk |
| [0] | Z-PKGDEIETE NAMES; CHK; CMD;R |
| [1] |  |
| [2] | a 1 N CMS , dELETES TEXT DFCKS SFECIFIED BY NAMES vertok |
| [3] | a IN TSO, FORCES IPROCF.SSOR 11 TO CIO.SE THE OIPN IIOAMIIA |
| [4] | a THEN DEAII, OCATES AMI DEILETFS SYSPINCH AND CMIIIR |
| [5] |  |
| [6] | 7. ~ 2 = - 100 DSVO 'CMD |
| [7] | $\rightarrow('$ CMS' $=$ _ 6 HOST')/CMS |
| [8] | R-'OTHER.OTHER' 11 DNA 'OTHFE' |
| [9] | $2+2+\sim$ - $12=$ CHK 'FREF Fl(SYSIUACH) ' |
| [10] |  |
| [11] |  |

```
[12] 2-Z+~v/O 8=CHK 'DEIFTF ', \inCMP_IOOAD
[13] }->
[14] CMS:&(2>=__NAMES)/'NAMESS+C,NAMF,S'
[15] L1:Z+Z+~V/O 28=CHK 'EFASF, (+NAMIS),' TFXT'A'
[16] }->(0=\rhoNAMES+1+NAMFS)/I,
```


a A SAMPLE RUN COMPARING Th'O VERSIONS OF COMPARF
)LOAD COMPARE
SAVFD 1987-11-04 14.20.07 (GMT-8)
(C) COPYRIGHT IBM CORP, 1987
' Compare' compare 'compr'
Fackaging k'S'S...
.... Comparing Functions/Onerators ....
Orphan Fns/Ops in COMPARE: COIBM Dlt HC.S7 SHOKDIF
Orphan EnslOps in COMFE: COMARE_FNS HOWUSF: SAVIS SYGTFM
Mis-match in Common Fn/Ol: $\triangle N A$
Mis-match in Common $\mathrm{Fn} / \mathrm{OH}$ : COMPARF .
Mis-match in Common Fn/Ol: COMPARF_FNS
Mis-match in Common Fn/On: COMPARE_SYS
Mis-match in Common Fn/OI: COMPARF_VAR
Mis-match in Common Fn/O川: $V K G$
Mis-match in Common Fn/OH: FKGDElIFIFE
..... Comparing Variables ....
System vars that don't match: $\quad$ UX
Oryhan variables in COMPARF: ABSTFACT CMP_IOAD CMP_ORJ
Orphan Variables in COMPB: kSID

- SHON EOTH VERSIONS OF " $\triangle N A$ " FUNCTION
$F_{-} \triangle N A$
$\therefore \rightarrow L \quad \triangle N A \quad R$
- PROVIDES DNA COMPATIBLY IN CMS ANII TSO


ค $\quad$| 198711 |
| :--- | $1016 \quad 24502$

$2 \rightarrow L \quad \triangle N A \quad F$

- PROVIDES DNA COMPATIBLY $7 N$ CMS ANI TSO

7-( ( ('TSO ' = _ SYSTEM)/'PKGI,7R.'), I,) 11 UNA R

ค $\quad$| 1987 |
| :--- |

- SHCA' BOTH VERSJONS OF "OLX" SYSTFM VARIABLE

QD_LX $\quad$ THF ONF: FROM "COMPR" IS FMITY
COIEM

