The AFFIRM Reference Library

AFFIRM is an experimental interactive system for the specification and verification of abstract data types and programs. It was developed by the Program Verification Project at the USC Information Sciences Institute (ISI) for the Defense Advanced Research Projects Agency. The Reference Library is composed of five documents:

Reference Manual
A detailed discussion of the major concepts behind AFFIRM presented in terms of the abstract machines forming the system's structure as seen by the user.

Users Guide
A question-and-answer dialogue detailing the whys and wherefores of specifying and proving using AFFIRM.

Type Library
A listing of several abstract data types developed and used by the ISI Program Verification Project. The data type specifications are maintained in machine-readable form as an integral part of the system.

Annotated Transcripts
A series of annotated transcripts displaying AFFIRM in action, to be used as a sort of workbook along with the Users Guide and Reference Manual.

Collected Papers
A collection of articles authored by members of the ISI Program Verification Project (past and present), as well as an annotated bibliography of recent papers relevant to our work.
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Preface

This volume of the AFFIRM reference library includes a short bibliography of papers which might be useful for those interested in:

- background on the theory underlying AFFIRM,
- its design,
- specialized application areas, or
- the experience and comments of AFFIRM users.

A short description is provided for most of these papers.

The AFFIRM Memos, short unrefereed notes issued by the Program Verification project, are available upon request¹.

Four papers [Gerhart 80a, Guttag 78a, Guttag 80, Musser 80a] are particularly useful for background and are reprinted in their entirety.

¹USC Information Sciences Institute, Suite 1100, 4676 Admiralty Way, Marina del Rey, CA 90291 USA
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